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 PREFACE Visual C# (C Sharp) is a relatively new language introduced by Microsoft along with Visual Studio. Its goal was to provide the ease of working with Visual Basic with the flexibility and power of the Java and C++ languages. The syntax of C# is similar to Java and C++ but the ease of creating a graphical user interface and an event-driven application rivals Visual Basic. C# is fully object-oriented, compatible with many other languages using the .NET Framework. This book incorporates the object-oriented concepts throughout, as well as the syntax and terminology of the language. C# is designed to allow the programmer to develop applications that run under Windows and/or in a Web browser without the complexity generally associated with programming. With very little effort, the programmer can design a screen that holds standard elements such as buttons, check boxes, radio buttons, text boxes, and list boxes. Each of these objects operates as expected, producing a “standard” Windows or Web user interface.
 
 About This Text This textbook is intended for use in an introductory programming course, which assumes no prior knowledge of computer programming. The later chapters are also appropriate for professional programmers who are learning a new language to upgrade their skills. This text assumes that the student is familiar with the Windows operating environment and can use an Internet browser application.
 
 Approach This text incorporates the basic concepts of programming, problem solving, and programming logic, as well as the design techniques of an object-oriented event-driven language. Chapter topics are presented in a sequence that allows the programmer to learn how to deal with a visual interface while acquiring important programming skills such as creating projects with objects, decisions, loops, and data management. A high priority is given to writing applications that are easy for the user to understand and use. Students are presented with interface design guidelines throughout the text. This text follows essentially the same sequence as the Bradley/Millspaugh Visual Basic text. Object-oriented programming (OOP) is introduced in Chapter 1 and is used consistently in every chapter of the book. The code for all in-chapter projects is available to instructors. v
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 TEXT FEATURES Object-Oriented Concepts
 
 Interface Design Guidelines
 
 are presented throughout the text to offer students an introduction to object-oriented design before learning to create their own classes.
 
 are presented to offer students a better understanding of meeting user needs and employing industry standards.
 
 try { C Convert H A input P T values E R to numeric and // quantityInteger = int.Parse(quantityTex try { priceDecimal = decimal.Parse(priceT // Calculate values. extendedPriceDecimal = quantityInte discountDecimal = Decimal.Round( (extendedPriceDecimal * DISCOUNT amountDueDecimal = extendedPriceDec totalAmountDecimal += amountDueDeci numberTransactionsInteger++; // Format and display answers. extendedPriceTextBox.Text = extende
 
 1
 
 Introduction to Programming and Visual C# 2008
 
 Good Programming Habits 1. Always test the tab order on your forms. Fix it if necessary by changing the TabIndex properties of the controls. 2. Provide visual separation for input fields and output fields and always make it clear to the user which are which. 3. Make sure that your forms can be navigated and entered from the keyboard. Always set a default button (AcceptButton property) for every form. 4. To make a label maintain its size regardless of the value of the Text property, set AutoSize to false. 5. To make the text in a text box right justified or centered, set the TextAlign property. 6. You can use the Checked property of a check box to set other properties that must be true or false.
 
 Tips
 
 at the completion of this chapter, you will be able to . . . 1. Describe the process of visual program design and development. 2. Explain the term object-oriented programming. 3. Explain the concepts of classes, objects, properties, methods, and events.
 
 in the margins help students avoid potential trouble spots in their programs and encourage them to develop good programming habits.
 
 4. List and describe the three steps for writing a C# program. 5. Describe the various files that make up a C# project. 6. Identify the elements in the Visual Studio environment.
 
 TIP
 
 7. Define design time, run time, and debug time.
 
 Use two ampersands when you
 
 8. Write, run, save, print, and modify your first C# program.
 
 want to make an ampersand appear
 
 9. Identify syntax errors, run-time errors, and logic errors.
 
 in the Text property: &Health &&
 
 10. Look up C# topics in Help.
 
 Feedback Questions give the students time to reflect on the current topic and to evaluate their understanding of the details.
 
 ➤ Feedback 2.1
 
 Welfare for “Health & Welfare”. ■
 
 Hands-On Programming Examples guide students through the process of planning, writing, and executing C# programs.
 
 Create a picture box control that displays an enlarged icon and appears in a 3D box. Make up a name that conforms to this textbook’s naming conventions.
 
 Your Hands-On Programming Example
 
 Property
 
 In this project, Look Sharp Fitness Center needs to expand the clothing sale project done previously in this chapter. In addition to calculating individual sales and discounts, management wants to know the total amount of sales and the number of transactions. Add exception handling to the program so that missing or nonnumeric data will not cause a run-time error. Help the user by adding ToolTips wherever you think they will be useful.
 
 Name BorderStyle SizeMode Visible
 
 Setting
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 Programming Exercises
 
 Case Studies
 
 test students’ understanding of the programming skills covered in that chapter.
 
 provide continuing-theme exercises that may be used throughout the course, providing many opportunities to expand on previous projects.
 
 Programming
 
 Exercises
 
 3.1 In retail sales, management needs to know the average inventory figure and the turnover of merchandise. Create a project that allows the user to enter the beginning inventory, the ending inventory, and the cost of goods sold. Form: Include labeled text boxes for the beginning inventory, the ending inventory, and the cost of goods sold. After calculating the answers, display the average inventory and the turnover formatted in text boxes.
 
 at the completion of this chapter, you will be able to . . .
 
 Case Studies Custom Supplies Mail Order The company has instituted a bonus program to give its employees an incentive to sell more. For every dollar the store makes in a four-week period, the employees receive 2 percent of sales. The amount of bonus each employee receives is based on the percentage of hours he or she worked during the bonus period (a total of 160 hours). h ll ll h h
 
 of the store’s total sales. The amount of sales needs to be entered only for the first employee. (Hint: Don’t clear it.) The Calculate button will determine the bonus earned by this employee, and the Clear button will clear only the name, hours-worked, and bonus amount fields. A Print button allows the user to print the form. ll b d d l h
 
 1. Use database terminology correctly. 2. Create Windows and Web projects that display database data. 3. Display data in a DataGridView control. 4. Bind data to text boxes and labels. 5. Allow the user to select from a combo box or list box and display the corresponding record in data-bound controls. 6. Query an object using LINQ.
 
 Learning Objectives tell students what will be covered in the chapter and what they will be able to do after completing the chapter.
 
 Online Learning Center Visit the Visual C# 2008 Web site at www.mhhe.com/C#2008/ for instructor and student resoures.
 
 3
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 Changes in This Edition This revision of the text is based on the Professional Edition of Visual Studio (VS) 2008. The 2008 version of VS includes Language-Integrated Queries (LINQ) for a more consistent means of querying a variety of data sources. The Windows Presentation Foundation (WPF) brings new dimensions to interface design. AJAX also has been added to provide faster postbacks for Web pages. Microsoft has made many enhancements to the integrated development environment (IDE). The Editor now has a much richer IntelliSense. New tool windows for creating, managing, and applying styles in Web applications are now included in Chapter 9. A new PrintForm component makes printing a form extremely easy and convenient for a classroom environment. The PrintForm component is part of a Microsoft download called the Visual Basic Power Packs, which can be added to the IDE for use with a C# program. PrintForm is covered in Chapter 2 for output to either the printer or a Print Preview window. Standard printing is still covered in Chapter 7. LINQ is covered in Chapter 10 (“Database Applications”) and again in the XML section of Chapter 14. Chapter 11 (“Data Files”) includes a simplified method for writing small amounts of data without performing an open operation. Drag-and-drop for images is now covered in the graphics chapter (Chapter 13). Students learn the development techniques for this familiar operation. Chapter 14 includes XML data files and an introduction to programming with WPF. The text narrative, step-by-step exercises, screen captures, and appendixes have all been updated to Visual Studio 2008. The screen captures are all based on Windows Vista.
 
 Features of This Text Each chapter begins with identifiable objectives and a brief overview. Numerous coding examples as well as hands-on projects with guidance for the planning and coding appear throughout. Thought-provoking feedback questions give students time to reflect on the current topic and to evaluate their understanding of the details. The end-of-chapter items include a chapter summary, review questions, programming exercises, and four case studies. The case studies provide a continuing-theme exercise that may be used throughout the course. Chapter 1, “Introduction to Programming and Visual C# 2008,” introduces Microsoft’s Visual Studio integrated development environment (IDE). The single environment is used for multiple languages. A step-bystep program gets students into programming very quickly (quicker than most books). The chapter introduces the OOP concepts of objects, properties, methods, and events. The elements of debugging and using the Help system also are introduced. Chapter 2, “User Interface Design,” demonstrates techniques for good program design, including making the interface easy for users as well as guidelines for designing maintainable programs. Several controls are introduced, including text boxes, masked text boxes, rich text boxes, group boxes, check boxes, radio buttons, and picture boxes. A new section covers the controls in the Power Pack including PrintForm and the Shape and Line controls.
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 Chapter 3, “Variables, Constants, and Calculations,” presents the concepts of using data and declaring the data type. Students learn to follow standards to indicate the data type of variables and constants and to use the proper scope. Error handling uses the try/catch/finally structure, which is introduced in this chapter along with calculations. The student learns to display error messages using the MessageBox class and also learns about the OOP concept of overloaded constructors. Chapter 4, “Decisions and Conditions,” introduces taking alternate actions based on expressions formed with the relational and logical operators. This chapter uses if statements to validate user input. Multiple decisions are handled with both nested if statements and the case structure (the switch statement). The debugging features of the IDE are covered, including a stepby-step exercise that covers stepping through program statements and checking intermediate values during execution. Chapter 5, “Menus, Common Dialog Boxes, and Methods,” covers the concepts of writing and calling general methods. Students learn to include both menus and context menus in projects, display common dialog boxes, and use the input provided by the user. Chapter 6, “Multiform Projects,” adds splash forms and About forms to a project. Summary data are presented on a separate form. Chapter 7, “Lists, Loops, and Printing,” incorporates list boxes and combo boxes into projects, providing the opportunity to discuss looping procedures and printing lists of information. Printing is accomplished in .NET using a graphics object and a callback event. The printing controls also include a Print Preview, which allows students and instructors to view output without actually printing it. Chapter 8, “Arrays,” introduces arrays, which follow logically from the lists covered in Chapter 7. Students learn to use single- and multidimension arrays, table lookups, structures, and arrays of structures. Chapter 9, “Web Applications,” introduces programming using Web Forms, which are used to create Web pages that execute in a browser application. Students learn to design and develop simple Web applications. CSS styles and AJAX provide the ability to create improved, more efficient Web sites. Chapter 10, “Database Applications,” introduces ADO.NET, which is Microsoft’s technology for accessing data in a database. This chapter shows how to create binding sources, table adapters, and datasets. Programs include accessing data from both Windows Forms and Web Forms. Students learn to bind data tables to a data grid and bind individual data fields to controls such as labels and text boxes. LINQ is used to query an array and a database. Chapter 11, “Data Files,” presents the techniques for data file handling. Students learn to save and read small amounts of data using streams. The StreamWriter and StreamReader objects are used to store and reload the contents of a combo box. Chapter 12, “OOP: Creating Object-Oriented Programs,” explains more of the theory of object-oriented programming. Although we have been using OOP concepts since Chapter 1, in this chapter students
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 learn the terminology and application of OOP. Inheritance is covered for visual objects (forms) and for extending existing classes. The samples are kept simple enough for an introductory class. Chapter 13, “Graphics, Animation, Sound, and Drag-and-Drop,” covers the classes and methods of GDI+. The chapter covers graphics objects, pens, and brushes for drawing shapes and lines. Animation is accomplished using the Timer control and the SetBounds method for moving controls. Students learn to play sounds using the SoundPlayer class. Video files are played using Windows Media Player. Drag-and-drop events are used to transfer images and the contents of a text box to a list box. Chapter 14, “Additional Topics in C#,” introduces some advanced programming topics. This final chapter covers validating user input using Error Providers and the Validating event of controls. Students learn to create applications using multiple document interfaces (MDI), create toolbars and status bars using ToolStrip and StatusStrip controls, and add Web content to a Windows Form using the WebBrowser control. The code-snippet feature is introduced. Reading and writing XML text files are covered. The chapter also covers LINQ to XML. An introduction to Windows Presentation Framework (WPF) includes using WPF Interoperability with a standard Windows Form and creating a WPF Form project. The appendixes offer important additional material. Appendix A holds the answers to all Feedback questions. Appendix B covers methods for dates, math, and string handling. In the OOP programming style, actions are accomplished with methods of the Math class and String class. Appendix C gives tips and shortcuts for mastering the Visual Studio environment, and Appendix D discusses security issues for both Windows and Web programming.
 
 Thank You Many people have worked very hard to design and produce this text. We would like to thank our editors, Scott Davidson and Alaina Grayson. Our thanks also to the many people who produced this text, including Marlena Pechan and Betsy Blumenthal. We greatly appreciate Robert Price and Peter van der Goes for their thorough technical reviews, constructive criticism, and many valuable suggestions. Thank you to Theresa Berry for her work on the exercise solutions. And, most importantly, we are grateful to Dennis and Richard for their support and understanding through the long days and busy phone lines.
 
 The Authors We have had fun writing about C#. We hope that this feeling is evident as you read this book and that you will enjoy learning or teaching this outstanding programming language. Julia Case Bradley Anita C. Millspaugh
 
 R
 
 E
 
 F
 
 A
 
 C
 
 E
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 Front Matter
 
 To the Student
 
 7
 
 © The McGraw−Hill Companies, 2010
 
 TO THE STUDENT The best way to learn to program in Visual C# is to do it. If you enter and run the sample projects, you will be on your way to writing applications. Reading the examples without trying to run them is like trying to learn a foreign language or mathematics by just reading about it. Enter the projects, look up your questions in the extensive MSDN Help files, and make those projects run.
 
 Installing Visual C# For the programs in this text, you need to install the .NET Framework v 3.5, Visual C# 2008, and the MSDN (Microsoft Developers Network) library, which contains all of Help and many instructive articles. You can download the Express Edition of Visual C# and Visual Web Developer from msdn.microsoft.com/express. Using these two products, you can complete most of the exercises in this text.
 
 Format Used for Visual C# Statements Visual C# statements, methods, and functions are shown in this font. Any values that you must supply are in italics. As you work your way through this textbook, note that you may see a subset of the available options for a C# statement or method. Generally, the options that are included reflect those covered in the chapter. If you want to see the complete format for any statement or all versions of a method, refer to Help. J.C.B. A.C.M.
 
 xi
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 try { C Convert H A input P T values E R to numeric and assign // quantityInteger = int.Parse(quantityTextBox.T try { priceDecimal = decimal.Parse(priceTextBox // Calculate values. extendedPriceDecimal = quantityInteger * discountDecimal = Decimal.Round( (extendedPriceDecimal * DISCOUNT_RATE_ amountDueDecimal = extendedPriceDecimal totalAmountDecimal += amountDueDecimal; numberTransactionsInteger++; // Format and display answers. extendedPriceTextBox.Text = extendedPrice
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 Introduction to Programming and Visual C# 2008
 
 at the completion of this chapter, you will be able to . . . 1. Describe the process of visual program design and development. 2. Explain the term object-oriented programming. 3. Explain the concepts of classes, objects, properties, methods, and events. 4. List and describe the three steps for writing a C# program. 5. Describe the various files that make up a C# project. 6. Identify the elements in the Visual Studio environment. 7. Define design time, run time, and debug time. 8. Write, run, save, print, and modify your first C# program. 9. Identify syntax errors, run-time errors, and logic errors. 10. Look up C# topics in Help.
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 Writing Windows Applications with Visual C# Using this text, you will learn to write computer programs that run in the Microsoft Windows environment. Your projects will look and act like standard Windows programs. You will use the tools in C# (C sharp) and Windows Forms to create windows with familiar elements such as labels, text boxes, buttons, radio buttons, check boxes, list boxes, menus, and scroll bars. Figure 1.1 shows some sample Windows user interfaces. Figure
 
 1.1
 
 Graphical user interfaces for application programs designed with C# and Windows Forms. Labels
 
 Text boxes
 
 Check box Radio buttons
 
 Buttons
 
 Picture box
 
 Labels
 
 Menu bar Group box Drop-down list List box
 
 Beginning in Chapter 9 you will create programs using Web Forms and Visual Web Developer. You can run Web applications in a browser such as Internet Explorer or Mozilla FireFox, on the Internet, or on a company intranet. Figure 1.2 shows a Web Forms application. You also will become acquainted with Microsoft’s new screen design technology, Windows Presentation Foundation (WPF), which is covered in Chapter 14. WPF uses its own designer and design elements, which are different from those used for Windows forms.
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 Figure
 
 1.2
 
 A Web Forms application running in a browser.
 
 The Windows Graphical User Interface Microsoft Windows uses a graphical user interface, or GUI (pronounced “gooey”). The Windows GUI defines how the various elements look and function. As a C# programmer, you have available a toolbox of these elements. You will create new windows, called forms. Then you will use the toolbox to add the various elements, called controls. The projects that you will write follow a programming technique called object-oriented programming (OOP).
 
 Programming Languages—Procedural, Event Driven, and Object Oriented There are literally hundreds of programming languages. Each was developed to solve a particular type of problem. Most traditional languages, such as BASIC, C, COBOL, FORTRAN, PL/1, and Pascal, are considered procedural languages. That is, the program specifies the exact sequence of all operations. Program logic determines the next instruction to execute in response to conditions and user requests. The newer programming languages such as C#, Java, and Visual Basic (VB) use a different approach: object-oriented programming (OOP). In the OOP model, programs are no longer procedural. They do not follow a sequential logic. You, as the programmer, do not take control and determine the sequence of execution. Instead, the user can press keys and click various buttons and boxes in a window. Each user action can cause an event to occur, which triggers a method (a set of programming statements) that you have written. For example, the user clicks on a button labeled Calculate. The clicking causes the button’s Click event to occur, and the program automatically jumps to a method you have written to do the calculation.
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 The Object Model In C# you will work with objects, which have properties, methods, and events. Each object is based on a class. Objects Think of an object as a thing, or a noun. Examples of objects are forms and controls. Forms are the windows and dialog boxes you place on the screen; controls are the components you place inside a form, such as text boxes, buttons, and list boxes. Properties Properties tell something about or control the behavior of an object such as its name, color, size, or location. You can think of properties as adjectives that describe objects. When you refer to a property, you first name the object, add a period, and then name the property. For example, refer to the Text property of a form called SalesForm as SalesForm.Text (pronounced “sales form dot text”). Methods Actions associated with objects are called methods. Methods are the verbs of object-oriented programming. Some typical methods are Close, Show, and Clear . Each of the predefined objects has a set of methods that you can use. You will learn to write additional methods to perform actions in your programs. You refer to methods as Object.Method (“object dot method”). For example, a Show method can apply to different objects: BillingForm.Show shows the form object called BillingForm; exitButton.Show shows the button object called exitButton. Events You can write methods that execute when a particular event occurs. An event occurs when the user takes an action such as clicking a button, pressing a key, scrolling, or closing a window. Events also can be triggered by actions of other objects, such as repainting a form or a timer reaching a preset point. Classes A class is a template or blueprint used to create a new object. Classes contain the definition of all available properties, methods, and events. Each time that you create a new object, it must be based on a class. For example, you may decide to place three buttons on your form. Each button is based on the Button class and is considered one object, called an instance of the class. Each button (or instance) has its own set of properties, methods, and events. One button may be labeled “OK”, one “Cancel”, and one “Exit”. When the user clicks the OK button, that button’s Click event occurs; if the user clicks on the Exit button, that button’s Click event occurs. And, of course, you have written different program instructions for each of the button’s Click events. An Analogy If the concepts of classes, objects, properties, methods, and events are still a little unclear, maybe an analogy will help. Consider an Automobile class. When
 
 TIP The term members is used to refer to both properties and methods. ■
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 we say automobile, we are not referring to a particular auto, but we know that an automobile has a make and model, a color, an engine, and a number of doors. These elements are the properties of the Automobile class. Each individual auto is an object, or an instance of the Automobile class. Each Automobile object has its own settings for the available properties. For example, each Automobile object has a Color property, such as myAuto.Color = Blue and yourAuto.Color = Red. The methods, or actions, of the Automobile class might be Start, SpeedUp, SlowDown, and Stop. To refer to the methods of a specific object of the class, use myAuto.Start and yourAuto.Stop. The events of an Automobile class could be Arrive or Crash. In a C# program, you write event-handling methods that specify the actions you want to take when a particular event occurs for an object. For example, you might write a method to handle the yourAuto.Crash event. Note: Chapter 12 presents object-oriented programming in greater depth.
 
 Microsoft’s Visual Studio The latest version of Microsoft’s Visual Studio, called Visual Studio 2008, includes C#, Visual C++, Visual Basic, and the .NET 3.5 Framework. The .NET Framework The programming languages in Visual Studio run in the .NET Framework. The Framework provides for easier development of Web-based and Windows-based applications, allows objects from different languages to operate together, and standardizes how the languages refer to data and objects. Several third-party vendors have produced versions of other programming languages to run in the .NET Framework, including .NET versions of APL by Dyalog, FORTRAN by Lahey Computer Systems, COBOL by Fujitsu Software Corporation, Pascal by the Queensland University of Technology (free), PERL by ActiveState, RPG by ASNA, and Java, known as IKVM.NET. The .NET languages all compile to (are translated to) a common machine language, called Microsoft Intermediate Language (MSIL). The MSIL code, called managed code, runs in the Common Language Runtime (CLR), which is part of the .NET Framework. C# Microsoft C# is a part of Visual Studio. You also can purchase C# by itself (without the other languages but with the .NET Framework). C# is available in an Express Edition, a Standard Edition, a Professional Edition, and four specialized versions of Team System Editions for large enterprise application development. You can find a matrix showing the features of each edition in Help. Anyone planning to do professional application development that includes the advanced features of database management should use the Professional Edition or the Team System Database version. The full Professional Edition is available to educational institutions through the Microsoft Academic Alliance program and is the best possible deal. When a campus department purchases the Academic Alliance, the school can install Visual Studio on all classroom and lab computers and provide the software to all students and faculty at no additional charge. For more information, have your instructor visit: http://msdn.microsoft.com/en-us/academic/default.aspx
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 Microsoft provides an Express Edition of each of the programming languages, which you can download for free (www.microsoft.com/express/download/). You can use Visual C# Express for Windows development and Visual Web Developer Express for the Web applications in Chapters 9 and 10. This text is based on the Professional Edition of Visual Studio 2008, the current version. You cannot run the projects in this text in any earlier version of C#.
 
 Writing C# Programs When you write a C# application, you follow a three-step process for planning the project and then repeat the three-step process for creating the project. The three steps involve setting up the user interface, defining the properties, and then creating the code.
 
 The Three-Step Process Planning 1. Design the user interface. When you plan the user interface, you draw a sketch of the screens the user will see when running your project. On your sketch, show the forms and all the controls that you plan to use. Indicate the names that you plan to give the form and each of the objects on the form. Refer to Figure 1.1 for examples of user interfaces. Before you proceed with any more steps, consult with your user and make sure that you both agree on the look and feel of the project. 2. Plan the properties. For each object, write down the properties that you plan to set or change during the design of the form. 3. Plan the C# code. In this step you plan the classes and methods that will execute when your project runs. You will determine which events require action to be taken and then make a step-by-step plan for those actions. Later, when you actually write the C# code, you must follow the language syntax rules. But during the planning stage, you will write out the actions using pseudocode, which is an English expression or comment that describes the action. For example, you must plan for the event that occurs when the user clicks on the Exit button. The pseudocode for the event could be End the project or Quit. Programming After you have completed the planning steps and have approval from your user, you are ready to begin the actual construction of the project. Use the same three-step process that you used for planning. 1. Define the user interface. When you define the user interface, you create the forms and controls that you designed in the planning stage. Think of this step as defining the objects you will use in your application.
 
 Introduction to Programming and Visual C# 2008
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 2. Set the properties. When you set the properties of the objects, you give each object a name and define such attributes as the contents of a label, the size of the text, and the words that appear on top of a button and in the form’s title bar. You might think of this step as describing each object. 3. Write the code. You will use C# programming statements (called C# code) to carry out the actions needed by your program. You will be surprised and pleased by how few statements you need to create a powerful Windows program. You can think of this third step as defining the actions of your program.
 
 C# Application Files A C# application, called a solution, can consist of one or more projects. Since all of the solutions in this text have only one project, you can think of one solution = one project. Each project can contain one or more form files. In Chapters 1 through 5, all projects have only one form, so you can think of one project = one form. Starting in Chapter 6, your projects will contain multiple forms and additional files. As an example, the HelloWorld application that you will create later in this chapter creates the following files: File Name
 
 File Icon
 
 15
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 Description
 
 HelloWorld.sln
 
 The solution file. A text file that holds information about the solution and the projects it contains. This is the primary file for the solution—the one that you open to work on or run your project. Note the “9” on the icon, which refers to Visual Studio version 9.
 
 HelloWorld.suo
 
 Solution user options file. Stores information about the state of the integrated development environment (IDE) so that all customizations can be restored each time you open the solution.
 
 HelloForm.cs
 
 A .cs (C#) file that holds the code methods that you write. This is a text file that you can open in any editor. Warning: You should not modify this file unless you are using the editor in the Visual Studio environment.
 
 HelloForm.Designer.cs
 
 A .cs (C#) file created by the Form Designer that holds the definition of the form and its controls. You should not modify this file directly, but instead make changes in the Designer and allow it to update the file.
 
 HelloForm.resx
 
 A resource file for the form. This text file defines all resources used by the form, including strings of text, numbers, and any graphics.
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 HelloWorld.csproj
 
 The project file that describes the project and lists the files that are included in the project.
 
 HelloWorld.csproj.user
 
 The project user options file. This text file holds IDE option settings so that the next time you open the project, all customizations will be restored.
 
 Program.cs
 
 A .cs (C#) file that contains automatically generated code that runs first when you execute your application.
 
 Note: You can display file extensions. In Windows Vista, open the Explorer and select Organize / Folders and Search Options, click on the View tab and deselect the check box for Hide extensions for known file types. In Windows XP, in the My Computer Tools menu, select Folder Options and the View tab. Deselect the check box for Hide extensions for known file types. If you do not display the extensions, you can identify the file types by their icons. After you run your project, you will find several more files created by the system. The only file that you open directly is the .sln, or solution file.
 
 The Visual Studio Environment The Visual Studio environment is where you create and test your projects. A development environment such as Visual Studio is called an integrated development environment (IDE). The IDE consists of various tools, including a form designer, which allows you to visually create a form; an editor, for entering and modifying program code; a compiler, for translating the C# statements into the intermediate machine code; a debugger, to help locate and correct program errors; an object browser, to view the available classes, objects, properties, methods, and events; and a Help facility. In versions of Visual Studio prior to .NET, each language had its own IDE. For example, to create a Visual Basic project you would use the Visual Basic IDE, and to create a C++ project you would use the C++ IDE. But in Visual Studio, you use the one IDE to create projects in any of the supported languages.
 
 Default Environment Settings The full version of Visual Studio 2008 provides an option that allows the programmer to select the default profile for the IDE. The first time you open Visual Studio, you are presented with the Choose Default Environment Settings dialog box (Figure 1.3), where you can choose Visual C# Development Settings. This text uses the Visual C# settings.
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 1.3
 
 The first time you open the Visual Studio IDE, you must select the default environment settings for Visual C# development.
 
 Note: If you plan to develop in more than one language, such as VB and C#, you can save each group of settings and switch back and forth between the two. Select Tools / Import and Export Settings and choose to Reset all settings.
 
 The IDE Initial Screen When you open the Visual Studio IDE, you generally see an empty environment with a Start Page (Figure 1.4). However, it’s easy to customize the environment, so you may see a different view. In the step-by-step exercise later in this chapter, you will learn to reset the IDE layout to its default view. The contents of the Start Page vary, depending on whether you are connected to the Internet. Microsoft has included links that can be updated, so you may find new and interesting information on the Start Page each time you open it. To display or hide the Start Page, select View / Other Windows / Start Page. You can open an existing project or begin a new project using the Start Page or the File menu. The examples in this text use the menus.
 
 The New Project Dialog You will create your first C# projects by selecting File / New Project, which opens the New Project dialog (Figure 1.5). In the New Project dialog, you may need to expand the node for Other Languages, depending on your installation. Under Visual C#, select Windows, and in the Templates pane, select Windows Forms Application. You also give the project a name in this dialog. Deselect the check box for Create directory for solution, which creates an extra level of folders for our single-project solutions.
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 Figure
 
 1.4
 
 The Visual Studio IDE with the Start Page open, as it first appears in Windows Vista, without an open project. You can close the Start Page by clicking on its Close button. Close button for Start Page
 
 Figure Select the Windows Forms Application template
 
 Enter the project name Select Visual C# Windows
 
 1.5
 
 Begin a new C# Windows project using the Windows Forms Application template.
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 The IDE Main Window Figure 1.6 shows the Visual Studio environment’s main window and its various child windows. Note that each window can be moved, resized, opened, closed, and customized. Some windows have tabs that allow you to display different contents. Your screen may not look exactly like Figure 1.6; in all likelihood, you will want to customize the placement of the various windows. The Designer and Editor windows are generally displayed in tabs in the center of the screen (the Document window), and the various tool windows are docked along the edges and bottom of the IDE, but the locations and the docking behavior are all customizable. The IDE main window holds the Visual Studio menu bar and the toolbars. You can display or hide the various windows from the View menu. Figure The Visual Studio environment. Each window can be moved, resized, closed, or customized.
 
 The Toolbars You can use the buttons on the toolbars as shortcuts for frequently used operations. Each button represents a command that also can be selected from a menu. Figure 1.7a shows the toolbar buttons on the Standard toolbar for the Professional Edition, which displays in the main window of the IDE; Figure 1.7b shows the Layout toolbar, which is useful for designing forms in the Form Designer; and Figure 1.7c shows the Text Editor toolbar, which contains buttons to use in the Editor window. Select View / Toolbars to display or hide these and other toolbars.
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 Figure
 
 1.7
 
 The Visual Studio toolbars contain buttons that are shortcuts for menu commands. You can display or hide each of the toolbars: a. the Standard toolbar; b. the Layout toolbar; and c. the Text Editor toolbar.
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 The Document Window The largest window in the center of the screen is the Document window. Notice the tabs across the top of the window, which allow you to switch between open documents. The items that display in the Document window include the Form Designer, the Code Editor, the Project Designer, the Database Designer, and the Object Browser. You can switch from one tab to another, or close any of the documents using its Close button.
 
 The Form Designer The Form Designer is where you design a form that makes up your user interface. In Figure 1.6, the Form Designer for Form1 is currently displaying. You can drag the form’s sizing handles or selection border to change the size of the form.
 
 TIP Use Ctrl + Tab to switch to another open document in the Document window. ■
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 When you begin a new C# Windows application, a new form is added to the project with the default name Form1. In the step-by-step exercise later in the chapter, you will learn to change the form’s name.
 
 The Solution Explorer Window The Solution Explorer window holds the filenames for the files included in your project and a list of the classes it references. The Solution Explorer window and the environment’s title bar hold the name of your solution (.sln) file, which is WindowsFormsApplication1 by default unless you give it a new value in the New Project dialog box. In Figure 1.6, the name of the solution is MyFirstProject.
 
 The Properties Window You use the Properties window to set the properties for the objects in your project. See “Set Properties” later in this chapter for instructions on changing properties.
 
 TIP You can sort the properties in the window either alphabetically or by categories. Use the buttons on the Properties window. ■
 
 The Toolbox The toolbox holds the tools you use to place controls on a form. You may have more or different tools in your toolbox, depending on the edition of C# you are using (Express, Standard, Professional, or Team System). Figure 1.8 shows the toolbox.
 
 Figure
 
 Common controls for Windows Forms
 
 1.8
 
 The toolbox for Visual Studio Windows Forms. Your toolbox may have more or fewer tools, depending on the edition you are using.
 
 TIP You can sort the tools in the toolbox: Right-click the toolbox and select Sort Items Alphabetically from the context menu (the shortcut menu). ■
 
 Scroll to see more controls
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 Help Visual Studio has an extensive Help feature, which includes the Microsoft Developer Network library (MSDN). You can find reference materials for C#, C++, VB, and Visual Studio; several books; technical articles; and the Microsoft Knowledge Base, a database of frequently asked questions and their answers. Help includes the entire reference manual, as well as many coding examples. See the topic “Visual Studio Help” later in this chapter for help on Help. When you make a selection from the Help menu, the requested item appears in a new window that floats on top of the IDE window (Figure 1.9), so you can keep both open at the same time. It’s a good idea to set the Filtered By entry to Visual C#. Figure Help displays in a new window, independent of the Visual Studio IDE window. Help with Specific Tasks Selected Topic Help Search
 
 Filter
 
 Help Favorites Help Contents Help Index
 
 Index Results
 
 Design Time, Run Time, and Debug Time Visual Studio has three distinct modes. While you are designing the user interface and writing code, you are in design time. When you are testing and running your project, you are in run time. If you get a run-time error or pause program execution, you are in debug time. The IDE window title bar indicates (Running) or (Debugging) to indicate that a project is no longer in design time.
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 Writing Your First C# Project For your first C# project, you will create a form with three controls (see Figure 1.10). This simple project will display the message “Hello World” in a label when the user clicks the Display button and will terminate when the user clicks the Exit button. Figure
 
 1.10
 
 The Hello World form. The “Hello World” message will appear in a label when the user clicks on the Display button. The label does not appear until the button is pressed.
 
 Set Up Your Workspace Before you can begin a project, you must open the Visual Studio IDE. You also may need to customize your workspace. Run Visual Studio These instructions assume that Visual Studio 2008 is installed in the default location. If you are running in a classroom or lab, the program may be installed in an alternate location, such as directly on the desktop. STEP 1: STEP 2: STEP 3:
 
 Click the Windows Start button and move the mouse pointer to All Programs. Locate Microsoft Visual Studio 2008. If a submenu appears, select Microsoft Visual Studio 2008 or Microsoft Visual C# 2008 Express. Visual Studio will start and display the Start Page (refer to Figure 1.4). If you are using Visual Studio Professional and this is the first time that VS has been opened for this user, you will need to select Visual C# Development Settings from the Choose Default Environment Settings dialog box (refer to Figure 1.3).
 
 Note: The VS IDE can be customized to not show the Start Page when it opens. Start a New Project STEP 1: Select File / New / Project ; the New Project dialog box opens (refer to Figure 1.5). Make sure that Visual C# and Windows are selected for
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 Project types and Windows Forms Application is selected for the template.
 
 STEP 2:
 
 If you are using Visual C# Express, the dialog box differs slightly and you don’t have to choose the language, but you can still choose a Windows Forms Application. Enter “HelloWorld” (without the quotes) for the name of the new project (Figure 1.11) and click the OK button. The new project opens (Figure 1.12). At this point, your project is stored in a temporary directory. You can specify a new location for the project later when you save it. Figure
 
 Enter the name for the new project.
 
 Set Up Your Environment In this section, you will customize the environment. For more information on customizing windows, floating and docking windows, and altering the location and contents of the various windows, see Appendix C. STEP 1: STEP 2:
 
 STEP 3:
 
 Reset the IDE’s default layout by choosing Window / Reset Window Layout and responding Yes. The IDE should now match Figure 1.12. Point to the icon for the toolbox at the left of the IDE window. The Toolbox window pops open. Notice the pushpin icon at the top of the window (Figure 1.13); clicking this icon pins the window open rather than allowing it to Auto Hide. Click the Auto Hide pushpin icon for the Toolbox window; the toolbox will remain open.
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 Figure
 
 1.12
 
 The Visual Studio IDE with the new HelloWorld C# project. Your screen may look significantly different from the figure since the environment can be customized.
 
 Toolbox
 
 Document window
 
 Solution Explorer Properties window
 
 Figure
 
 1.13
 
 The Toolbox window.
 
 Toolbox icon Pushpin icon
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 Optional: Select Tools / Options. In the Options dialog box, select Startup under Environment, drop down the At startup list and select Show empty environment (Figure 1.14), and click OK. This selection causes the Start Page to not appear and will make your environment match the illustrations in this text. Note that you can show the Start Page at any time by selecting View / Other Windows / Start Page. Figure
 
 1.14
 
 Select Show empty environment for the environment’s Startup option in the Options dialog box. Set this option so that the Start Page does not appear at startup
 
 Plan the Project The first step in planning is to design the user interface. Figure 1.15 shows a sketch of the form that includes a label and two buttons. You will refer to the sketch as you create the project. Figure A sketch of the Hello World form for planning.
 
 HelloForm
 
 messageLabel
 
 Display Exit
 
 displayButton exitButton
 
 1.15
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 The next two steps, planning the properties and the code, have already been done for this first sample project. You will be given the values in the steps that follow.
 
 Define the User Interface Set Up the Form Notice that the new form in the Document window has all the standard Windows features, such as a title bar, maximize and minimize buttons, and a Close button. STEP 1:
 
 Resize the form in the Document window: Drag the handle in the lower-right corner down and to the right (Figure 1.16). Figure
 
 1.16
 
 Make the form larger by dragging its lower-right handle diagonally. The handles disappear as you drag the corner of the form.
 
 Drag handle to enlarge form
 
 Place Controls on the Form You are going to place three controls on the form: a label and two buttons. STEP 1:
 
 STEP 2:
 
 Point to the Label tool in the toolbox and double-click; a Label control appears on the form. Drag the label to the desired location (Figure 1.17). Later you will adjust the label’s size. As long as the label is selected, you can press the Delete key to delete it, or drag it to a new location. You can tell that a label is selected; it has a dotted border, as shown in Figure 1.17, when the AutoSize property is true (the default) or sizing handles if you set the AutoSize property to false. Draw a button on the form: Click on the Button tool in the toolbox, position the crosshair pointer for one corner of the button, and drag to the diagonally opposite corner (Figure 1.18). When you release the mouse button, the new button should appear selected and have
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 Figure
 
 1.17
 
 The newly created label appears outlined, indicating that it is selected. Notice that the contents of the label are set to the control’s name (label1) by default.
 
 Double-click the Label tool
 
 Figure
 
 1.18
 
 Select the Button tool and drag diagonally to create a new Button control. The blue snap lines help to align controls. Snap line
 
 Draw the Button control using the crosshair pointer
 
 resizing handles. The blue lines that appear are called snap lines, which can help you align your controls. While a control is selected, you can delete it or move it. If it has resizing handles, you also can resize it. Refer to Table 1.1 for instructions for selecting, deleting, moving, and resizing controls. Click outside of a control to deselect it.
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 C
 
 H
 
 A
 
 P
 
 T
 
 1. Introduction to Programming and Visual C# 2008
 
 E
 
 R
 
 Text
 
 Select a control
 
 Click on the control.
 
 Delete a control
 
 Select the control and then press the Delete key on the keyboard.
 
 Move a control
 
 Select the control, point inside the control (not on a handle), press the mouse button, and drag it to a new location.
 
 Resize a control
 
 Make sure the control is selected and has resizing handles; then either point to one of the handles, press the mouse button, and drag the handle; or drag the form’s bottom border to change the height or the side border to change the width. Note that the default format for labels does not allow resizing.
 
 STEP 3:
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 Selecting, Deleting, Moving, and Resizing Controls on a Form.
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 While the first button is still selected, point to the Button tool in the toolbox and double-click. A new button of the default size will appear on top of the last-drawn control (Figure 1.19). Figure
 
 1.19
 
 Place a new button on the form by double-clicking the Button tool in the toolbox. The new button appears on top of the previously selected control.
 
 STEP 4: STEP 5:
 
 Keep the new button selected, point anywhere inside the button (not on a handle), and drag the button below your first button (Figure 1.20). Select each control and move and resize the controls as necessary. Make the two buttons the same size and line them up. Use the snap lines to help with the size and alignment. Note that you can move but not resize the label.
 
 At this point you have designed the user interface and are ready to set the properties.
 
 Set Properties Set the Name and Text Properties for the Label STEP 1: Click on the label you placed on the form; a dotted outline appears around the control. If the Properties window is not displaying, select View / Properties Window or press the F4 key. Click on the title bar of the Properties window to make it the active window (Figure 1.21).
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 Figure
 
 1.20
 
 Drag the new button (button2) below button1.
 
 TIP If no control is selected when you double-click a tool, the new control is added to the upper-left corner of the form. ■
 
 Figure
 
 1.21
 
 The currently selected control is shown in the Properties window.
 
 Properties window Namespace and class of selected object Object box
 
 Settings box
 
 Name of selected object
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 C
 
 H
 
 STEP 2:
 
 A
 
 P
 
 T
 
 1. Introduction to Programming and Visual C# 2008
 
 E
 
 R
 
 23
 
 1
 
 Notice that the Object box at the top of the Properties window is showing label1 (the name of the object) and System.Windows.Forms. Label as the class of the object. The actual class is Label; System. Windows.Forms is called the namespace, or the hierarchy used to locate the class. In the Properties window, click on the Alphabetical button to make sure the properties are sorted in alphabetic order. Then select the Name property, which appears near the top of the list. Click on (Name) and notice that the Settings box shows label1, the default name of the label (Figure 1.22).
 
 TIP If the Properties window is not visible, you can choose View / Proper-
 
 ties Window or press the F4 key to show it. ■
 
 Figure
 
 1.22
 
 The Properties window. Click on the Name property to change the value in the Settings box.
 
 Alphabetical button
 
 Settings box
 
 STEP 3:
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 Type “messageLabel” (without the quotation marks). See Figure 1.23. As a shortcut, you may wish to delete the “1” from the end of “label1”, press the Home key to get to the beginning of the word, and then type “message”. Change the “l” for label to uppercase. After you change the name of the control and press Enter or Tab, you can see the new name in the Object box’s drop-down list. Figure
 
 1.23
 
 Type “messageLabel” into the Settings box for the Name property.
 
 Sort the Properties list alphabetically
 
 The new name appears in the Settings box
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 Select the AutoSize property and change the value to False. You can easily change a property from True to False in several ways: (1) Click in the word “True” and type only the letter “f”, and the value changes automatically; (2) Double-click on either the property name (AutoSize) or the property value (True), and the value toggles each time you double-click; or (3) Click on either the property name or the property value, and a drop-down arrow appears at the right end of the Settings box. Drop down the list and make your selection from the possible values (True or False, in this case). Click on the Text property to select it. (Scroll the Properties list if necessary.) The Text property of a control determines what will be displayed on the form. Because nothing should display when the program begins, you must delete the value of the Text property (as described in the next two steps). Double-click on label1 in the Settings box; the entry should appear selected (highlighted). See Figure 1.24. Figure
 
 1.24
 
 Double-click in the Settings box to select the entry.
 
 Name of control
 
 Value in Settings box is selected
 
 STEP 7:
 
 Press the Delete key to delete the value of the Text property. Then press Enter and notice that the label on the form appears empty. Changes do not appear until you press Enter or move to another property or control. As an alternate technique, you can double-click on the property name, which automatically selects the entry in the Settings box. Then you can press the Delete key or just begin typing to change the entry. All you see is a very small selection border (Figure 1.25), and if you click anywhere else on the form, which deselects the label, you cannot see it at all. If you need to select the label after deselecting it, you can click in the approximate spot on the form or use the Properties window: Drop down the Object list at the top of the window; you can see a list of all controls on the form and can make a selection (Figure 1.26).
 
 TIP Don’t confuse the Name property with the Text property. You will use the Name property to refer to the control in your C# code. The Text property determines what the user will see on the form. C# sets both of these properties to the same value by default and it is easy to confuse them. ■
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 Figure
 
 1.25
 
 Delete the value for the Text property from the Settings box; the label on the form also appears empty. Label is empty and selected
 
 Text deleted from the Settings box
 
 Figure
 
 1.26
 
 Drop down the Object box in the Properties window to select any control on the form.
 
 Lock the Controls STEP 1: Point anywhere on the form and click the right mouse button to display a context menu. On the context menu, select Lock Controls (Figure 1.27). Locking prevents you from accidentally moving the
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 controls. When your controls are locked, a selected control has a small lock icon in the upper-left corner instead of resizing handles (Figure 1.28). Note: You can unlock the controls at any time if you wish to redesign the form. Just click again on Lock Controls on the context menu to deselect it. Figure
 
 1.27
 
 After the controls are placed into the desired location, lock them in place by selecting Lock Controls from the context menu. Remember that context menus differ depending on the current operation and system setup.
 
 Figure
 
 1.28
 
 After you lock the controls on a form, a selected control has a lock icon instead of resizing handles. The Button control is selected and locked
 
 Set the Name and Text Properties for the First Button STEP 1: Click on the first button (button1) to select it and then look at the Properties window. The Object box should show the name (button1) and class (System.Windows.Forms.Button) of the button (Figure 1.29).
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 Figure
 
 Object box
 
 1.29
 
 Change the properties of the first button.
 
 Enter a new Name property value
 
 STEP 2:
 
 STEP 3:
 
 Problem? If you should double-click and code appears in the Document window, simply click on the Form1.cs [Design] tab at the top of the window. Change the Name property of the button to “displayButton” (without the quotation marks). Although the project would work fine without this step, we prefer to give this button a meaningful name, rather than use button1, its default name. The guidelines for naming controls appear later in this chapter in the section “Naming Rules and Conventions for Objects.” Change the Text property to “Display” (without the quotation marks). This step changes the words that appear on top of the button.
 
 TIP Always set the Name property of
 
 Set the Name and Text Properties for the Second Button STEP 1: Select button2 and change its Name property to “exitButton.” STEP 2: Change the Text property to “Exit.”
 
 controls before writing code. Although the program will still work if you reverse the order, the method names won’t match the control
 
 Change Properties of the Form STEP 1: Click anywhere on the form, except on a control. The Properties window Object box should now show the form as the selected object (Form1 as the object’s name and System.Windows.Forms.Form as its class). STEP 2: Change the Text property to “Hello World by Your Name” (again, no quotation marks and use your own name). The Text property of a form determines the text that appears in the title bar. Your screen should now look like Figure 1.30. STEP 3: In the Properties window, click on the StartPosition property and notice the arrow on the property setting, indicating a drop-down list. Drop down the list and select CenterScreen. This will make your form appear in the center of the screen when the program runs. STEP 4: In the Solution Explorer, right-click on Form1.cs and choose Rename from the context menu. Change the file name to “HelloForm.cs”, making sure to retain the .cs extension. Press Enter when finished and click Yes on the confirmation dialog box. This changes the name of the file that saves to disk (Figure 1.31) as well as the name of the class.
 
 names, which can cause confusion. ■
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 Figure The form’s Text property appears in the title bar
 
 1.30
 
 Change the form’s Text property to set the text that appears in the form’s title bar.
 
 Figure
 
 1.31
 
 The Properties window shows the file’s properties with the new name for the file. You can change the filename in the Properties window or the Solution Explorer.
 
 Properties of the file
 
 STEP 5:
 
 Click on the form in the Document window, anywhere except on a control. The name of the file appears on the tab at the top of the Designer window and the Properties window shows properties for the form’s class, not the file. The C# designer changed the name of the form’s class to match the name of the file (Figure 1.32).
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 Figure
 
 1.32
 
 The Properties window for the form. The form’s class name now matches the name of the form’s file. The form is selected and locked Filename
 
 Name of the form’s file
 
 Name of the form class
 
 Write Code C# Events While your project is running, the user can do many things, such as move the mouse around; click either button; move, resize, or close your form’s window; or jump to another application. Each action by the user causes an event to occur in your C# project. Some events (like clicking on a button) you care about, and some events (like moving the mouse and resizing the window) you do not care about. If you write code for a particular event, then C# will respond to the event and automatically execute your method. C# ignores events for which no methods are written. C# Event Handlers You write code in C# in methods. For now, each method will begin with the words private void and the code will be enclosed in opening and closing braces { }. C# automatically names your event-handling methods (also called event handlers). The name consists of the object name, an underscore (_), and the name of the event. For example, the Click event for your button called displayButton will be displayButton_Click. For the sample project you are writing, you will have a displayButton_Click method and an exitButton_Click method.
 
 TIP If you change the form’s filename before changing the form’s class name,
 
 the
 
 IDE
 
 automatically
 
 changes the form’s class name to match the filename. It does not make the change if you have changed the form’s class name yourself. ■
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 C# Code Statements This first project requires two C# statements: the comment and the assignment statement. You also will execute a method of an object. The Comment Statement Comment statements, sometimes called remarks, are used for project documentation only. They are not considered “executable” and have no effect when the program runs. The purpose of comments is to make the project more readable and understandable by the people who read it. Good programming practices dictate that programmers include comments to clarify their projects. Every method should begin with a comment that describes its purpose. Every project should have comments that explain the purpose of the program and provide identifying information such as the name of the programmer and the date the program was written and/or modified. In addition, it is a good idea to place comments within the logic of a project, especially if the purpose of any statements might be unclear. When you try to read someone else’s code or your own after a period of time, you will appreciate the generous use of comments. C# comments begin with slashes. Most of the time, your comments will be on a separate line. You also can add slashes and a comment to the right end of a line of code. The Comment Statement—Examples Examples
 
 // This project was written by Jonathon Edwards. // Exit the project. messageLabel.Text = "Hello World"; // Assign the message to the Text property.
 
 Multiline Comments You also can create multiline comments by placing /* at the beginning and */ at the end. The enclosing symbols can be on lines by themselves or on existing lines. As you type additional lines between the beginning and ending symbols, the editor adds an asterisk at the start of each line, indicating that it is a comment line. However, you do not need the * at the beginning of each line. When you want to turn multiple lines of code into comments, just add the opening /* and ending */. /* * Project: * Programmer: * Date: * Description: * * */ /*Project: Programmer: Date: Description:
 
 Ch01HandsOn Bradley/Millspaugh June 2009 This project displays a Hello World message using labels and buttons.
 
 Ch01HandsOn Bradley/Millspaugh June 2009 This project displays a Hello World message using labels and buttons. */
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 Ending a Statement Most C# statements must be terminated by a semicolon (;). Comments and a few other statements (which you will learn about later) do not end with a semicolon. A C# statement may extend over multiple lines; the semicolon indicates that the statement is complete. The Assignment Statement The assignment statement assigns a value to a property or variable (you learn about variables in Chapter 3). Assignment statements operate from right to left; that is, the value that appears on the right side of the equal sign is assigned to the property named on the left of the equal sign. It is often helpful to read the equal sign as “is replaced by.” For example, the following assignment statement would read “messageLabel.Text is replaced by Hello World.” messageLabel.Text = "Hello World";
 
 The Assignment Statement—General Form General Form
 
 Object.Property = value;
 
 The value named on the right side of the equal sign is assigned to (or placed into) the property named on the left. The Assignment Statement—Examples Examples
 
 titleLabel.Text = "A Snazzy Program"; addressLabel.Text = "1234 South North Street"; messageLabel.AutoSize = true; numberInteger = 12;
 
 Notice that when the value to assign is some actual text (called a literal), it is enclosed in quotation marks. This convention allows you to type any combination of alpha and numeric characters. If the value is numeric, do not enclose it in quotation marks. And do not place quotation marks around the terms true and false, which C# recognizes as special key terms. Ending a Program by Executing a Method To execute a method of an object, you write: Object.Method();
 
 Notice that methods always have parentheses. Although this might seem like a bother, it’s helpful to distinguish between properties and methods: Methods always have parentheses; properties don’t. Examples helloButton.Hide(); messageLabel.Show();
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 To execute a method of the current form, you use the this keyword for the object. And the method that closes the form and terminates the project execution is Close. this.Close();
 
 In most cases, you will include this.Close() in the event-handling method for an Exit button or an Exit menu choice. Note: Remember, the keyword this refers to the current object. You can omit this since a method without an object reference defaults to the current object.
 
 Code the Event-Handling Methods for Hello World Code the Click Event Handler for the Display Button STEP 1: Double-click the Display button. The Visual Studio editor opens with the header line of your method already in place, with the insertion point indented inside the opening and closing braces (Figure 1.33). Figure
 
 1.33
 
 The Editor window, showing the first line of the displayButton_Click event handler with the insertion point between the opening and closing braces.
 
 Insertion point
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 Type this comment statement: // Display the Hello World message.
 
 STEP 3:
 
 Notice that the editor automatically displays comments in green (unless you or someone else has changed the color with an Environment option). Follow good coding conventions and indent all lines between the opening and closing braces. The smart editor attempts to help you follow this convention. Also, always leave a blank line after the comments at the top of a method. Press Enter twice and then type this assignment statement: messageLabel.Text = "Hello World";
 
 Note: When you type the names of objects and properties, allow IntelliSense to help you. When you type the first character of a name, such as the “m” of “messageLabel”, IntelliSense pops up a list of possible object names from your program (Figure 1.34). When several items match the first letter, you can type additional characters until you get a match, or use your keyboard down arrow or the mouse to highlight the correct item. To accept the correct item when it is highlighted, press the punctuation character that should follow the item, such as the period, spacebar, equal sign, semicolon, Tab key, or Enter key, or double-click the item with your mouse. For example, accept “messageLabel” by pressing the period and accept “Text” by pressing the spacebar, since those are the characters that follow the selected items. Figure
 
 1.34
 
 IntelliSense pops up to help you. Select the correct item from the list and press the period, spacebar, semicolon, Tab key, or Enter key to accept the text.
 
 TIP Accept an entry from the IntelliSense popup list by typing the punctuation that follows the entry, by pressing the spacebar, the Tab key, or the Enter key. You also can scroll the list and select with your mouse. ■
 
 The assignment statement messageLabel.Text = "Hello World";
 
 assigns the literal “Hello World” to the Text property of the control called messageLabel. Compare your screen to Figure 1.35.
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 Return to the Form Designer (refer to Figure 1.32) by clicking on the HelloForm.cs [Design] tab on the Document window (refer to Figure 1.35). Figure Editor tab
 
 1.35
 
 Type the comment and assignment statement for the displayButton_Click event handler.
 
 Form Designer tab
 
 Comment statement Assignment statement
 
 TIP Allow the Editor and IntelliSense to
 
 Code the Click Event Handler for the Exit Button STEP 1: Double-click the Exit button to open the editor for the exitButton_ Click event handler. STEP 2: Type this comment:
 
 help you. If the IntelliSense list does not pop up, likely you misspelled the name of the control. ■
 
 // Exit the project. STEP 3:
 
 Press Enter twice and type this C# statement: this.Close();
 
 STEP 4:
 
 Make sure your code looks like the code shown in Figure 1.36. Figure
 
 1.36
 
 Type the code for the exitButton_Click event handler. Notice that an asterisk appears on the tab at the top of the window, indicating that there are unsaved changes in the file. Asterisk indicates unsaved changes
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 Run the Project After you have finished writing the code, you are ready to run the project. Use one of these three techniques: 1. Open the Debug menu and choose Start Debugging. 2. Press the Start Debugging button on the toolbar. 3. Press F5, the shortcut key for the Start Debugging command. Start the Project Running STEP 1: Choose one of the three methods previously listed to start your project running. Problems? See “Finding and Fixing Errors” later in this chapter. You must correct any errors and restart the program. If all went well, the form appears and the Visual Studio title bar now indicates that you are in run time (Figure 1.37).
 
 TIP If your form disappears during run time, click its button on the Windows task bar. ■
 
 Figure The form of the running application. IDE title bar indicates that the program is in run time
 
 Running program, Editor tab is locked
 
 Running program, Form Designer tab locked
 
 Form for the running application
 
 1.37
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 Click the Display Button STEP 1: Click the Display button. Your “Hello World” message appears in the label (Figure 1.38).
 
 Introduction to Programming and Visual C# 2008
 
 Figure
 
 1.38
 
 Click the Display button and “Hello World” appears in the label.
 
 Click the Exit Button STEP 1: Click the Exit button. Your project terminates, and you return to design time.
 
 Save Your Work Of course, you must always save your work often. Except for a very small project such as this one, you will usually save your work as you go along. Unless you (or someone else) have changed the setting in the IDE’s Options dialog box, your files are automatically saved in a temporary location each time you build (compile) or execute (run) your project. After you have performed a save to a different location, files are automatically resaved each time you compile or run. You also can save the files as you work. Save the Files STEP 1: Open the Visual Studio File menu and choose Save All. This option will save the current form, project, and solution files. Note: When saving a project, do not attempt to save a modified version by giving the project a new name. If you want to move or rename the project, it must be closed. See Appendix C for help. Close the Project STEP 1: Open the File menu and choose Close Solution. If you haven’t saved since your last change, you will be prompted to save.
 
 Open the Project Now is the time to test your save operation by opening the project from disk. You can choose one of three ways to open a saved project: •
 
 Select Open Project from the Visual Studio File menu and browse to find your .sln file, which has a small “9” as part of the file’s icon.
 
 TIP Click the Save All toolbar button to quickly save all of your work. ■
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 •
 
 Choose the project from the File / Recent Projects menu item.
 
 •
 
 Choose the project from Recent Projects (if available) on the Start Page (View / Other Windows / Start Page).
 
 Open the Project File STEP 1: Open your project by choosing one of the previously listed techniques. Remember that the file to open is the .sln file. If you do not see your form on the screen, check the Solution Explorer window—it should say HelloWorld for the project. Select the icon for your form: HelloForm.cs. You can double-click the icon or single-click and click on the View Designer button at the top of the Solution Explorer (Figure 1.39); your form will appear in the Designer window. Notice that you also can click on the View Code button to display your form’s code in the Editor window. Figure View Code button View Designer button
 
 Select the form
 
 Modify the Project Now it’s time to make some changes to the project. We’ll change the size of the “Hello World” message, display the message in two different languages, and display the programmer name (that’s you) on the form. Change the Size and Alignment of the Message STEP 1: Right-click the form to display the context menu. If your controls are currently locked, select Lock Controls to unlock the controls so that you can make changes. STEP 2: Drop down the Object list at the top of the Properties window and select messageLabel, which will make the label appear selected. STEP 3: Scroll to the Font property in the Properties window. The Font property is actually a Font object that has a number of properties. To see the Font properties, click on the small plus sign on the left (Figure 1.40); the Font properties will appear showing the current values (Figure 1.41). You can change any of the Font properties in the Properties window, such as setting the Font’s Size, Bold, or Italic properties. You also can display the Font dialog box and make changes there.
 
 1.39
 
 To display the form layout, select the form name and click on the View Designer button, or double-click on the form name. Click on the View Code button to display the code in the editor.
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 Figure
 
 1.40
 
 Click on the Font’s plus sign to view the properties of the Font object. Click to expand the Font list
 
 Figure
 
 1.41
 
 You can change the individual properties of the Font object. Settings box Properties button Font properties
 
 STEP 4:
 
 STEP 5:
 
 Click the Properties button for the font (the button with the ellipsis on top) to display the Font dialog box (Figure 1.42). Select 12 point if it is available. (If it isn’t available, choose another number larger than the current setting.) Click OK to close the Font dialog box. Select the TextAlign property. The Properties button that appears with the down-pointing arrow indicates a drop-down list of choices. Drop down the list (Figure 1.43) and choose the center box; the alignment property changes to MiddleCenter.
 
 Add a New Label for Your Name STEP 1: Click on the Label tool in the toolbox and create a new label along the bottom edge of your form (Figure 1.44). (You can resize the form if necessary.) STEP 2: Change the label’s Text property to “by Your Name.” (Use your name and omit the quotation marks.) Note: You do not need to rename this label because it will never be referred to in the code.
 
 TIP When you change a property from its default value, the property name appears bolded; you can scan down the property list and easily identify the properties that are changed from their default value. ■
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 Figure
 
 1.42
 
 Choose 12 point on the Font dialog box.
 
 Select 12 point
 
 Figure
 
 1.43
 
 Select the center box for the TextAlign property.
 
 Properties button Select MiddleCenter alignment
 
 Figure
 
 1.44
 
 Add a new label for your name at the bottom of the form.
 
 TIP You can change the Font property of the form, which sets the default Font for all objects on the form. ■
 
 Enter your name in a label
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 The Label’s AutoSize Property Earlier you changed the AutoSize property of messageLabel to False, a step that allows you to set the size of the label yourself. When AutoSize is set to True (the default), the label resizes automatically to accommodate the Text property, which can be an advantage when the text or font size may change. However, if you plan to delete the Text property, as you did for messageLabel, the label resizes to such a tiny size that it is difficult to see. Any time that you want to set the size of a label yourself, change the AutoSize property to False. This setting also allows you to create taller labels that allow a long Text property to wrap to multiple lines. If you set the Text property to a very long value when AutoSize is set to True, the label will resize only to the edge of the form and cut off any excess text, but if AutoSize is set to False and the label has been resized to a taller height, the long Text property will wrap. Change the Text of the Display Button Because we plan to display the message in one of two languages, we’ll change the text on the Display button to “English” and move the buttons to allow for another button. STEP 1: STEP 2:
 
 Select the Display button and change its Text property to “English.” Move the English button and the Exit button to the right and leave room for a Spanish button (Figure 1.45). Figure
 
 1.45
 
 Move the English and Exit buttons and add a Spanish button.
 
 Add a Spanish Button STEP 1: Add a new button. Move and resize the buttons as necessary, referring to Figure 1.45. STEP 2: Change the Name property of the new button to spanishButton. STEP 3: Change the Text property of the new button to “Spanish.”
 
 TIP An easy way to create multiple similar controls is to copy an existing control and paste it on the form. You can paste multiple times to create multiple controls. ■
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 Add an Event Handler for the Spanish Button STEP 1: Double-click on the Spanish button to open the editor for spanishButton_Click. STEP 2: Add a comment: // Display the Hello World message in Spanish. STEP 3:
 
 Press Enter twice and type the following line of C# code. messageLabel.Text = "Hola Mundo";
 
 STEP 4:
 
 Return to design view.
 
 Lock the Controls STEP 1: When you are satisfied with the placement of the controls on the form, display the context menu and select Lock Controls again. Save and Run the Project STEP 1: Save your project again. You can use the File / Save All menu command or the Save All toolbar button. STEP 2: Run your project again. Try clicking on the English button and the Spanish button. Problems? See “Finding and Fixing Errors” later in this chapter. STEP 3: Click the Exit button to end program execution. Add Comments Good documentation guidelines require some more comments in the project. Always begin each method with comments that tell the purpose of the method. In addition, each project file needs identifying comments at the top. STEP 1:
 
 STEP 2:
 
 STEP 3:
 
 Display the code in the editor and click in front of the first line (using System;). Make sure that you have an insertion point; if the entire first line is selected, press the left arrow to set the insertion point. Press Enter to create a blank line. Warning: If you accidentally deleted the first line, click Undo (or press Ctrl + Z) and try again. Move the insertion point up to the blank line and type the following comments, one per line (Figure 1.46): /* * Project: * Programmer: * Date: * Description: * */
 
 TIP Press Ctrl + Home to quickly move the insertion point to the top of the file. ■
 
 Hello World Your Name (Use your own name here.) (Fill in today’s date.) This project will display a "Hello World" message in two different languages.
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 Figure
 
 1.46
 
 Enter the comments at the top of the form file.
 
 Finish Up STEP 1: Run the project again. Test each language button multiple times; then click the Exit button.
 
 Print the Code Select the Printing Options STEP 1: Make sure that the Editor window is open and showing your form’s code. The File / Print command is disabled unless the code is displaying and its window selected. STEP 2: Open the File menu and choose Print. Click OK. View Event Handlers You also can get to the event-handling methods for a control using the Properties window in design mode. With a button control selected, click on the Events button (lightning bolt) in the Properties window; all of the events for that control display (Figure 1.47). If you’ve already written code for the Click event, the method name appears bold in the Properties window. When you double-click on the event, the editor takes you to the method in the code window. To write an event-handling method for any of the available events of a control, double-click the event name. You will be transferred to the Code Editor window with the insertion point inside the template for the new event handler. You also can click in any event name in the Properties window and then drop down a list of all previously written methods and select a method to assign as the event handler.
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 Figure The Events button Selected control
 
 Selected event
 
 Properties button Event handler for Click event
 
 1.47
 
 Click on the Events button to see the available events for a selected control. Any event handlers that are already written appear in bold. Doubleclick an event to jump to the Editor window inside the event handler for that method, or drop down the list to select a method to assign as the handler for the event.
 
 A Sample Printout This output is produced when you print the form’s code. An explanation of some of the features of the code follows the listing. C:\Users\. . .\Ch01HelloWorld\HelloForm.cs 1 /* * Project: Hello World * Programmer: Your Name (Use your own name here.) * Date: (Fill in today’s date.) * Description: This project will display a "Hello World" * message in two different languages. */ using using using using using using using using
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 Text
 
 System; System.Collections.Generic; System.ComponentModel; System.Data; System.Drawing; System.Linq; System.Text; System.Windows.Forms;
 
 namespace HelloWorld { public partial class HelloForm : Form { public HelloForm() { InitializeComponent(); } private void displayButton_Click(object sender, EventArgs e) { // Display the Hello World message.
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 World";
 
 } private void exitButton_Click(object sender, EventArgs e) { // Exit the project. this.Close(); } private void spanishButton_Click(object sender, EventArgs e) { // Display the Hello World message in Spanish. messageLabel.Text =
 
 "Hola
 
 Mundo";
 
 } } }
 
 Automatically Generated Code In the preceding code listing, you see many statements that you wrote, plus some more that appeared “automatically.” Although a programmer could begin a C# program by using a simple text editor and write all of the necessary statements to make the program run, using the development tools of the Visual Studio IDE is much quicker and more efficient. The IDE adds a group of statements by default and sets up the files for the project to accommodate the majority of applications. Later, when your programs include database tables, you will have to write additional using statements. The Using Statements The using statements appear at the top of the file after the comments that you wrote. Using statements provide references to standard groups of classes from the language library. For example, the statement using System.Windows. Forms; allows your program to refer to all of the Windows controls that appear in the toolbox. Without the using statement, each time that you wanted to refer to a Label control, for example, you would have to specify the complete reference: System.Windows.Forms.Label.messageLabel. Instead, in the program with the using statement, you can just refer to messageLabel. The Namespace Statement As mentioned earlier, a namespace provides a way to refer to programming components by location or organization. In the Label example in the preceding section, “Label” is the class and “System.Windows.Forms” is the namespace, or library grouping where “Label” is found. You can think of a namespace as similar to a telephone area code: In any one area code, a single phone number can appear only once, but that same phone number can appear in any number of other area codes. Using the .NET Framework, every program component is required to have a namespace. The VS IDE automatically adds a namespace statement to your program. The default namespace is the name of your solution, but you can use a different name if you wish. Many companies use the namespace to
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 organize applications such as the company name and functional organization, LookSharpFitnessCenter.Payroll, for example. In Visual Studio, one solution can contain multiple projects. All of the solutions in this text contain only one project, so you can think of a solution and a project as being equal. The Class Statement In object-oriented programming, code is organized into classes. A new class can be based on (inherit from) another class, which gives the new class all of the properties and methods of the original class (the base class). When you create a new form, you declare a new class (HelloForm in the earlier example). The new class inherits from the Form base class, which makes your new form behave like a standard form, with a title bar, maximize and minimize buttons, and resizable borders, among other behaviors. A class may be split into multiple files. VS uses this feature, to place most of the code automatically generated by the Form Designer in a separate file that is part of the form’s class. The automatically generated statement public partial class HelloForm : Form
 
 means that this is a new class called HelloForm that inherits from the Form class. The new class is a partial class, so another file can exist that also contains statements that are part of the HelloForm class. You will learn more about classes and files in later chapters.
 
 Finding and Fixing Errors You already may have seen some errors as you entered the first sample project. Programming errors come in three varieties: syntax errors, run-time errors, and logic errors.
 
 Syntax Errors When you break C#’s rules for punctuation, format, or spelling, you generate a syntax error. Fortunately, the smart editor finds most syntax errors and even corrects many of them for you. The syntax errors that the editor cannot identify are found and reported by the compiler as it attempts to convert the code into intermediate machine language. A compiler-reported syntax error may be referred to as a compile error. The editor identifies syntax errors as you move off the offending line. A red squiggly line appears under the part of the line that the editor cannot interpret. You can view the error message by pausing the mouse pointer over the error, which pops up a box that describes the error (Figure 1.48). You also can display an Error List window, which appears at the bottom of the Editor window and shows all error messages along with the line number of the statement that caused the error. You can display line numbers on the source code (Figure 1.49) with Tools / Options / Text Editor / C# / General / Display / Line Numbers.
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 Figure
 
 1.48
 
 The editor identifies a syntax error with a squiggly red line; you can point to an error to pop up the error message.
 
 Figure You can display the Error List window and line numbers in the source code to help locate the error lines.
 
 The quickest way to jump to an error line is to point to a message in the Error List window and double-click. The line in error will display in the Editor window with the error highlighted (Figure 1.50). If a syntax error is found by the compiler, you will see the dialog box shown in Figure 1.51. Click No and return to the editor, correct your errors, and run the program again.
 
 Run-Time Errors If your project halts during execution, it is called a run-time error or an exception. C# displays a dialog box and highlights the statement causing the problem. Statements that cannot execute correctly cause run-time errors. The statements are correctly formed C# statements that pass the syntax checking; however, the statements fail to execute due to some serious issue. You can cause
 
 1.49
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 Figure
 
 1.50
 
 Quickly jump to the line in error by double-clicking on the error message in the Error List window.
 
 Double-click anywhere on this line to jump to the error
 
 Figure
 
 1.51
 
 When the compiler identifies syntax errors, it cannot continue. Click No to return to the editor and correct the error.
 
 run-time errors by attempting to do impossible arithmetic operations, such as calculate with nonnumeric data, divide by zero, or find the square root of a negative number. In Chapter 3 you will learn to catch exceptions so that the program does not come to a halt when an error occurs.
 
 Logic Errors When your program contains logic errors, the program runs but produces incorrect results. Perhaps the results of a calculation are incorrect or the wrong text appears or the text is okay but appears in the wrong location. Beginning programmers often overlook their logic errors. If the project runs, it must be right—right? All too often, that statement is not correct. You may need to use a calculator to check the output. Check all aspects of the project output: computations, text, and spacing.
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 For example, the Hello World project in this chapter has event-handling methods for displaying “Hello World” in English and in Spanish. If the contents of the two methods were switched, the program would work, but the results would be incorrect. The following code does not give the proper instructions to display the message in Spanish: private void spanishButton_Click(object sender, EventArgs e) { // Display the Hello World message in Spanish. messageLabel.Text =
 
 "Hello
 
 World";
 
 }
 
 Project Debugging If you talk to any computer programmer, you will learn that programs don’t have errors—programs get “bugs” in them. Finding and fixing these bugs is called debugging. For syntax errors and run-time errors, your job is easier. C# displays the Editor window with the offending line highlighted. However, you must identify and locate logic errors yourself. C# also includes a very popular feature: edit-and-continue. If you are able to identify the run-time error and fix it, you can continue project execution from that location by clicking on the Start Debugging button, pressing F5, or choosing Debug / Continue. You also can correct the error and restart from the beginning. The Visual Studio IDE has some very helpful tools to aid in debugging your projects. The debugging tools are covered in Chapter 4. A Clean Compile When you start executing your program, the first step is called compiling, which means that the C# statements are converted to Microsoft Intermediate Language (MSIL). Your goal is to have no errors during the compile process: a clean compile. Figure 1.52 shows the Error List window for a clean compile: 0 Errors; 0 Warnings; 0 Messages.
 
 TIP If you get the message “There were build errors. Continue?” always say
 
 No. If you say Yes, the last cleanly compiled version runs rather than the current version. ■
 
 Figure Zero errors, warnings, and messages mean that you have a clean compile.
 
 Modifying an Event Handler When you double-click a Button control to begin writing an event-handling method for the Click event, several things happen. As an example, say that you
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 have a button on your form called button1. If you double-click button1, the Editor window opens with a template for the new method: private void button1_Click(object sender, EventArgs e) { }
 
 The insertion point appears between the opening and closing braces, where you can begin typing your new method. But behind the scenes, VS also adds a line to the (hidden) FormName.Designer.cs file that assigns this new method to the Click event of the button. As long as you keep the name of the button unchanged and don’t delete the method, all is well. But if you want to rename the button, or perhaps delete the method (maybe you accidentally double-clicked a label or the form and have a method that you really don’t want or need), then you will need to take additional steps. Deleting an Event Handler Assume that you have double-clicked the form called Form1 and now have an extra event handler that you do not want. If you simply delete the event handler, your program generates an error message due to the extra code that appears in the Form’s designer.cs file. When you double-click on the form, the extra Form Load event handler looks like this: private void Form1_Load(object sender, EventArgs e) { }
 
 If you delete these lines of code and try to run the program, you receive an error message that “‘WindowsApplication1.Form1’ does not contain a definition for ‘Form1_Load’.” If you double-click on the error message, it takes you to a line in the Form1.Designer.cs file. You can delete the line of code that it takes you to, which, in this example, is this.Load += new System.EventHandler(this.Form1_Load);
 
 The preferable way to remove the statement that assigns the event handler is to use the Properties window in the designer. First, make sure to select the form or control that has the unwanted event handler assigned; then click on the Events button in the Properties window (Figure 1.53). You will see the event-handling method’s name for the name of the event. You can select and delete the name of the method, which removes the assignment statement from the Designer.cs file, and you will not generate an error message when you delete the code lines. Renaming a Control You can receive an error if you rename a control after you write the code for its event. For this example, assume that you add a button that is originally called button1. You write the code for the button1_Click event handler and then decide to change the button’s name to exitButton. (This scenario occurs quite often, especially with beginning programmers.)
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 Figure
 
 Click the Events button Select the event
 
 Delete the name of the event handler
 
 1.53
 
 To remove the form’s event handler, select the form and click on the Events button in the Properties window. Then delete the entry for the event handler—Form1_Load in this example.
 
 If you simply change the Name property of button1 to exitButton in the Form Designer, your program will still run without an error message. But you may be surprised to see that the event handler is still named button1_Click. If you check the events in the Properties window, you will see why (Figure 1.54): Although the control was renamed, the event handler was not. And if you type a new name into the Properties window (exitButton_Click, for example), a new (empty) method template will appear in your code. The code that you wrote in the button1_Click method is still there and the new exitButton_Click method is empty. One solution is to just cut-and-paste the code from the old method to the new one. You can safely delete the empty button1_Click method since it no longer is assigned as the event handler. Figure
 
 1.54
 
 Even though you rename a control, the event handler is not renamed automatically.
 
 Button is renamed
 
 Event handler still has the old name
 
 Another way to change the name of an event handler is to use refactoring, which allows you to make changes to an existing object. After you change the name of the control using the designer, switch to the Editor window and rightclick on the name of the event-handling method (button1_Click in this example). From the context menu, select Refactor / Rename. The Rename dialog box
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 shows the current name of the method (Figure 1.55). Enter the new name, making sure to include the “_Click.” When you click OK, you see a Preview Changes-Rename dialog box with the proposed changes highlighted (Figure 1.56). Click Apply and all references to the old name are changed to the new one, which corrects the line in the Designer.cs file that assigns the event handler. Figure
 
 1.55
 
 Change the name of the event-handling method using Refactor / Rename, which changes the name of the method and the assignment of the event handler in the form’s Designer.cs file.
 
 Figure
 
 1.56
 
 The Preview ChangesRename dialog box shows the changes that you are about to make. Click Apply to complete the Rename operation.
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 Naming Rules and Conventions for Objects Using good consistent names for objects can make a project easier to read and understand, as well as easier to debug. You must follow the C# rules for naming objects, methods, and variables. In addition, conscientious programmers also follow certain naming conventions. Most professional programming shops have a set of standards that their programmers must use. Those standards may differ from the ones you find in this book, but the most important point is this: Good programmers follow standards. You should have a set of standards and always follow them. The Naming Rules When you select a name for an object, C# requires the name to begin with a letter or an underscore. The name can contain letters, digits, and underscores. An object name cannot include a space or punctuation mark and cannot be a reserved word, such as button or Close, but can contain one. For example, exitButton and closeButton are legal. C# is case sensitive, so exitbutton, ExitButton, and exitButton refer to three different objects. The Naming Conventions This text follows standard naming conventions, which help make projects more understandable. When naming controls, use camel casing, which means that you begin the name with a lowercase character and capitalize each additional word in the name. Make up a meaningful name and append the full name of the control’s class. Do not use abbreviations unless it is a commonly used term that everyone will understand. All names must be meaningful and indicate the purpose of the object. Examples messageLabel exitButton discountRateLabel Do not keep the default names assigned by C#, such as button1 and label3. Also, do not name your objects with numbers. The exception to this rule is for labels that never change during program execution. These labels usually hold items such as titles, instructions, and labels for other controls. Leaving these labels with their default names is perfectly acceptable and is practiced in this text. For forms and other classes, capitalize the first letter of the name and all other words within the name. You will find this style of capitalization referred to as pascal casing in the MSDN Help files. Always append the word Form to the end of a form name. Examples HelloForm MainForm AboutForm Refer to Table 1.2 for sample object names.
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 Recommended Naming Conventions for C# Objects. Object Class
 
 Example
 
 Form
 
 DataEntryForm
 
 Button
 
 exitButton
 
 Label
 
 totalLabel
 
 TextBox
 
 paymentAmountTextBox
 
 RadioButton
 
 boldRadioButton
 
 CheckBox
 
 printSummaryCheckBox
 
 PictureBox
 
 landscapePictureBox
 
 ComboBox
 
 bookListComboBox
 
 ListBox
 
 ingredientsListBox
 
 SoundPlayer
 
 introPageSoundPlayer
 
 Visual Studio Help Visual Studio has an extensive Help facility, which contains much more information than you will ever use. You can look up any C# statement, class, property, method, or programming concept. Many coding examples are available, and you can copy and paste the examples into your own project, modifying them if you wish. The VS Help facility includes all of the Microsoft Developer Network library (MSDN), which contains several books, technical articles, and the Microsoft Knowledge Base, a database of frequently asked questions and their answers. MSDN includes reference materials for the VS IDE, the .NET Framework, C#, Visual Basic, and C++. You will want to filter the information to display only the Visual C# and related information.
 
 Installing and Running MSDN You can run MSDN from a hard drive, or online. Of course, if you plan to access MSDN online, you must have a live Internet connection as you work. Depending on how you install C#, you are given the option to refer first to online, first to local, or only to local. You can change this setting later in the Options dialog box (Figure 1.57). Select Tools / Options and expand the Environment node and the Help node. Click on Online. You can choose the options to Try online first, then local; Try local first, then online; or Try local only, not online. Notice also that you can select sites to include in Help topics. The extensive Help is a two-edged sword: You have available a wealth of materials, but it may take some time to find the topic you want.
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 Figure
 
 1.57
 
 In the Options dialog box, you can specify the preferred source for Help content and choose the Help providers.
 
 Viewing Help Topics The Help system in Visual Studio 2008 allows you to view the Help topics in a separate window from the VS IDE, so you can have both windows open at the same time. When you choose How Do I, Search, Contents, Index, or Help Favorites from the Help menu, a new window opens on top of the IDE window (Figure 1.58). You can switch from one window to the other, or resize the windows to view both on the screen if your screen is large enough. You can choose to filter the Help topics so that you don’t have to view topics for all of the languages when you search for a particular topic. In the Index or Contents window, drop down the Filtered by list and choose Visual C# Express Edition for the Express Edition or Visual C# for the Professional Edition (Figure 1.59). In the Search window, you can choose additional filter options, such as the technology and topic type. Drop down a list and select any desired options (Figure 1.60). In the Help Index window, you see main topics and subtopics (indented beneath the main topics). All main topics and some subtopics have multiple entries available. When you choose a topic that has more than one possible entry, the Index Results pane opens up below the main Document window (refer to Figure 1.58). Click on the entry for which you are searching and the corresponding page appears in the Document window. For most controls, such as the Label control that appears in Figure 1.58, you will find references for mobile controls, Web controls, and Windows Forms. For now, always choose Windows Forms. Chapters 1 to 8 deal with Windows Forms exclusively; Web Forms are introduced in Chapter 9.
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 Figure
 
 1.58
 
 The Help window. The Help topic and Search appear in tabbed windows in the main Document window; Index, Contents, and Help Favorites appear in tabbed windows docked at the left of the main window. Tab for Help topics
 
 Index tab
 
 Contents tab
 
 Favorites tab
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 Index results; select the desired topic
 
 Search tab
 
 Main Document window shows Help topics
 
 Figure
 
 1.59
 
 Filter the Help topics so that only the C# topics appear. Drop down list to select filter
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 Figure Drop down the Content Type list to make selections for the Search window.
 
 A good way to start using Help is to view the topics that demonstrate how to look up topics in Help. On the Help Contents tab, select Help on Help (Microsoft Document Explorer Help). Then choose Microsoft Document Explorer Overview and What’s New in Document Explorer. Make sure to visit Managing Help Topics and Windows, which has subtopics describing how to copy topics and print topics.
 
 Context-Sensitive Help A quick way to view Help on any topic is to use context-sensitive Help. Select a C# object, such as a form or a control, or place the insertion point in a word in the editor and press F1. The Help window pops up with the corresponding Help topic displayed, if possible, saving you a search. You can display context-sensitive Help about the environment by clicking in an area of the screen and pressing Shift + F1.
 
 Managing Windows At times you may have more windows and tabs open than you want. You can hide or close any window, or switch to a different window. •
 
 To close a window that is a part of a tabbed window, click the window’s button. Only the top window will close.
 
 Close
 
 •
 
 To switch to another window that is part of a tabbed window, click on its tab.
 
 For additional help with the environment, see Appendix C, “Tips and Shortcuts for Mastering the Visual Studio Environment.”
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 ➤ Feedback 1.1
 
 Note: Answers for Feedback questions appear in Appendix A. 1. Display the Help Index, filter by Visual C# (or Visual C# Express Edition), and type “button control.” In the Index list, notice multiple entries for button controls. Depending on the edition of C#, you may see entries for HTML, Web Forms, and Windows Forms. Click on the main topic, Button control [Windows Forms]: and click on the entry for about Button control. The topics included for the Professional Edition are more extensive than those for the Express Edition. In the Express Edition, only one page matches the selection and it appears in the main Document window. In the Professional Edition, several topics appear in the Index Results list. Click on a title in the Index Results to display the corresponding page in the Document window. Notice that additional links appear in the text in the Document window. You can click on a link to view another topic. 2. Display the Editor window of your Hello World project. Click on the Close method to place the insertion point. Press the F1 key to view context-sensitive Help. 3. Select each of the options from the VS IDE’s Help menu to see how they respond.
 
 Your Hands-On Programming Example Write a program for the Look Sharp Fitness Center to display the current promotions. Include a label for the current special and buttons for each of the following departments: Clothing, Equipment and Accessories, Juice Bar, Membership, and Personal Training. The user interface should also have an Exit button and a label with the programmer’s name. Use appropriate names for all controls. Make sure to change the Text property of the form. Planning the Project Sketch a form (Figure 1.61), which your users sign off as meeting their needs. Figure
 
 1.61
 
 A planning sketch of the form for the hands-on programming example. Look Sharp Fitness Center clothingButton equipmentButton juiceBarButton membershipButton personalTrainingButton exitButton
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 Text
 
 label1
 
 Clothing Equipment/Accessories Juice Bar promotionsLabel
 
 Membership Personal Training Exit
 
 Programmed by Your Name
 
 label2
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 Note: Although this step may seem unnecessary, having your users sign off is standard programming practice and documents that your users have been involved and have approved the design. Plan the Objects and Properties Plan the property settings for the form and for each control. Object
 
 Property
 
 Setting
 
 PromotionForm
 
 Name Text StartPosition
 
 PromotionForm Current Promotions CenterScreen
 
 label1
 
 Text
 
 Look Sharp Fitness Center
 
 Font
 
 18 pt.
 
 label2
 
 Text
 
 Programmed by Your Name
 
 promotionsLabel
 
 Name AutoSize Text TextAlign Font
 
 promotionsLabel True (blank) MiddleLeft 12 pt.
 
 clothingButton
 
 Name Text
 
 clothingButton Clothing
 
 equipmentButton
 
 Name Text
 
 equipmentButton Equipment/Accessories
 
 juiceBarButton
 
 Name Text
 
 juiceBarButton Juice Bar
 
 membershipButton
 
 Name Text
 
 membershipButton Membership
 
 personalTrainingButton
 
 Name Text
 
 personalTrainingButton Personal Training
 
 exitButton
 
 Name Text
 
 exitButton Exit
 
 Hint: Do not change the name of this label.
 
 Plan the Event Methods You will need event-handling methods for each button. Method
 
 Actions—Pseudocode
 
 clothingButton_Click
 
 Display “Take an extra 30% off the clearance items.” in the label.
 
 equipmentButton_Click
 
 Display “Yoga mats––25% off.”
 
 juiceBarButton_Click
 
 Display “Try a free serving of our new WheatBerry Shake.”
 
 membershipButton_Click
 
 Display “First month personal training included.”
 
 personalTrainingButton_Click
 
 Display “3 free sessions with membership renewal.”
 
 exitButton_Click
 
 End the project.
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 C
 
 H
 
 A
 
 P
 
 T
 
 1. Introduction to Programming and Visual C# 2008
 
 E
 
 R
 
 Text
 
 59
 
 1
 
 Write the Project Follow the sketch in Figure 1.61 to create the form. Figure 1.62 shows the completed form. •
 
 Set the properties of each object, as you have planned.
 
 •
 
 Working from the pseudocode, write each event-handling method.
 
 •
 
 When you complete the code, thoroughly test the project. Figure
 
 1.62
 
 The form for the hands-on programming example.
 
 The Project Coding Solution /* * Project: * Programmer: * Date: * Description: * */ using using using using using using using using
 
 Ch01HandsOn Bradley/Millspaugh June 2009 This project displays current sales for each department.
 
 System; System.Collections.Generic; System.ComponentModel; System.Data; System.Drawing; System.Linq; System.Text; System.Windows.Forms;
 
 namespace Ch01HandsOn { public partial class PromotionsForm : Form { public Form1() { InitializeComponent(); }
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 private void exitButton_Click(object sender, EventArgs e) { // End the project. this.Close(); } private void clothingButton_Click(object sender, EventArgs e) { // Display current promotion. promotionsLabel.Text =
 
 "Take
 
 an extra 30% off the clearance items.";
 
 } private void equipmentLabel_Click(object sender, EventArgs e) { // Display current promotion. promotionsLabel.Text =
 
 "Yoga
 
 mats— —25% off.";
 
 } private void juiceBarButton_Click(object sender, EventArgs e) { // Display current promotion. promotionsLabel.Text =
 
 "Try
 
 a free serving of our new WheatBerry Shake.";
 
 } private void membershipButton_Click(object sender, EventArgs e) { // Display current promotion. promotionsLabel.Text =
 
 "First
 
 month personal training included.";
 
 } private void personalTrainingButton_Click(object sender, EventArgs e) { // Display current promotion. promotionsLabel.Text =
 
 "3
 
 free sessions with membership renewal.";
 
 } } }
 
 Summary 1. Visual C# is an object-oriented language primarily used to write application programs that run in Windows or on the Internet using a graphical user interface (GUI). 2. In the OOP object model, classes are used to create objects that have properties, methods, and events. 3. The current release of C# is called Visual C# 2008 and is one part of Visual Studio. C# is available individually in an Express Edition or in Visual Studio Professional Edition and Team System versions.
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 C
 
 H
 
 A
 
 P
 
 T
 
 1. Introduction to Programming and Visual C# 2008
 
 E
 
 R
 
 Text
 
 1
 
 4. The .NET Framework provides an environment for the objects from many languages to interoperate. Each language compiles to Microsoft Intermediate Language (MSIL) and runs in the Common Language Runtime (CLR). 5. To plan a project, first sketch the user interface and then list the objects and properties needed. Then plan the necessary event-handling methods. 6. The three steps to creating a C# project are (1) define the user interface, (2) set the properties, and (3) write the code. 7. A C# application is called a solution. Each solution may contain multiple projects, and each project may contain multiple forms and additional files. The solution file has an extension of .sln, a project file has an extension of .csproj, and form files and additional C# files have an extension of .cs. In addition, the Visual Studio environment and the C# compiler both create several more files. 8. The Visual Studio integrated development environment (IDE) consists of several tools, including a form designer, an editor, a compiler, a debugger, an object browser, and a Help facility. 9. Visual Studio has three modes: design time, run time, and debug time. 10. You can customize the Visual Studio IDE and reset all customizations back to their default state. 11. You create the user interface for an application by adding controls from the toolbox to a form. You can move, resize, and delete the controls. 12. The Name property of a control is used to refer to the control in code. The Text property holds the words that the user sees on the screen. 13. C# code is written in methods. Method bodies begin and end with braces { }. 14. Project comments are used for documentation. Good programming practice requires comments in every method and at the top of a file. 15. Most C# statements must be terminated by a semicolon. A statement may appear on multiple lines; the semicolon determines the end of the statement. Comments and some other statements do not end with semicolons. 16. Assignment statements assign a value to a property or a variable. Assignment statements work from right to left, assigning the value on the right side of the equal sign to the property or variable named on the left side of the equal sign. 17. The this.Close() method terminates program execution. 18. Each event to which you want to respond requires an event-handling method, also called an event handler. 19. You can print out the C# code for documentation. 20. Three types of errors can occur in a C# project: syntax errors, which violate the syntax rules of the C# language; run-time errors, which contain a statement that cannot execute properly; and logic errors, which produce erroneous results. 21. Finding and fixing program errors is called debugging. 22. You must have a clean compile before you run the program. 23. Following good naming conventions can help make a project easier to debug. 24. C# Help has very complete descriptions of all project elements and their uses. You can use the How Do I, Contents, Index, Search, Help Favorites, or context-sensitive Help.
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 Terms
 
 assignment statement 30 button 19 camel casing 52 class 4 clean compile 48 code 6 comment 30 context menu 25 context-sensitive Help 56 control 3 debug time 14 debugging 48 design time 14 Document window 12 event 4 event handler 29 event-handling method 29 exception 46 Express Edition 5 form 3 Form Designer 12 graphical user interface (GUI) 3 Help 14 integrated development environment (IDE) 8 label 19 logic error 47
 
 Review
 
 method 4 namespace 23 object 4 object-oriented programming (OOP) 3 pascal casing 52 Professional Edition 5 project file 8 Properties window 13 property 4 pseudocode 6 resizing handle 20 run time 14 run-time error 46 snap lines 20 solution 6 Solution Explorer window 13 solution file 7 Standard Edition 5 syntax error 45 Team System 5 Text property 24 this 32 toolbar 11 toolbox 3 user interface 6 Visual Studio environment 8
 
 Questions
 
 1. What are objects and properties? How are they related to each other? 2. What are the three steps for planning and creating C# projects? Describe what happens in each step. 3. What is the purpose of these C# file types: .sln, .suo, and .cs? 4. When is C# in design time? run time? debug time? 5. What is the purpose of the Name property of a control? 6. Which property determines what appears on the form for a Label control? 7. What is the purpose of the Text property of a button? the Text property of a form? 8. What does displayButton_Click mean? To what does displayButton refer? To what does Click refer? 9. What is a C# event? Give some examples of events. 10. What property must be set to center text in a label? What should be the value of the property? 11. Describe the two types of comments in a C# program and tell where each is generally used.
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 12. 13. 14. 15. 16.
 
 What is meant by the term debugging? What is a syntax error, when does it occur, and what might cause it? What is a run-time error, when does it occur, and what might cause it? What is a logic error, when does it occur, and what might cause it? Tell the class of control and the likely purpose of each of these object names: addressLabel exitButton nameTextBox 17. What does context-sensitive Help mean? How can you use it to see the Help page for a button?
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 Exercises
 
 1.1 For your first C# exercise, you must first complete the Hello World project. Then add buttons and event-handling methods to display the “Hello World” message in two more languages. You may substitute any other languages for those shown. Feel free to modify the user interface to suit yourself (or your instructor). Make sure to use meaningful names for your new buttons, following the naming conventions in Table 1.2. Include comments at the top of every method and at the top of the file. “Hello World” in French: Bonjour tout le monde “Hello World” in Italian: Ciao Mondo 1.2 Create a project that displays the hours for each department on campus. Include buttons for Student Learning, Financial Aid, Counseling, and the Bookstore. Each button should display the hours for that department in a label. The interface should have one label for the hours, one label for the programmer name, buttons for each department, and an Exit button. Make sure to use meaningful names for your new buttons, following the naming conventions in Table 1.2. Include comments at the top of every method and at the top of the file. 1.3 Write a project that displays four sayings, such as “The early bird gets the worm” or “A penny saved is a penny earned.” (You will want to keep the sayings short, as each must be entered on one line. However, when the saying displays on your form, you can set the label’s properties to allow long lines to wrap within the label.) Make a button for each saying with a descriptive Text property for each, as well as a button to exit the project. Include a label that holds your name at the bottom of the form. Also, make sure to change the form’s title bar to something meaningful. If your sayings are too long to display on one line, set the label’s AutoSize property to False and resize the height of the label to hold multiple lines. You may change the Font properties of the label to the font and size of your choice. Make sure the buttons are large enough to hold their entire Text properties.
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 Follow good naming conventions for object names; include comments at the top of every method and at the top of the file. 1.4 Write a project to display company contact information. Include buttons and labels for the contact person, department, and phone. When the user clicks on one of the buttons, display the contact information in the corresponding label. Include a button to exit. Include a label that holds your name at the bottom of the form and change the title bar of the form to something meaningful. You may change the Font properties of the labels to the font and size of your choice. Follow good naming conventions for object names; include comments at the top of every method and at the top of the file. 1.5 Create a project to display the daily specials for “your” diner. Make up a name for your diner and display it in a label at the top of the form. Add a label to display the appropriate special depending on the button that is pressed. The buttons should be • Soup of the Day • Chef’s Special • Daily Fish Also include an Exit button. Sample Data: Dorothy’s Diner is offering Tortilla Soup, a California Cobb Salad, and Hazelnut-Coated Mahi Mahi.
 
 Case Studies Custom Supplies Mail Order If you don’t have the time to look for all those hard-tofind items, tell us what you’re looking for. We’ll send you a catalog from the appropriate company or order for you. We can place an order and ship it to you. We also help with shopping for gifts; your order can be gift wrapped and sent anywhere you wish. The company title will be shortened to CS Mail Order. Include this name on the title bar of the first form of each project that you create for this case study. Your first job is to create a project that will display the name and telephone number for the contact person for the customer relations, marketing, order processing, and shipping departments. Include a button for each department. When the user clicks on the button for a department, display the
 
 name and telephone number for the contact person in two labels. Also include identifying labels with Text “Department Contact” and “Telephone Number.” Be sure to include a button for Exit. Include a label at the bottom of the form that holds your name and give the form a meaningful title bar. Test Data Department
 
 Department Contact
 
 Telephone Number
 
 Customer Relations
 
 Tricia Mills
 
 500-1111
 
 Marketing
 
 Michelle Rigner
 
 500-2222
 
 Order Processing
 
 Kenna DeVoss
 
 500-3333
 
 Shipping
 
 Eric Andrews
 
 500-4444
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 Christopher’s Car Center Christopher’s Car Center will meet all of your automobile needs. The center has facilities with everything for your vehicles including sales and leasing for new and used cars and RVs, auto service and repair, detail shop, car wash, and auto parts. Your first job is to create a project that will display current notices. Include four buttons labeled “Auto Sales,” “Service Center,” “Detail Shop,” and “Employment Opportunities.” One label will be used to display the information when the buttons are clicked. Be sure to include a button for Exit. Include your name in a label at the bottom of the form.
 
 Test Data Button
 
 Label Text
 
 Auto Sales
 
 Family wagon, immaculate condition $12,995
 
 Service Center
 
 Lube, oil, filter $25.99
 
 Detail Shop
 
 Complete detail $79.95 for most cars
 
 Employment Opportunities
 
 Sales position, contact Mr. Mann 551-2134 x475
 
 Xtreme Cinema This neighborhood store is an independently owned video rental business. The owners would like to allow their customers to use the computer to look up the aisle number for movies by category. Create a form with a button for each category. When the user clicks on a button, display the corresponding aisle number in a label. Include a button to exit. Include a label that holds your name at the bottom of the form and change the title bar of the form to Xtreme Cinema. You may change the font properties of the labels to the font and size of your choice. Include additional categories, if you wish. Follow good programming conventions for object names; include comments at the top of every method and at the top of the file.
 
 Test Data Button
 
 Location
 
 Comedy
 
 Aisle 1
 
 Drama
 
 Aisle 2
 
 Action
 
 Aisle 3
 
 Sci-Fi
 
 Aisle 4
 
 Horror
 
 Aisle 5
 
 New Releases
 
 Back Wall
 
 Cool Boards This chain of stores features a full line of clothing and equipment for snowboard and skateboard enthusiasts. Management wants a computer application to allow their employees to display the address and hours for each of their branches. Create a form with a button for each store branch. When the user clicks on a button, display the correct address and hours. Include a label that holds your name at the bottom of the form and change the title bar of the form to Cool Boards.
 
 You may change the font properties of the labels to the font and size of your choice. Follow good programming conventions for object names; include comments at the top of every method and at the top of the file. Store Branches: The three branches are Downtown, Mall, and Suburbs. Make up hours and locations for each.
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 try { C Convert H A input P T values E R to numeric and assign // quantityInteger = int.Parse(quantityTextBox.T try { priceDecimal = decimal.Parse(priceTextBox // Calculate values. extendedPriceDecimal = quantityInteger * discountDecimal = Decimal.Round( (extendedPriceDecimal * DISCOUNT_RATE_ amountDueDecimal = extendedPriceDecimal totalAmountDecimal += amountDueDecimal; numberTransactionsInteger++; // Format and display answers. extendedPriceTextBox.Text = extendedPrice
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 User Interface Design
 
 at the completion of this chapter, you will be able to . . . 1. Use text boxes, masked text boxes, rich text boxes, group boxes, check boxes, radio buttons, and picture boxes effectively. 2. Set the BorderStyle property to make controls appear flat or three-dimensional. 3. Select multiple controls and move them, align them, and set common properties. 4. Make your projects easy for the user to understand and operate by defining access keys, setting an Accept and a Cancel button, controlling the tab sequence, resetting the focus during program execution, and causing ToolTips to appear. 5. Clear the contents of text boxes and labels. 6. Make a control visible or invisible at run time by setting its Visible property. 7. Disable and enable controls at design time and run time. 8. Change text color during program execution. 9. Concatenate (join) strings of text. 10. Download the Line and Shape controls, add them to the toolbox, and use the controls on your forms.
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 Introducing More Controls In Chapter 1 you learned to use labels and buttons. In this chapter you will learn to use several more control types: text boxes, group boxes, check boxes, radio buttons, and picture boxes. Figure 2.1 shows the toolbox with the tools for these controls labeled. Figure 2.2 shows some of these controls on a form. Each class of controls has its own set of properties. To see a complete list of the properties for any class of control, you can (1) place a control on a form and examine the properties list or (2) click on a tool or a control and press F1 for context-sensitive Help. Visual Studio will display the Help page for that control, and you can view a list of the properties and an explanation of their use. Figure
 
 2.1
 
 The toolbox showing the controls that are covered in this chapter. Click to open or close tab
 
 CheckBox
 
 MaskedTextBox
 
 PictureBox RadioButton RichTextBox TextBox
 
 Click to open or close tab GroupBox
 
 Text Boxes Use a text box control when you want the user to type some input. The form in Figure 2.2 has two text boxes. The user can move from one box to the next, make
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 Figure
 
 Group boxes
 
 Text boxes
 
 Check box Radio buttons
 
 Buttons
 
 Picture box
 
 Labels
 
 corrections, cut and paste if desired, and click the Display button when finished. In your program code, you can use the Text property of each text box. Example nameLabel.Text = nameTextBox.Text;
 
 In this example, whatever the user enters into the text box is assigned to the Text property of nameLabel. If you want to display some text in a text box during program execution, assign a literal to the Text property: messageTextBox.Text = "Watson, come here.";
 
 You can set the TextAlign property of text boxes to change the alignment of text within the box. In the Properties window, set the property to Left, Right, or Center. In code, you can set the property using these values: HorizontalAlignment.Left HorizontalAlignment.Right HorizontalAlignment.Center messageTextBox.TextAlign = HorizontalAlignment.Left;
 
 Example Names for Text Boxes titleTextBox companyNameTextBox
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 This form uses labels, text boxes, a check box, radio buttons, group boxes, and a picture box.
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 Figure
 
 2.3
 
 Select a format for the input mask in the Input Mask dialog box, which supplies the Mask property of the MaskedTextBox control.
 
 Masked Text Boxes A specialized form of the TextBox control is the MaskedTextBox. You can specify the format (the Mask property) of the data required of the user. For example, you can select a mask for a ZIP code, a date, a phone number, or a social security number. Figure 2.3 shows the Input Mask dialog box, where you can select the mask and even try it out. At run time, the user cannot enter characters that do not conform to the mask. For example, the phone number and social security number masks do not allow input other than numeric digits. Example Names for Masked Text Boxes dateMaskedTextBox phoneMaskedTextBox
 
 Note: For a date or time mask, the user can enter only numeric digits but may possibly enter an invalid value; for example, a month or hour greater than 12. The mask will accept any numeric digits, which could possibly cause your program to generate a run-time error. You will learn to check the input values in Chapter 4.
 
 Rich Text Boxes Another variety of text box is the RichTextBox control, which offers several formatting features (Figure 2.4). In a regular text box, all of the text is formatted
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 2.4
 
 Using a RichTextBox control you can apply font styles to selected text, show formatted URLs, and display text from a formatted .rtf file. Contents of .rtf file
 
 Automatically formatted URL Regular text box
 
 the same, but in a rich text box, the user can apply character and paragraph formatting to selected text, much like using a word processor. One common use for a rich text box is for displaying URL addresses. In a regular text box, the address appears in the default font color, but the rich text box displays it as a link when the DetectUrl property is set to true. Note that it is not an active link, but it does have the formatting to show the URL as an address. You also can load formatted text into a rich text box from a file stored in rich text format (rtf). Use the LoadFile method of the rich text box. In Figure 2.4 , the file “Rich Text Boxes.rtf” is stored in the bin\debug folder, but you could include the complete path to load a file from another location. sampleRichTextBox.LoadFile("Rich Text Boxes.rtf");
 
 Displaying Text on Multiple Lines Both the regular text box and the rich text box have properties that allow you to display text on multiple lines. The WordWrap property determines whether the contents should wrap to a second line if they do not fit on a single line. The property is set to true by default. Both controls also have a Multiline property, which is set to false by default on a text box and true by default on a rich text box. Both WordWrap and Multiline must be set to true for text to wrap to a second line. For a regular text box, you must set Multiline to true and then adjust the height to accommodate multiple lines. If Multiline is false (the default), a text box does not have resizing handles for vertical resizing. Be aware that a text box will not automatically resize to display multiple lines even though Multiline is true; you must make the height tall enough to display the lines.
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 Figure
 
 2.5
 
 Click the Properties button for the Text property and a small editing box pops up. To enter multiple lines of text, press Enter at the end of each line and Ctrl + Enter to accept the text.
 
 Properties button
 
 Editor for entering the Text property
 
 You can set the Text property of a multiline text box (or rich text box) to a very long value; the value will wrap to fit in the width of the box. You also can enter multiple lines and choose the location of the line breaks; the techniques differ depending on whether you set the Text property at design time or in code. At design time, click on the Text property in the Properties window and click on the Properties button (the down arrow); a small editing window pops up with instructions to press Enter at the end of each line and Ctrl + Enter to accept the text (Figure 2.5). In code, you can use a NewLine character (Environment. NewLine) in the text string where you want the line to break. Joining strings of text is called concatenation and is covered in the section “Concatenating Text” later in this chapter. titleRichTextBox.Text = " Pamper Yourself" + Environment.NewLine + "All Your Favorite Books";
 
 Group Boxes Group boxes are used as containers for other controls. Usually, groups of radio buttons or check boxes are placed in group boxes. Using group boxes to group controls can make your forms easier to understand by separating the controls into logical groups. You can find the GroupBox control in the Containers tab of the toolbox. Set a group box’s Text property to the words you want to appear on the top edge of the box.
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 Example Names for Group Boxes colorGroupBox styleGroupBox
 
 You only need to change the name of a group box if you plan to refer to it in code. One reason to use it in code is to set the Enabled property of the group box to false, which disables all of the controls inside the box.
 
 Check Boxes Check boxes allow the user to select (or deselect) an option. In any group of check boxes, any number can be selected. The Checked property of a check box is set to false if unchecked or true if checked. You can write an event handler for the CheckedChanged event, which executes when the user clicks in the box. In Chapter 4, when you learn about if statements, you can take one action when the box is checked and another action when it is unchecked. Use the Text property of a check box for the text you want to appear next to the box. Example Names for Check Boxes boldCheckBox italicCheckBox
 
 Radio Buttons Use radio buttons when only one button of a group may be selected. Any radio buttons that you place directly on the form (not in a group box) function as a group. A group of radio buttons inside a group box function together. The best method is to first create a group box and then create each radio button inside the group box. When you need separate lists of radio buttons for different purposes, you must include each list in a separate group box. You can find an example program later in this chapter that demonstrates using two groups of radio buttons, one for setting the background color of the form and a second set for selecting the color of the text on the form. See “Using Radio Buttons for Selecting Colors.” The Checked property of a radio button is set to true if selected or to false if unselected. You can write an event handler to execute when the user selects a radio button using the control’s CheckedChanged event. In Chapter 4 you will learn to determine in your code whether or not a button is selected. Set a radio button’s Text property to the text you want to appear next to the button. Example Names for Radio Buttons yellowRadioButton blueRadioButton
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 Picture Boxes A PictureBox control can hold an image. You can set a picture box’s Image property to a graphic file with an extension of .bmp, .gif, .jpg, .jpeg, .png, .ico, .emf, or .wmf. You first add your images to the project’s resources; then you can assign the resource to the Image property of a PictureBox control. Place a PictureBox control on a form and then select its Image property in the Properties window. Click on the Properties button (Figure 2.6) to display a Select Resource dialog box, where you can select images that you have already added or add new images (Figure 2.7). Figure
 
 2.6
 
 Click on the Image property for a PictureBox control, and a Properties button appears. Click on the Properties button to view the Select Resource dialog box. Properties button
 
 Figure
 
 2.7
 
 The Select Resource dialog box. Make your selection here for the graphic file you want to appear in the PictureBox control; click Import to add an image to the list.
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 2.8
 
 In the Open dialog box, you can browse to find the image file to add to the project resources.
 
 Drop down File-type list
 
 Click on the Import button of the Select Resource dialog box to add images. An Open dialog box appears (Figure 2.8), where you can navigate to your image files. A preview of the image appears in the preview box. Note: To add files with an .ico extension, drop down the File Type list and select All Files in the Open dialog box. You can use any graphic file (with the proper format) that you have available. You will find many graphic files in the StudentData\Images folder from the textbook Web site: www.mhhe.com/csharp2008. PictureBox controls have several useful properties that you can set at design time or run time. For example, set the SizeMode property to StretchImage to make the graphic resize to fill the control. You can set the Visible property to false to make the picture box disappear. For example, to make a picture box invisible at run time, use this code statement: logoPictureBox.Visible = false;
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 Assigning an Image to a Picture Box To assign a graphic from the Resources folder at run time, you refer to the project name (ChangePictures in the following example), the Resources folder in the project’s properties, and the name of the graphic resource: samplePictureBox.Image = ChangePictures.Properties.Resources.Water_Lilies;
 
 Clearing a Picture Box Sometimes you may wish to keep the picture box visible but remove the picture. To accomplish this, set the Image property to null, which means empty. samplePictureBox.Image = null;
 
 Adding and Removing Resources In Figure 2.7 you saw the easiest way to add a new graphic to the Resources folder, which you perform as you set the Image property of a PictureBox control. You also can add, remove, and rename resources using the Visual Studio Project Designer. From the Project menu, select ProjectName Properties (which always shows the name of the selected project). The Project Designer opens in the main Document window; click on the Resources tab to display the project resources (Figure 2.9). You can use the buttons at the top of the window to add and remove images, or right-click an existing resource to rename or remove it. Figure
 
 2.9
 
 Click on the Resources tab of the Project Designer to work with project resources. You can add, remove, and rename resources on this page.
 
 Using Smart Tags You can use smart tags to set the most common properties of many controls. When you add a PictureBox or a TextBox to a form, for example, you see a small arrow in the upper-right corner of the control. Click on the arrow to open
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 Figure Smart tag arrow
 
 Popup smart tag
 
 the smart tag for that control (Figure 2.10). The smart tag shows a few properties that you can set from there, which is just a shortcut for making the changes from the Properties window.
 
 Using Images for Forms and Controls You can use an image as the background of a form or a control. For a form, set the BackgroundImage property to a graphic resource; also set the form’s BackgroundImageLayout property to Tile, Center, Stretch, or Zoom. Controls such as buttons, check boxes, and radio buttons have an Image property that you can set to a graphic from the project’s resources.
 
 Setting a Border and Style Most controls can appear to be three-dimensional or flat. Labels, text boxes, and picture boxes all have a BorderStyle property with choices of None, FixedSingle, or Fixed3D. Text boxes default to Fixed3D; labels and picture boxes default to None. Of course, you can change the property to the style of your choice.
 
 ➤ Feedback 2.1
 
 Create a picture box control that displays an enlarged icon and appears in a 3D box. Make up a name that conforms to this textbook’s naming conventions. Property Name BorderStyle SizeMode Visible
 
 Setting
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 Point to the smart tag arrow to open the smart tag for a control. For this PictureBox control, you can set the Image, SizeMode, and Dock properties in the smart tag.
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 Drawing a Line You can draw a line on a form by using the Label control. You may want to include lines when creating a logo or you may simply want to divide the screen by drawing a line. To create the look of a line, set the AutoSize property of your label to false, set the Text property to blank, change the BorderStyle to None, and change the Backcolor to the color you want for the line. You can control the size of the line with the Width and Height properties, located beneath the Size property. Another way to draw a line on a form is to use the LineShape control, which you can download and install into Visual Studio. See “Downloading and Using the Line and Shape Controls” later in this chapter. You also can draw a line on the form using the graphics methods. Drawing graphics is covered in Chapter 13.
 
 Working with Multiple Controls You can select more than one control at a time, which means that you can move the controls as a group, set similar properties for the group, and align the controls.
 
 Selecting Multiple Controls There are several methods of selecting multiple controls. If the controls are near each other, the easiest technique is to use the mouse to drag a selection box around the controls. Point to a spot that you want to be one corner of a box surrounding the controls, press the mouse button, and drag to the opposite corner (Figure 2.11). When you release the mouse button, the controls will all be selected (Figure 2.12). Note that selected labels and check boxes with AutoSize set to true do not have resizing handles; other selected controls do have resizing handles. You also can select multiple controls, one at a time. Click on one control to select it, hold down the Ctrl key or the Shift key, and click on the next control. You can keep the Ctrl or Shift key down and continue clicking on controls you wish to select. Ctrl–click (or Shift–click) on a control a second time to deselect it without changing the rest of the group.
 
 Figure
 
 2.11
 
 Use the pointer to drag a selection box around the controls you wish to select.
 
 Start here
 
 Drag to here
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 2.12
 
 When multiple controls are selected, each has resizing handles (if resizable). Selection handles
 
 Resizing handles
 
 When you want to select most of the controls on the form, use a combination of the two methods. Drag a selection box around all of the controls to select them and then Ctrl–click on the ones you want to deselect. You also can select all of the controls using the Select All option on the Edit menu or its keyboard shortcut: Ctrl + A.
 
 Deselecting a Group of Controls When you are finished working with a group of controls, it’s easy to deselect them. Just click anywhere on the form (not on a control) or select another previously unselected control.
 
 TIP Make sure to read Appendix C for tips and shortcuts for working with controls. ■
 
 Moving Controls as a Group After selecting multiple controls, you can move them as a group. To do this, point inside one of the selected controls, press the mouse button, and drag the entire group to a new location (Figure 2.13). Figure
 
 2.13
 
 Drag a group of selected controls to move the entire group to a new location.
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 Setting Properties for Multiple Controls You can set some common properties for groups of controls. After selecting the group, look at the Properties window. Any properties that appear in the window are shared by all of the controls and can be changed all at once. For example, you may want to set the BorderStyle property for a group of controls to threedimensional or change the font used for a group of labels. Some properties appear empty; even though those properties are common to all the selected controls, they do not share a common value. You can enter a new value that will apply to all selected controls.
 
 TIP Setting the font for the form changes the default font for all controls on the form. ■
 
 Aligning Controls After you select a group of controls, it is easy to resize and align them using the buttons on the Layout toolbar (Figure 2.14) or the corresponding items on the Format menu. Select your group of controls and choose any of the resizing buttons. These can make the controls equal in width, height, or both. Then select another button to align the tops, bottoms, or centers of the controls. You also can move the entire group to a new location. Note: The alignment options align the group of controls to the control that is active (indicated by white sizing handles). Referring to Figure 2.13, the lower text box is the active control. To make another selected control the active control, simply click on it. To set the spacing between controls, use the buttons for horizontal and/or vertical spacing. These buttons enable you to create equal spacing between controls or to increase or decrease the space between controls. Note: If the Layout toolbar is not displaying, select View / Toolbars / Layout. Figure
 
 2.14
 
 Resize and align multiple controls using the Layout toolbar.
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 Designing Your Applications for User Convenience One of the goals of good programming is to create programs that are easy to use. Your user interface should be clear and consistent. One school of thought says that if users misuse a program, it’s the fault of the programmer, not the users. Because most of your users will already know how to operate Windows programs, you should strive to make your programs look and behave like other Windows programs. Some of the ways to accomplish this are to make the
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 controls operate in the standard way, define keyboard access keys, set an Accept button, and make the Tab key work correctly. You also can define ToolTips, which are those small labels that pop up when the user pauses the mouse pointer over a control.
 
 Designing the User Interface The design of the screen should be easy to understand and “comfortable” for the user. The best way that we can accomplish these goals is to follow industry standards for the color, size, and placement of controls. Once users become accustomed to a screen design, they will expect (and feel more familiar with) applications that follow the same design criteria. You should design your applications to match other Windows applications. Microsoft has done extensive program testing with users of different ages, genders, nationalities, and disabilities. We should take advantage of this research and follow their guidelines. Take some time to examine the screens and dialog boxes in Microsoft Office as well as those in Visual Studio. One recommendation about interface design concerns color. You have probably noticed that Windows applications are predominantly gray. A reason for this choice is that many people are color blind. Also, research shows that gray is easiest for the majority of users. Although you may personally prefer brighter colors, you will stick with gray, or the system palette the user chooses, if you want your applications to look professional. Note: By default the BackColor property of forms and controls is set to Control, which is a color included in the operating system’s palette. If the user changes the system theme or color, your forms and controls will conform to their settings. Colors can indicate to the user what is expected. Use a white background for text boxes to indicate that the user should input information. Use a gray background for labels, which the user cannot change. Labels that will display a message should have a border around them; labels that provide text on the screen should have no border (the default). Group your controls on the form to aid the user. A good practice is to create group boxes to hold related items, especially those controls that require user input. This visual aid helps the user understand the information that is being presented or requested. Use a sans serif font on your forms, such as the default MS Sans Serif, and do not make them boldface. Limit large font sizes to a few items, such as the company name.
 
 Defining Keyboard Access Keys Many people prefer to use the keyboard, rather than a mouse, for most operations. Windows is set up so that most functions can be done with either the keyboard or a mouse. You can make your projects respond to the keyboard by defining access keys, also called hot keys. For example, in Figure 2.15 you can select the OK button with Alt + o and the Exit button with Alt + x. You can set access keys for buttons, radio buttons, and check boxes when you define their Text properties. Type an ampersand (&) in front of the character you want for the access key; Visual Studio underlines the character. You
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 Figure
 
 2.15
 
 The underlined character defines an access key. The user can select the OK button by pressing Alt + x and the Exit button with Alt + o.
 
 also can set an access key for a label; see “Setting the Tab Order for Controls” later in this chapter. For examples of access keys on buttons, type the following for the button’s Text property: &OK for OK E&xit for Exit When you define access keys, you need to watch for several pitfalls. First, try to use the Windows standard keys whenever possible. For example, use the x of Exit and the S of Save. Second, make sure you don’t give two controls the same access key. It confuses the user and doesn’t work correctly. Only the next control (from the currently active control) in the tab sequence is activated when the user presses the access key. Note: To view the access keys on controls or menus in Windows 2000, Windows XP, or Windows Vista, you may have to press the Alt key, depending on your system settings. You can set Windows Vista to always show underlined shortcuts in the Control Panel’s Ease of Access Center. Select Change how your keyboard works and check the box for Underline keyboard shortcuts and access keys in the Make the keyboard easier to use dialog .
 
 Setting the Accept and Cancel Buttons Are you a keyboard user? If so, do you mind having to pick up the mouse and click a button after typing text into a text box? Once a person’s fingers are on the keyboard, most people prefer to press the Enter key, rather than to click the mouse. If one of the buttons on the form is the Accept button, pressing Enter is the same as clicking the button. You can make one of your buttons the Accept button by setting the AcceptButton property of the form to the button name. The Accept button is visually indicated to the user by a thicker border (in default color scheme, it’s black) around the button. When the user presses the Enter key, that button is automatically selected. You also can select a Cancel button. The Cancel button is the button that is selected when the user presses the Esc key. You can make a button the
 
 TIP Use two ampersands when you want to make an ampersand appear in the Text property: &Health && Welfare for “Health & Welfare”. ■
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 Cancel button by setting the form’s CancelButton property. An example of a good time to set the CancelButton property is on a form with OK and Cancel buttons. You may want to set the form’s AcceptButton to okButton and the CancelButton property to cancelButton.
 
 Setting the Tab Order for Controls In Windows programs, one control on the form always has the focus. You can see the focus change as you tab from control to control. For many controls, such as buttons, the focus appears as a thick border. Other controls indicate the focus by a dotted line or a shaded background. For text boxes, the insertion point (also called the cursor) appears inside the box. Some controls can receive the focus; others cannot. For example, text boxes and buttons can receive the focus, but labels and picture boxes cannot. The Tab Order Two properties determine whether the focus stops on a control and the order in which the focus moves. Controls that are capable of receiving focus have a TabStop property, which you can set to true or false. If you do not want the focus to stop on a control when the user presses the Tab key, set the TabStop property to false. The TabIndex property determines the order the focus moves as the Tab key is pressed. As you create controls on your form, Visual Studio assigns the TabIndex property in sequence. Most of the time that order is correct, but if you want to tab in some other sequence or if you add controls later, you will need to modify the TabIndex properties of your controls. When your program begins running, the focus is on the control with the lowest TabIndex (usually 0). Since you generally want the insertion point to appear in the first control on the form, its TabIndex should be set to 0. The next control should be set to 1; the next to 2; and so forth. You may be puzzled by the properties of labels, which have a TabIndex property but not a TabStop. A label cannot receive focus, but it has a location in the tab sequence. This fact allows you to create keyboard access keys for text boxes. When the user types an access key that is in a label, such as Alt + N, the focus jumps to the first TabIndex following the label (the text box). See Figure 2.16. Figure
 
 TabIndex0
 
 TabIndex1
 
 TabIndex2
 
 TabIndex3
 
 TabIndex4 TabIndex5
 
 2.16
 
 To use a keyboard access key for a text box, the TabIndex of the label must precede the TabIndex of the text box.
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 By default, buttons, text boxes, and radio buttons have their TabStop property set to true. Be aware that the behavior of radio buttons in the tab sequence is different from other controls: The Tab key takes you only to one radio button in a group (the selected button), even though all buttons in the group have their TabStop and TabIndex properties set. If you are using the keyboard to select radio buttons, you must tab to the group and then use your Up and Down arrow keys to select the correct button.
 
 User Interface Design
 
 TIP Make sure to not have duplicate numbers for the TabIndex properties or duplicate keyboard access keys. The result varies depending on the location of the focus and is very confusing. ■
 
 Setting the Tab Order To set the tab order for controls, you can set each control’s TabIndex property in the Properties window. Or you can use Visual Studio’s great feature that helps you set TabIndexes automatically. To use this feature, make sure that the Design window is active and select View / Tab Order or click the Tab Order button on the Layout toolbar. (The Tab Order item does not appear on the menu and is not available on the Layout toolbar unless the Design window is active.) Small numbers appear in the upper-left corner of each control; these are the current TabIndex properties of the controls. Click first in the control that you want to be TabIndex zero, then click on the control for TabIndex one, and then click on the next control until you have set the TabIndex for all controls (Figure 2.17). Figure
 
 2.17
 
 Click on each control, in sequence, to set the TabIndex property of the controls automatically.
 
 When you have finished setting the TabIndex for all controls, the white numbered boxes change to blue. Select View / Tab Order again to hide the sequence numbers or press the Esc key. If you make a mistake and want to change the tab order, turn the option off and on again, and start over with TabIndex zero again, or you can keep clicking on the control until the number wraps around to the desired value.
 
 TIP To set the tab order for a group of controls, first set the TabIndex property for the group box and then set the TabIndex for controls inside the group. ■
 
 Setting the Form’s Location on the Screen When your project runs, the form appears in the upper-left corner of the screen by default. You can set the form’s screen position by setting the StartPosition property of the form. Figure 2.18 shows your choices for the property setting. To center your form on the user’s screen, set the StartPosition property to CenterScreen.
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 Figure
 
 2.18
 
 Set the StartPosition property of the form to CenterScreen to make the form appear in the center of the user’s screen when the program runs.
 
 Creating ToolTips If you are a Windows user, you probably appreciate and rely on ToolTips, those small labels that pop up when you pause your mouse pointer over a toolbar button or control. You can easily add ToolTips to your projects by adding a ToolTip component to a form. After you add the component to your form, each of the form’s controls has a new property: ToolTip on toolTip1, assuming that you keep the default name, toolTip1, for the control. To define ToolTips, select the ToolTip tool from the toolbox (Figure 2.19) and click anywhere on the form or double-click the ToolTip tool in the toolbox. The new control appears in the component tray that opens at the bottom of the Form Designer (Figure 2.20). The component tray holds controls that do not have a visual representation at run time. You will see more controls that use the component tray later in this text. Figure
 
 2.19
 
 Add a ToolTip component to your form; each of the form’s controls will have a new property to hold the text of the ToolTip.
 
 After you add the ToolTip component, examine the properties list for other controls on the form, such as buttons, text boxes, labels, radio buttons, check boxes, and even the form itself. Each has a new ToolTip on toolTip1 property. Try this example: Add a button to any form and add a ToolTip component. Change the button’s Text property to Exit and set its ToolTip on toolTip1 property to Close and Exit the program. Now run the project, point to the Exit button, and pause; the ToolTip will appear (Figure 2.21). You also can add multiline ToolTips. In the ToolTip on ToolTip1 property, click the drop-down arrow. This drops down a white editing box in which you enter the text of the ToolTip. Type the first line and press Enter to create a
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 Figure
 
 2.20
 
 The new ToolTip component goes in the component tray at the bottom of the Form Designer window.
 
 Figure
 
 2.21
 
 Use the ToolTip on toolTip1 property to define a ToolTip.
 
 second line; press Ctrl + Enter to accept the text (or click somewhere outside the Property window). You can modify the appearance of a ToolTip by setting properties of the ToolTip component. Select the ToolTip component in the component tray and try changing the BackColor and ForeColor properties. You also can set the IsBalloon property to true for a different appearance and include an icon in the ToolTips by selecting an icon for the ToolTipIcon property (Figure 2.22). Once you set properties for a ToolTip component, they apply to all ToolTips displayed with that component. If you want to create a variety of appearances, the best
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 Figure
 
 2.22
 
 A ToolTip with properties modified for IsBalloon, ToolTipIcon, BackColor, and ForeColor.
 
 approach is to create multiple ToolTip components, giving each a unique name. For example, you might create three ToolTip components, in which case you would have properties for ToolTip on toolTip1, ToolTip on toolTip2, and ToolTip on toolTip3 for the form and each control.
 
 Coding for the Controls You already know how to set initial properties for controls at design time. You also may want to set some properties in code, as your project executes. You can clear out the contents of text boxes and labels; reset the focus (the active control); change the color of text, or change the text in a ToolTip.
 
 Clearing Text Boxes and Labels You can clear out the contents of a text box or label by setting the property to an empty string. Use "" (no space between the two quotation marks). This empty string is also called a null string or zero-length string. You also can clear out a text box using the Clear method or setting the Text property to string.Empty. Note that the Clear method works for text boxes but not for labels. Examples // Clear the contents of text boxes and labels. nameTextBox.Text = ""; messageLabel.Text = ""; dataTextBox.Clear(); messageLabel.Text = string.Empty;
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 Resetting the Focus As your program runs, you want the insertion point to appear in the text box where the user is expected to type. The focus should therefore begin in the first text box. But what about later? If you clear the form’s text boxes, you should reset the focus to the first text box. The Focus method handles this situation. Remember, the convention is Object.Method, so the statement to set the insertion point in the text box called nameTextBox is as follows: // Make the insertion point appear in this text box. nameTextBox.Focus();
 
 Note: You cannot set the focus to a control that has been disabled. See “Disabling Controls” later in the text.
 
 Setting the Checked Property of Radio Buttons and Check Boxes Of course, the purpose of radio buttons and check boxes is to allow the user to make selections. However, at times you need to select or deselect a control in code. You can select or deselect radio buttons and check boxes at design time (to set initial status) or at run time (to respond to an event). To make a radio button or check box appear selected initially, set its Checked property to true in the Properties window. In code, assign true to its Checked property: // Make button selected. redRadioButton.Checked = true; // Make box checked. displayCheckBox.Checked = true; // Make box unchecked. displayCheckBox.Checked = false;
 
 At times, you need to reset the selected radio button at run time, usually for a second request. You only need to set the Checked property to true for one button of the group; the rest of the buttons in the group will set to false automatically. Recall that only one radio button of a group can be selected at one time.
 
 Setting Visibility at Run Time You can set the visibility of a control at run time. // Make label invisible. messageLabel.Visible = false;
 
 You may want the visibility of a control to depend on the selection a user makes in a check box or radio button. This statement makes the visibility
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 match the check box: When the check box is checked (Checked = true), the label is visible (Visible = true). // Make the visibility of the label match the setting in the check box. messageLabel.Visible = displayCheckBox.Checked;
 
 Disabling Controls The Enabled property of a control determines whether the control is available or “grayed out.” The Enabled property for controls is set to true by default, but you can change the value at either design time or run time. You might want to disable a button or other control initially and enable it in code, depending on an action of the user. If you disable a button control (Enabled = false) at design time, you can use the following code to enable the button at run time. displayButton.Enabled = true;
 
 When you have a choice to disable or hide a control, it’s usually best to disable it. Having a control disabled is more understandable to a user than having it disappear. To disable radio buttons, consider disabling the group box holding the buttons, rather than the buttons themselves. Disabling the group box grays all of the controls in the group box. departmentGroupBox.Enabled = false;
 
 Note: Even though the control has the TabStop property set to true and the TabIndex is in the proper order, you cannot tab to a control that has been disabled.
 
 Setting Properties Based on User Actions Often you need to change the Enabled or Visible property of a control based on an action of the user. For example, you may have controls that are disabled or invisible until the user signs in. In the following example, when the user logs in and clicks the Sign In button, a rich text box becomes visible and the radio buttons are enabled: private void signInButton_Click(object sender, EventArgs e) { // Set visibility and enable controls. welcomeRichTextBox.Visible = true; clothingRadioButton.Enabled = true; equipmentRadioButton.Enabled = true; juiceBarRadioButton.Enabled = true; membershipRadioButton.Enabled = true; personalTrainingRadioButton.Enabled = true; }
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 ➤ Feedback 2.2
 
 1. Write the statements to clear the text box called companyTextBox and reset the insertion point into the box. 2. Write the statements to clear the label called customerLabel and place the insertion point into a text box called orderTextBox. 3. What will be the effect of each of these C# statements? (a) printCheckBox.Checked = true; (b) colorRadioButton.Checked = true; (c) drawingPictureBox.Visible = false; (d) locationLabel.BorderStyle = BorderStyle.Fixed3D; (e) cityLabel.Text = cityTextBox.Text; (f ) redRadioButton.Enabled = true;
 
 Changing the Color of Text You can change the color of text by changing the ForeColor property of a control. Actually, most controls have a ForeColor and a BackColor property. The ForeColor property changes the color of the text; the BackColor property determines the color around the text. The Color Constants C# provides an easy way to specify a large number of colors. These color constants are in the Color class. If you type the keyword Color and a period in the editor, you can see a full list of colors. Some of the colors are listed below. Color.AliceBlue Color.AntiqueWhite Color.Bisque Color.BlanchedAlmond Color.Blue
 
 Examples nameTextBox.ForeColor = Color.Red; messageLabel.ForeColor = Color.White;
 
 Using Radio Buttons for Selecting Colors Here is a small example (Figure 2.23) that demonstrates using two groups of radio buttons to change the color of the form (the form’s BackColor property) and the color of the text (the form’s ForeColor property). The radio buttons in each group box operate together, independently from those in the other group box.
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 Figure
 
 2.23
 
 The radio buttons in each group box function independently from the other group. Each button changes a property of the form: BackColor to change the background of the form itself or ForeColor to change the color of the text on the form.
 
 One group of radio buttons
 
 Another group of radio buttons
 
 Button control with the Image property set
 
 /* Project: Ch02RadioButtons * Programmer: Bradley/Millspaugh * Date: Jan 2009 * Description: This project demonstrates changing a form’s background * and foreground colors using two groups of radio buttons. */ using System; using System.Collections.Generic; using System.ComponentModel; using System.Data; using System.Drawing; using System.Text; using System.Windows.Forms; namespace Ch02RadioButtons { public partial class ColorsForm : Form { public ColorsForm() { InitializeComponent(); } private void beigeRadioButton_CheckedChanged(object sender, EventArgs e) { // Set the form color to beige. this.BackColor = Color.Beige; } private void blueRadioButton_CheckedChanged(object sender, EventArgs e) { // Set the form color to light blue. this.BackColor = Color.LightBlue; }
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 private void yellowRadioButton_CheckedChanged(object sender, EventArgs e) { // Set the form color to yellow. this.BackColor = Color.LightGoldenrodYellow; } private void grayRadioButton_CheckedChanged(object sender, EventArgs e) { // Set the form color to the default color. this.BackColor = SystemColors.Control; } private void blackRadioButton_CheckedChanged(object sender, EventArgs e) { // Set the Text color to black. this.ForeColor = Color.Black; } private void whiteRadioButton_CheckedChanged(object sender, EventArgs e) { // Set the Text color to white. this.ForeColor = Color.White; } private void exitButton_Click(object sender, EventArgs e) { // End the project. this.Close(); } } }
 
 Concatenating Text At times you need to join strings of text. For example, you may want to join a literal and a property. You can “tack” one string of characters to the end of another in the process called concatenation. Use a plus sign (+) between the two strings. Examples messageLabel.Text = "Your name is: " + nameTextBox.Text; nameAndAddressLabel.Text = nameTextBox.Text + " " + addressTextBox.Text;
 
 You also can concatenate a NewLine character (Environment.NewLine) into a long line to set up multiple lines: welcomeRichTextBox.Text = "Welcome Member #" + memberIDMaskedTextBox.Text + Environment.NewLine + nameTextBox.Text;
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 Downloading and Using the Line and Shape Controls You can add graphic shapes to your forms using a set of controls that Microsoft makes available in a PowerPack, which is a separate and free download. After you download the PowerPack, you run the installation file, which installs the controls into Visual Studio. Once installed, you can add the controls to the Visual Studio toolbox. Note that although the set of controls is called Visual Basic PowerPacks, the controls work just fine in C# and are a great new addition for creating Windows Forms applications. Download and Install the Controls The first step is to download from Microsoft’s site, msdn2.microsoft.com/en-us/ vbasic/bb735936.aspx, and follow the links to download. It’s best to download the file VisualBasicPowerPacks3Setup.exe to your hard drive (save it somewhere easy to find, such as the Desktop). After the download is complete, make sure that Visual Studio is not running and doubleclick the setup filename to run the setup. If you are using the Professional Edition or above and Visual Studio is closed, the new tools are automatically added to a new section of the toolbox. You can find the new section, called Visual Basic Power Packs 3.0, at the bottom of the toolbox (Figure 2.24). For the Express Edition, or the Professional Edition if the IDE was open when you ran setup, you must manually add the controls to the toolbox. Open Visual Studio or Visual C# Express and start a new project so that you can see the Form Designer and the toolbox. Right-click in the toolbox and select Add Tab. Type “Visual Basic Power Packs 3.0” as the Tab name, then right-click on the
 
 Figure The Line, Shape, and PrintForm controls in the toolbox, with some sample controls on the form.
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 new tab, and select Choose Items from the context menu. The Choose Toolbox Items dialog box appears with the list of all available tools. You can save some time by typing “Power” in the Filter box, which will limit the list to the PowerPack controls. Then select LineShape, OvalShape, RectangleShape, and PrintForm. If you have multiple versions of the controls listed, choose the highest version number (9.0.0.0 as of this writing). Then click OK to return to the toolbox. The new tools should appear in the Visual Basic PowerPacks 3.0 tab of the toolbox. Note: The controls appear in the section of the toolbox that is active when you select Choose Toolbox Items. Place the Controls on a Form To place a control on the form, click on the tool in the toolbox and use the mouse pointer to draw the shape that you want on the form. Alternately, you can double-click one of the tools to create a default size control that you can move and resize as desired. The Line and Shape controls have many properties that you can set, as well as events, such as Click and DoubleClick, for which you can write event handlers. Properties of a Line include BorderStyle (Solid, Dot, Dash, and a few more), BorderWidth (the width of the line, in pixels), BorderColor, and the locations for the two endpoints of the line (X1, X2, X3, X4). Of course, you can move and resize the line visually, but it sometimes is more precise to set the pixel location exactly. The properties of the Shape controls are more interesting. You can set transparency with the BackStyle property and the border with BorderColor, BorderStyle, and BorderWidth. Set the interior of the shape using FillColor, FillGradientColor, FillGradientStyle, and FillStyle. You can make a rectangle have rounded corners by setting the CornerRadius, which defaults to zero for square corners.
 
 Printing a Form Would you like to print an image of a form while the application is running? You can use the new PrintForm component that you added to the toolbox in the preceding section (refer to Figure 2.24). When you add the PrintForm component to your form, it appears in the component tray, as it has no visual representation on the form. Note that this is similar to the ToolTip component that you used earlier in this chapter. You can choose to send the printer output to the printer or to the Print Preview window, which saves paper while you are testing your program. To add printing to a Windows Form, add a PrintForm component and a Print button to the form so that the user can select the print option. You can leave the default name of the component as printForm1 and change the name of the button to printButton. In the printButton_Click event handler, use the PrintForm’s Print method to send the form to the printer: // Print the form on the printer. printForm1.Print();
 
 To send the output to the Print Preview window, set the PrintForm’s PrintAction property before executing the Print method. Allow IntelliSense to help you select the PrintAction property.
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 // Print to the Print Preview window. printForm1.PrintAction = System.Drawing.Printing.PrintAction.PrintToPreview; printForm1.Print();
 
 Your Hands-On Programming Example Create a login for members to view specials for Look Sharp Fitness Center. The member name is entered in a text box and the member ID in a masked text box that allows five numeric digits. Include three buttons, one for Sign In, one for Print, and one for Exit. Set the AcceptButton to the Sign In button and use the Exit button for the CancelButton. Include keyboard shortcuts as needed. Use a group box of radio buttons for each of the departments; the buttons should be disabled when the program begins. A check box allows the user to choose whether an image should display for the selected department. You will need an image to display for each department. You can use any images that you have available, find them on the Web, or use images from the StudentData\Images folder. Place a line below the company name. When the user clicks on the Sign In button, the data entry boxes and labels should disappear, the promotions box should appear, and the radio buttons should be enabled. The special for the selected department displays in a rich text box concatenated to the member name. Add a ToolTip to the member ID text box that says, “Your 5 digit member number.” Allow the user to print the form to the Print Preview window. Planning the Project Sketch a form (Figure 2.25), which your users sign off as meeting their needs. Figure
 
 2.25
 
 A planning sketch of the form for the hands-on programming example. groupBox1 clothingRadioButton equipmentRadioButton juiceBarRadioButton
 
 label1 lineShape1
 
 Look Sharp Fitness Center Department Clothing Equipment/Accessories Juice Bar Membership Personal Training
 
 nameLabel nameTextBox memberIDMaskedTextBox
 
 Name Member ID
 
 memberIDLabel welcomeRichTextBox
 
 membershipRadioButton personalTrainingRadioButton
 
 promotionsTextBox
 
 departmentPictureBox
 
 Image Visible
 
 imageVisibleCheckBox
 
 Sign In
 
 signInButton
 
 Print
 
 printButton
 
 Exit
 
 exitButton
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 Plan the Objects and Properties Plan the property settings for the form and for each control. Object
 
 Property
 
 Setting
 
 PromotionForm
 
 Name Text AcceptButton CancelButton StartPosition
 
 PromotionForm blank signInButton exitButton CenterScreen
 
 label1
 
 Text
 
 Look Sharp Fitness Center
 
 ForeColor Font.Size
 
 Select a shade of blue 14 Point
 
 lineShape1
 
 BorderColor BorderWidth
 
 Select a shade of blue 5
 
 nameLabel
 
 Text
 
 &Name
 
 nameTextBox
 
 Name Text
 
 nameTextBox (blank)
 
 memberIDLabel
 
 Text
 
 Member &ID
 
 memberIDMaskedTextBox
 
 Name Mask Text ToolTip on toolTip1
 
 memberIDMaskedTextBox 00000 (blank) Your 5 digit member number.
 
 groupBox1
 
 Text
 
 Department
 
 clothingRadioButton
 
 Name Enabled Text
 
 clothingRadioButton false &Clothing
 
 equipmentRadioButton
 
 Name Enabled Text
 
 equipmentRadioButton false &Equipment/Accessories
 
 juiceBarRadioButton
 
 Name Enabled Text
 
 juiceBarRadioButton false &Juice Bar
 
 membershipRadioButton
 
 Name Enabled Text
 
 membershipRadioButton false &Membership
 
 personalTrainingRadioButton
 
 Name Enabled Text
 
 personalTrainingRadioButton false Personal &Training
 
 departmentPictureBox
 
 Image Visible
 
 (none) false
 
 imageVisibleCheckBox
 
 Name Text Visible Checked
 
 imageVisibleCheckBox Image &Visible false false
 
 Hint: Do not change the name of labels not referenced in code.
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 welcomeRichTextBox
 
 Text Multiline Visible
 
 welcomeRichTextBox true false
 
 promotionsTextBox
 
 Name BorderStyle TabStop Visible
 
 promotionsTextBox FixedSingle false false
 
 signInButton
 
 Name Text
 
 signInButton &Sign In
 
 printButton
 
 Name Text
 
 printButton &Print
 
 exitButton
 
 Name Text
 
 exitButton E&xit
 
 Plan the Event-Handling Methods You will need event handlers for each button, radio button, and check box. Method
 
 Actions—Pseudocode
 
 signInButton_Click
 
 Display a welcome in the welcomeRichTextBox concatenating the member name and number. Set the sign-in controls Visible  false. Set the promotions and welcome Visible  true. Display the image and the image visible check box. Enable the radio buttons.
 
 printButton_Click
 
 Set the PrintAction to PrintToPreview. Print the form.
 
 exitButton_Click
 
 End the project.
 
 clothingRadioButton_CheckedChanged
 
 Set the image and promotion for the clothing department.
 
 equipmentRadioButton_CheckedChanged
 
 Set the image and promotion for the equipment department.
 
 juiceBarRadioButton_CheckedChanged
 
 Set the image and promotion for the juice bar.
 
 membershipRadioButton_CheckedChanged
 
 Set the image and promotion for the membership department.
 
 personalTrainingRadioButton_CheckedChanged
 
 Set the image and promotion for the personal training department.
 
 imageVisibleCheckBox_CheckedChanged
 
 Make picture box visibility match that of check box.
 
 Write the Project Follow the sketch in Figure 2.25 to create the form. Figure 2.26 shows the completed form. •
 
 Set the properties of each object, as you have planned. Make sure to set the tab order of the controls.
 
 •
 
 Working from the pseudocode, write each event-handling method.
 
 •
 
 When you complete the code, thoroughly test the project. Make sure to select every department, with the image check box both selected and not selected.
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 Figure
 
 2.26
 
 The form for the hands-on programming example.
 
 The Project Coding Solution /* * Project: * Programmer: * Date: * Description: * */ using using using using using using using
 
 Ch02HandsOn Bradley/Millspaugh Jan 2009 Allow the user to sign in and display current sales promotions.
 
 System; System.Collections.Generic; System.ComponentModel; System.Data; System.Drawing; System.Text; System.Windows.Forms;
 
 namespace Ch02HandsOn { public partial class PromotionForm : Form { public PromotionForm() { InitializeComponent(); } private void signInButton_Click(object sender, EventArgs e) { // Display the specials, set the visibility of the controls. welcomeRichTextBox.Text = "Welcome Member #" + memberIDMaskedTextBox.Text + Environment.NewLine + nameTextBox.Text;
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 // Set visibility properties. memberIDLabel.Visible = false; memberIDMaskedTextBox.Visible = false; nameLabel.Visible = false; nameTextBox.Visible = false; welcomeRichTextBox.Visible = true; promotionsTextBox.Visible = true; imageVisibleCheckBox.Visible = true; departmentPictureBox.Visible = true; // Enable the radio buttons. departmentGroupBox.Enabled = true; } private void printButton_Click(object sender, EventArgs e) { // Print the form as a print preview. printForm1.PrintAction = System.Drawing.Printing.PrintAction.PrintToPreview; printForm1.Print(); } private void exitButton_Click(object sender, EventArgs e) { // End the project. this.Close(); } private void clothingRadioButton_CheckedChanged(object sender, EventArgs e) { // Display the clothing image and show the special. departmentPictureBox.Image = Ch02HandsOn.Properties.Resources.GymClothing; promotionsTextBox.Text = "30% off clearance items."; } private void equipmentRadioButton_CheckedChanged(object sender, EventArgs e) { // Display the equipment image and show the special. departmentPictureBox.Image = Ch02HandsOn.Properties.Resources.GymEquipment2; promotionsTextBox.Text = "25% off all equipment."; } private void juiceBarRadioButton_CheckedChanged(object sender, EventArgs e) { // Display the juice bar image and show the special. departmentPictureBox.Image = Ch02HandsOn.Properties.Resources.JuiceBar2; promotionsTextBox.Text = "Free serving of WheatBerry Shake."; }
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 private void membershipRadioButton_CheckedChanged(object sender, EventArgs e) { // Display the membership image and show the special. departmentPictureBox.Image = Ch02HandsOn.Properties.Resources.Fitness1; promotionsTextBox.Text = "Free Personal Trainer for 1st month."; } private void personalTrainingRadioButton_CheckedChanged(object sender, EventArgs e) { // Display the personal training image and show the special. departmentPictureBox.Image = Ch02HandsOn.Properties.Resources.PersonalTrainer; promotionsTextBox.Text = "3 free sessions with membership renewal."; } private void imageVisibleCheckBox_CheckedChanged(object sender, EventArgs e) { // Set the visibility of the department image. departmentPictureBox.Visible = imageVisibleCheckBox.Checked; } } }
 
 Good Programming Habits 1. Always test the tab order on your forms. Fix it if necessary by changing the TabIndex properties of the controls. 2. Provide visual separation for input fields and output fields and always make it clear to the user which are which. 3. Make sure that your forms can be navigated and entered from the keyboard. Always set a default button (AcceptButton property) for every form. 4. To make a label maintain its size regardless of the value of the Text property, set AutoSize to false. 5. To make the text in a text box right justified or centered, set the TextAlign property. 6. You can use the Checked property of a check box to set other properties that must be true or false.
 
 Summary 1. Text boxes are used primarily for user input. The Text property holds the value input by the user. You also can assign a literal to the Text property during design time or run time. 2. A MaskedTextBox has a Mask property that allows you to specify the data type and format of the input data.
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 C
 
 H
 
 A
 
 P
 
 T
 
 2. User Interface Design
 
 E
 
 R
 
 Text
 
 2
 
 3. A RichTextBox is a specialized text box that allows additional formatting to the text. 4. Both text boxes and rich text boxes have Multiline and WordWrap properties that can allow a long Text property to wrap to multiple lines. The text will wrap to the width of the control, which must be tall enough to display multiple lines. A NewLine character can be included in the text to specify the location to split the line. 5. Group boxes are used as containers for other controls and to group like items on a form. 6. Check boxes and radio buttons allow the user to make choices. In a group of radio buttons, only one can be selected; but in a group of check boxes, any number of the boxes may be selected. 7. The current state of check boxes and radio buttons is stored in the Checked property; the CheckedChanged event occurs when the user clicks on one of the controls. 8. Picture box controls hold a graphic, which is assigned to the Image property. Set the SizeMode property to StretchImage to make the image resize to fit the control. 9. The Resources tab of the Project Designer can be used to add, remove, and rename images in the project Resources folder. 10. The BorderStyle property of many controls can be set to None, FixedSingle, or Fixed3D, to determine whether the control appears flat or three-dimensional. 11. Forms and controls can display images from the project’s resources. Use the form’s BackgroundImage property and a control’s Image property. 12. To create a line on a form, you can use a Label control or use the new LineShape control included in the Power Packs. 13. You can select multiple controls and treat them as a group, including setting common properties at once, moving them, or aligning them. 14. Make your programs easier to use by following Windows standard guidelines for colors, control size and placement, access keys, Accept and Cancel buttons, and tab order. 15. Define keyboard access keys by including an ampersand (&) in the Text property of buttons, radio buttons, check boxes, and labels. Use a double ampersand (&&) when you want an ampersand to actually display. 16. Set the AcceptButton property of the form to the desired button so that the user can press Enter to select the button. If you set the form’s CancelButton property to a button, that button will be selected when the user presses the Esc key. 17. The focus moves from control to control as the user presses the Tab key. The sequence for tabbing is determined by the TabIndex properties of the controls. The Tab key stops only on controls that have their TabStop property set to true and are enabled. 18. Set the form’s location on the screen by setting the StartPosition property. 19. Add a ToolTip control to a form and then set the ToolTip on toolTip1 property of a control to make a ToolTip appear when the user pauses the mouse pointer over the control. You can set properties of the ToolTip component to modify the background, foreground, shape, and an icon for the ToolTips. 20. Clear the Text property of a text box or a label by setting it to an empty string. Text boxes also can be cleared using the Clear method. 21. To make a control have the focus, which makes it the active control, use the Focus method. Using the Focus method of a text box makes the insertion point appear in the text box. You cannot set the focus to a disabled control.
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 22. You can set the Checked property of a radio button or check box at run time and also set the Visible property of controls in code. 23. Controls can be disabled by setting the Enabled property to false. 24. Change the color of text in a control by changing its ForeColor property. 25. You can use the color constants to change colors during run time. 26. Joining two strings of text is called concatenation and is accomplished by placing a plus sign between the two elements. 27. You can download and use PowerPack controls for LineShape, OvalShape, RectangleShape, and a PrintForm component.
 
 Key
 
 Terms
 
 AcceptButton property 82 access key 81 BorderStyle property 77 CancelButton property 83 check box 73 Checked property 73 color constant 90 component tray 85 concatenation 92 container 72 empty string 87 Enabled property 89 focus 83 Focus method 88 ForeColor property 90 GroupBox 72 Image property 74 MaskedTextBox 70 Multiline property 71
 
 Review
 
 NewLine character 72 PictureBox control 74 Project Designer 76 radio button 73 RichTextBox 70 Select Resource dialog box 74 SizeMode property 75 StartPosition property 84 StretchImage 75 TabIndex property 83 TabStop property 83 text box 68 Text property 69 TextAlign property 69 ToolTip 85 ToolTip component 85 ToolTip on toolTip1 property 85 Visible property 75 WordWrap property 71
 
 Questions
 
 1. You can display program output in a text box or a label. When should you use a text box? When is a label appropriate? 2. What would be the advantage of using a masked text box rather than a text box? 3. When would it be appropriate to use a rich text box instead of a text box? 4. What properties of a TextBox and RichTextBox must be set to allow a long Text property to wrap to multiple lines? 5. How does the behavior of radio buttons differ from the behavior of check boxes? 6. If you want two groups of radio buttons on a form, how can you make the groups operate independently? 7. Explain how to make a graphic appear in a picture box control. 8. Describe how to select several labels and set them all to 12-point font size at once.
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 9. What is the purpose of keyboard access keys? How can you define them in your project? How do they operate at run time? 10. Explain the purpose of the AcceptButton and CancelButton properties of the form. Give an example of a good use for each. 11. What is the focus? How can you control which object has the focus? 12. Assume you are testing your project and don’t like the initial position of the insertion point. Explain how to make the insertion point appear in a different text box when the program begins. 13. During program execution, you want to return the insertion point to a text box called addressTextBox. What statement will you use to make that happen? 14. What is a ToolTip? How can you make a ToolTip appear? 15. What statements will clear the current contents of a text box and a label? 16. What is concatenation and when would it be useful?
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 Exercises
 
 Graphics Files: The StudentData folder, which is available on the text Web site (www.mhhe.com/csharp2008), holds many graphic files. You also can use any graphics that you have available or find on the Web. 2.1 Create a project for the Pamper Your Soles Shoe Sales catalog. Allow the user to select either women’s or men’s shoes. Have a group box for each, which contains radio buttons for shoe styles. The styles for women are dress shoes, running shoes, boots, and sandals. Men’s styles are dress shoes, work boots, western boots, tennis shoes, and sandals. (Hint: When the user selects the radio button for women’s shoes, make the group box of women’s styles visible; the radio button for men’s shoes displays the men’s styles.) Download two appropriate pictures from the Web for each style and give a name to the style. Display the name of the style in a text box below the image for the shoes along with the category. For example, the Cinderellastyle heels should display the concatenated style: “Women’s Dress Shoe Cinderella”. Include an Exit button that is set as both the Cancel and Accept buttons of the form. A Clear button should set the user interface to display only a logo and the options for Men’s or Women’s shoes. A Print button should send the form to the Print Preview window. Use keyboard access keys and include ToolTips. 2.2 Write a project to display the flags of four different countries, depending on the setting of the radio buttons. In addition, display the name of the country in the large label under the flag picture box. The user also can choose to display or hide the form’s title, the country name, and the name of the programmer. Use check boxes for the display/hide choices. Include keyboard access keys for all radio buttons, check boxes, and buttons. Make the Exit button the Cancel button. Include a Print button and ToolTips. You can choose the countries and flags. (The StudentData\Images\ MicrosoftIcons folder holds flag icons for four countries, which you can use if you wish.)
 
 112
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 104
 
 2. User Interface Design
 
 © The McGraw−Hill Companies, 2010
 
 Text
 
 V
 
 I
 
 S
 
 U
 
 A
 
 L
 
 C#
 
 Hints: When a project begins running, the focus goes to the control with the lowest TabIndex. Because that control likely is a radio button, one button will appear selected. You must either display the first flag to match the radio button or make the focus begin in a different control. You might consider beginning the focus on a button. Set the Visible property of a control to the Checked property of the corresponding check box. That way when the check box is selected, the control becomes visible. Because all three selectable controls will be visible when the project begins, set the Checked property of the three check boxes to true at design time. 2.3 Write a project to display a weather report for a Sporting Goods Store. The user will input his or her name in a text box and can choose one of the radio buttons for the weather—rain, snow, cloudy, and sunny. Display an image and a message. The message should give the weather report in words and include the person’s name (taken from the text box at the top of the form). For example, if the user chooses the Sunny button, you might display “It looks like a good day for golf, John” (assuming that the user entered John in the text box). Include keyboard access keys for the buttons and radio buttons. Make the Exit button the Cancel button and include a Print button and ToolTips. Note: The StudentData\Images\MicrosoftIcons folder has icon files that you can use, if you wish. Available are Cloud.ico, Rain.ico, Snow.ico, and Sun.ico. 2.4 BratPack BackPacks needs an application to display products. The categories are school bags, sling backpacks, daypacks, weekend hiking backpacks, and cycling backpacks. When the user selects a category, display an image of the appropriate style. Include a Print button, a Clear button, and an Exit button. 2.5 Create a project that allows the user to input name and address information and then display the lines of output for a mailing label in a rich text box. Use text boxes for entry of the first name, last name, street address, city, and state, and a masked text box for the ZIP code. Give meaningful names to the text boxes and set the initial Text properties to blank. Add appropriate labels to each text box to tell the user which data will be entered into each box and also provide ToolTips. Use buttons for Display Label Info, Clear, Print, and Exit. Make the Display button the Accept button and the Clear button the Cancel button. When the user clicks on the Display Label Info button, display the following in a rich text box: Line 1—The first name and last name concatenated together, with a space between the two. Line 2—The street address. Line 3—The city, state, and ZIP code concatenated together. (Make sure to concatenate a comma and a space between the city and state, using "," and two spaces between the state and ZIP code.)
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 Case Studies Custom Supplies Mail Order Design and code a project that displays shipping information. Use an appropriate image in a picture box in the upper-left corner of the form. Use text boxes with identifying labels for Catalog Code, Page Number, and Part Number. Use two groups of radio buttons on the form; enclose each group in a group box. The first group box should have a Text property of Shipping and contain radio buttons for Express and Ground. Make the second group box have a Text property of Payment Type and include radio buttons for Charge, COD, and Money Order. Use a check box for New Customer.
 
 Create a group box for Order Summary. The group box will contain a rich text box to display the catalog information and labels for the other details. Have a new customer label that is visible when the box is checked. Display the shipping method and payment type in labels when a radio button is selected. Add buttons for Display Catalog Information, Clear, Print, and Exit. Make the Display Catalog Information button the Accept button and the Clear button the Cancel button. The Display Catalog Information button should display the Catalog Code, page number, and part number in a text box. Add ToolTips as appropriate.
 
 Christopher’s Car Center Modify the project from the Chapter 1 Car Center case study, replacing the buttons with images in picture boxes. (See “Copy and Move Projects” in Appendix C for help in making a copy of the Chapter 1 project to use for this project.) Above each picture box, place a label that indicates which department or command the graphic represents. A click on a picture box will produce the appropriate information in the special notices label. Add an image in a picture box that clears the special notices label. Include a ToolTip for each picture box to help the user understand the purpose of the graphic. Add radio buttons that will allow the user to view the special notices label in different colors.
 
 Include a check box labeled Hours. When the check box is selected, a new label will display the message “Open 24 Hours—7 days a week”. Include a Print button that displays the form in the Print Preview window. Department/Command
 
 Suggested Image for Picture box (Available in Images\MicrosoftIcons)
 
 Auto Sales
 
 Cars.ico
 
 Service Center
 
 Wrench.ico
 
 Detail Shop
 
 Water.ico
 
 Employment Opportunities
 
 Mail12.ico
 
 Exit
 
 Msgbox01.ico
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 User Interface Design
 
 Xtreme Cinema Design and code a project that displays the location of videos using radio buttons. Use a radio button for each of the movie categories and a label to display the aisle number. A check box will allow the user to display or hide a message for members. When the check box is selected, a message stating “All Members Receive a 10% Discount” will appear. Include buttons (with keyboard access keys) for Clear, Print, and Exit. The Clear button should be set as the Accept button and the Exit as the Cancel button. Place a label on the form in a 24-point font that reads Xtreme Cinema. Use a line to separate the label from the rest of the user interface. Include an image in a picture box.
 
 Radio Button
 
 Location
 
 Comedy
 
 Aisle 1
 
 Drama
 
 Aisle 2
 
 Action
 
 Aisle 3
 
 Sci-Fi
 
 Aisle 4
 
 Horror
 
 Aisle 5
 
 New Releases
 
 Back wall
 
 Cool Boards Create a project to display an advertising screen for Cool Boards. Include the company name, programmer name, a slogan (use “The very best in boards” or make up your own slogan), and a graphic image for a logo. You may use the graphic Skateboard.gif from StudentData\Images or use one of your own. Allow the user to select the color for the slogan text using radio buttons. Additionally, the user may choose to display or hide the company name, the slogan, and the logo. Use check boxes for the display options so that the user can select each option independently. Include keyboard access keys for the radio buttons and the buttons. Make the Exit button the Cancel
 
 button; the Print button should display the form in the Print Preview window. Create ToolTips for the company name (“Our company name”), the slogan (“Our slogan”), and the logo (“Our logo”). When the project begins execution, the slogan text should be red and the Red radio button selected. When the user selects a new color, change the color of the slogan text to match. Each of the check boxes must appear selected initially, since the company name, slogan, logo, and programmer name display when the form appears. Each time the user selects or deselects a check box, make the corresponding item display or hide. Make the form appear in the center of the screen.
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 try { C Convert H A input P T values E R to numeric and assign // quantityInteger = int.Parse(quantityTextBox.T try { priceDecimal = decimal.Parse(priceTextBox // Calculate values. extendedPriceDecimal = quantityInteger * discountDecimal = Decimal.Round( (extendedPriceDecimal * DISCOUNT_RATE_ amountDueDecimal = extendedPriceDecimal totalAmountDecimal += amountDueDecimal; numberTransactionsInteger++; // Format and display answers. extendedPriceTextBox.Text = extendedPrice
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 Variables, Constants, and Calculations
 
 at the completion of this chapter, you will be able to . . . 1. Distinguish between variables, constants, and controls. 2. Differentiate among the various data types. 3. Apply naming conventions incorporating standards and indicating the data type. 4. Declare variables and constants. 5. Select the appropriate scope for a variable. 6. Convert text input to numeric values. 7. Perform calculations using variables and constants. 8. Convert between numeric data types using implicit and explicit conversions. 9. Round decimal values using the decimal.Round method. 10. Format values for output using the ToString method. 11. Use try/catch blocks for error handling. 12. Display message boxes with error messages. 13. Accumulate sums and generate counts.
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 In this chapter you will learn to do calculations. You will start with text values input by the user, convert them to numeric values, and perform calculations on them. You also learn to format the results of your calculations and display them for the user. Although the calculations themselves are quite simple (addition, subtraction, multiplication, and division), there are some important issues to discuss first. You must learn about variables and constants, the various types of data used by Visual C#, and how and where to declare variables and constants. Variables are declared differently, depending on where you want to use them and how long you need to retain their values. The code below is a small preview to show the calculation of the product of two text boxes. The first group of statements declares the variables and their data types. The second group of statements converts the text box contents to numeric and places the values into the variables. The last line performs the multiplication and places the result into a variable. The following sections of this chapter describe how to set up your code for calculations. // Declare the variables. int quantityInteger; decimal priceDecimal, extendedPriceDecimal; // Convert input text to numeric and assign values to variables. quantityInteger = int.Parse(quantityTextBox.Text); priceDecimal = decimal.Parse(priceTextBox.Text); // Calculate the product. extendedPriceDecimal = quantityInteger * priceDecimal;
 
 Data—Variables and Constants So far, all data you have used in your projects have been properties of objects. You have worked with the Text property of text boxes and labels. Now you will work with values that are not properties. C# allows you to set up locations in memory and give each location a name. You can visualize each memory location as a scratch pad; the contents of the scratch pad can change as the need arises. In this example, the memory location is called maximumInteger.
 
 maximumInteger = 100;
 
 maximumInteger 100
 
 After executing this statement, the value of maximumInteger is 100. You can change the value of maximumInteger, use it in calculations, or display it in a control. In the preceding example, the memory location called maximumInteger is a variable. Memory locations that hold data that can be changed during project execution are called variables; locations that hold data that cannot change during execution are called constants. For example, the customer’s name will vary as the information for each individual is processed. However, the name of the company and the sales tax rate will remain the same (at least for that day). When you declare a variable or a named constant, C# reserves an area of memory and assigns it a name, called an identifier. You specify identifier names according to the rules of C# as well as some recommended naming conventions.
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 The declaration statements establish your project’s variables and constants, give them names, and specify the type of data they will hold. The statements are not considered executable; that is, they are not executed in the flow of instructions during program execution. An exception to this rule occurs when you initialize a variable on the same line as the declaration. Here are some sample declaration statements: // Declare a string variable. string nameString; // Declare integer variables. int counterInteger; int maxInteger = 100; // Declare a named constant. const decimal DISCOUNT_RATE_Decimal = .15M;
 
 The next few sections describe the data types, the rules for naming variables and constants, and the format of the declarations.
 
 Data Types The data type of a variable or constant indicates what type of information will be stored in the allocated memory space: perhaps a name, a dollar amount, a date, or a total. You can think of the data types in C# as classes, and the variables as objects of the class. Table 3.1 shows the data types. The C# Data Types, .NET Common Language Runtime (CLR) Data Types, the Kind of Data Each Type Holds, and the Amount of Memory Allocated for Each.
 
 Ta b l e
 
 3.1
 
 C# Data Type
 
 .NET Common Language Runtime (CLR) Data Type
 
 Use for
 
 Storage size in bytes
 
 bool
 
 Boolean
 
 true or false values
 
 2
 
 byte
 
 Byte
 
 0 to 255, binary data
 
 1
 
 char
 
 Char
 
 Single Unicode character
 
 2
 
 DateTime
 
 DateTime
 
 1/1/0001 00:00:00 through 12/31/9999 23:59:59
 
 8
 
 decimal
 
 Decimal
 
 Decimal fractions, such as dollars and cents, with a precision of 28 digits
 
 16
 
 float
 
 Single
 
 Single-precision floating-point numbers with six digits of accuracy
 
 4
 
 double
 
 Double
 
 Double-precision floating-point numbers with 14 digits of accuracy
 
 8
 
 short
 
 Int16
 
 Small integer in the range −32,768 to +32,767
 
 2
 
 int
 
 Int32
 
 Whole numbers in the range −2,147,483,648 to +2,147,483,647
 
 4
 
 long
 
 Int64
 
 Larger whole numbers
 
 8
 
 string
 
 String
 
 Alphanumeric data: letters, digits, and other characters
 
 varies
 
 object
 
 Object
 
 Any type of data
 
 4
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 Note: Generally you will use the C# data types, but for some conversion methods, you must use the corresponding CLR data type. Note that C# has unsigned integral fields—uint, ushort, and ulong—and a signed byte data type: sbyte. The most common types of variables and constants we will use are string, int, and decimal. When deciding which data type to use, follow this guideline: If the data will be used in a calculation, then it must be numeric (usually int or decimal); if it is not used in a calculation, it will be string. Use decimal as the data type for any decimal fractions in business applications; float and double data types are generally used in scientific applications. Consider the following examples: Contents
 
 Data type
 
 Reason
 
 Social security number
 
 string
 
 Not used in a calculation.
 
 Pay rate
 
 decimal
 
 Used in a calculation; contains a decimal point.
 
 Hours worked
 
 decimal
 
 Used in a calculation; may contain a decimal point. (Decimal can be used for any decimal fraction, not just dollars.)
 
 Phone number
 
 string
 
 Not used in a calculation.
 
 Quantity
 
 int
 
 Used in calculations; contains a whole number.
 
 Naming Rules A programmer has to name (identify) the variables and named constants that will be used in a project. C# requires identifiers for variables and named constants to follow these rules: names may consist of letters, digits, and underscores; they must begin with a letter or underscore; they cannot contain any spaces or periods; and they may not be reserved words. (Reserved words, also called keywords, are words to which C# has assigned some meaning, such as print, name, and value.) Identifiers in C# are case sensitive. Therefore, the names sumInteger, SumInteger, suminteger, and SUMINTEGER all refer to different variables.
 
 Naming Conventions When naming variables and constants, you must follow the rules of C#. In addition, you should follow some naming conventions. Conventions are the guidelines that separate good names from bad (or not so good) names. The meaning and use of all identifiers should always be clear. Just as we established conventions for naming objects in Chapter 1, in this chapter we adopt conventions for naming variables and constants. The following conventions are widely used in the programming industry: 1. Identifiers must be meaningful. Choose a name that clearly indicates its purpose. Do not abbreviate unless the meaning is obvious and do not use very short identifiers, such as X or Y. 2. Include the class (data type) of the variable.
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 3. Begin with a lowercase letter and then capitalize each successive word of the name. Always use mixed case for variables; uppercase for constants. Sample Identifiers Field of data
 
 Possible identifier
 
 Social security number
 
 socialSecurityNumberString
 
 Pay rate
 
 payRateDecimal
 
 Hours worked
 
 hoursWorkedDecimal
 
 Phone number
 
 phoneNumberString
 
 Quantity
 
 quantityInteger
 
 Tax rate (constant)
 
 TAX_RATE_Decimal
 
 Quota (constant)
 
 QUOTA_Integer
 
 Population
 
 populationLong
 
 ➤ Feedback 3.1
 
 Indicate whether each of the following identifiers conforms to the rules of C# and to the naming conventions. If the identifier is invalid, give the reason. Remember, the answers to Feedback questions are found in Appendix A. 1. 2. 3. 4. 5. 6.
 
 omitted #SoldInteger Number Sold Integer Number.Sold.Integer amount$Decimal class
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 7. 8. 9. 10. 11. 12.
 
 subString Text maximum minimumRate maximumCheckDecimal companyNameString
 
 Constants: Named and Intrinsic Constants provide a way to use words to describe a value that doesn’t change. In Chapter 2 you used the Visual Studio constants Color.Blue, Color.Red, Color.Yellow, and so on. Those constants are built into the environment and called intrinsic constants; you don’t need to define them anywhere. The constants that you define for yourself are called named constants. Named Constants You declare named constants using the keyword const. You give the constant a name, a data type, and a value. Once a value is declared as a constant, its value cannot be changed during the execution of the project. The data type that you declare and the data type of the value must match. For example, if you declare an integer constant, you must give it an integer value. You will find two important advantages to using named constants rather than the actual values in code. The code is easier to read; for example, seeing the identifier MAXIMUM_PAY_Decimal is more meaningful than seeing a
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 number such as 1000. In addition, if you need to change the value at a later time, you need to change the constant declaration only once; you do not have to change every reference to it throughout the code. const Statement—General Form General Form
 
 const Datatype Identifier = Value;
 
 Naming conventions for constants require that you include the data type in the name. Use all uppercase for the name with individual words separated by underscores. This example sets the company name, address, and the sales tax rate as constants: const Statement—Examples Examples
 
 const string COMPANY_NAME_String = "R 'n R -- for Reading 'n Refreshment"; const string COMPANY_ADDRESS_String = "101 S. Main Street"; const decimal SALES_TAX_RATE_Decimal = .08m;
 
 Assigning Values to Constants The values you assign to constants must follow certain rules. You have already seen that a text (string) value must be enclosed in quotation marks; numeric values are not enclosed. However, you must be aware of some additional rules. Numeric constants may contain only the digits (0–9), a decimal point, and a sign (+ or −) at the left side. You cannot include a comma, dollar sign, any other special characters, or a sign at the right side. You can declare the data type of numeric constants by appending a type-declaration character. If you do not append a type-declaration character to a numeric constant, any whole number is assumed to be integer and any fractional value is assumed to be double. The type-declaration characters are decimal double long short float
 
 M or m D or d L or l S or s F or f
 
 String literals (also called string constants) may contain letters, digits, and special characters such as $#@%&*. You will have a problem when you want to include quotation marks inside a string literal since quotation marks enclose the literal. The solution is to precede the quotation mark with a backslash (\), which specifies that the character following should be rendered as is. Example "He said, \"I like it.\" "
 
 produces this string: He said, "I like it."
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 You can use two backslashes when you need to include a backslash in a string literal. The first backslash specifies that you want the following character rendered as it appears. Example string filePathString = "C:\\PersonalDocuments\\PersonalLetter";
 
 Although you can use numeric digits inside a string literal, remember that these numbers are text and cannot be used for calculations. The string values are referred to as string literals because they contain exactly (literally) whatever is inside the quotation marks. (Remember that the backslash is a special escape character, so, after the assignment above, filePathString contains "C:\PersonalDocuments\PersonalLetter".) Another technique for including a backslash character in a string literal is to place an at sign (@) in front of the string literal, which tells the compiler to use the characters exactly as typed. The following example places the same string into filePathString as the above example: string filePathString = @"C:\PersonalDocuments\PersonalLetter";
 
 The following table lists example constants. Data type
 
 Constant value example
 
 int
 
 5 125 2170 2000 −100 12345678
 
 float
 
 101.25f −5.0f
 
 decimal
 
 850.50m −100m
 
 double
 
 52875.8 52875.8d −52875.8d
 
 long
 
 134257987l −8250758L
 
 string literals
 
 "Visual C#" "ABC Incorporated" "1415 J Street" "102" "She said \"Hello.\""
 
 Intrinsic Constants Intrinsic constants are system-defined constants. Many sets of intrinsic constants are declared in system class libraries and are available for use in your C# programs. For example, the color constants that you used in Chapter 2 are intrinsic constants.
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 You must specify the class name or group name as well as the constant name when you use intrinsic constants. For example, Color.Red is the constant “Red” in the class “Color.” Later in this chapter, you will learn to use constants from the MessageBox class for displaying message boxes to the user.
 
 Declaring Variables You declare a variable by specifying the data type followed by an identifier. You also can assign an initial value to the variable. Later in this chapter, you will learn to declare variables using the public or private statement. Declaration Statements—General Form General Form
 
 datatype identifier; datatype identifier = LiteralOfCorrectType; public | private datatype identifier;
 
 Declaration Statement—Examples Examples
 
 string customerNameString; string customerNameString = "None"; private int totalSoldInteger; int totalSoldInteger = 0; float temperatureFloat; float temperatureFloat = 32f; decimal priceDecimal; private decimal priceDecimal = 99.95m;
 
 You also can declare several variables in one statement; the data type named at the beginning of the statement applies to all of the variables. Separate the variable names with commas and place a semicolon at the end of the statement. Here are some sample declarations:
 
 TIP Rename a variable or control using refactoring. Right-click on the name and choose Refactor / Rename
 
 string nameString, addressString, phoneString; decimal priceDecimal, totalDecimal; int countInteger = 0, totalInteger = 0;
 
 Initializing Numeric Variables Numeric variables must be assigned a value before they can be used. In other words, the variable must appear on the left side of an equal sign (an assignment) before it can be used on the right side of an equal sign. You can initialize a variable when you declare it: int quantityInteger = 0;
 
 Or you can declare it without an initial value and assign the value later: int quantityInteger; quantityInteger = int.Parse(quantityTextBox.Text);
 
 from the context menu. Enter a new name and the identifier will be changed everywhere it occurs. ■
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 The preceding example also could be declared and initialized with this statement: int quantityInteger = int.Parse(quantityTextBox.Text);
 
 If you refer to a variable without first assigning it a value, the compiler will generate an error message. int quantityInteger; totalInteger = quantityInteger; // Generates a compiler error.
 
 Note: Later in this chapter, you will learn about class-level variables, which do not require initialization because C# initializes them automatically. See “Scope and Lifetime of Variables.” Entering Declaration Statements The IntelliSense feature helps you enter declaration statements. After you type the first letter, a list pops up (Figure 3.1). This list shows the possible entries for data type to complete the statement. The easiest way to complete the statement is to begin typing the correct entry; the list automatically scrolls to the correct section (Figure 3.2). When the correct entry is highlighted, press Enter, Tab, or the spacebar to select the entry, or double-click if you prefer using the mouse. Figure
 
 3.1
 
 As soon as you begin typing on a line, IntelliSense pops up. You can make a selection from the list with your mouse or the keyboard.
 
 Figure
 
 3.2
 
 Type the first few characters of the data type and the IntelliSense list quickly scrolls to the correct section. When the correct word is highlighted, press Enter, Tab, or the spacebar to select the entry.
 
 Note: Some people find the IntelliSense feature annoying rather than helpful. You can turn off the feature by selecting Tools / Options. In the Options dialog box, choose Text Editor / C# / General; deselect Auto list members and
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 Parameter information. If you are using the C# Express Edition, you Show all settings in the Options dialog box to make the selections.
 
 C#
 
 must select
 
 ➤ Feedback 3.2
 
 Write a declaration for the following situations; make up appropriate variable identifiers. 1. You need variables for payroll processing to store the following: (a) Number of hours, which can hold a decimal value. (b) Employee’s name. (c) Department number (not used in calculations). 2. You need variables for inventory control to store the following: (a) Integer quantity. (b) Description of the item. (c) Part number. (d) Cost. (e) Selling price.
 
 Scope and Lifetime of Variables A variable may exist and be visible for all classes in a project, a single class, a single form (which is a class), a single method in a class, or inside a single block in a method. The visibility of a variable is referred to as its scope. Visibility really means “this variable can be used or ‘seen’ in this location.” The scope is said to be namespace, class level, local, or block. A namespace variable may be used in all methods of the namespace, which is generally the entire project. Class-level variables are accessible in all methods of a form or other class. A local variable may be used only within the method in which it is declared, and a block variable is used only within a block of code inside a method. A block is defined as the code enclosed in curly braces. You declare the scope of a variable by choosing where to declare it. Note: Some programming languages and some programmers refer to namespace variables as global variables. Variable Lifetime When you create a variable, you must be aware of its lifetime. The lifetime of a variable is the period of time that the variable exists. The lifetime of a local or block variable is normally one execution of a method. For example, each time you execute a method, the local declarations are executed. Each variable is created as a “fresh” new one, with the initial value that you assign for it. When the method finishes, its variables disappear; that is, their memory locations are released. The lifetime of a class-level variable is the entire time the class is loaded, generally the lifetime of the entire project. If you want to maintain the value of a variable for multiple executions of a method, for example, to calculate a
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 running total, you must use a class-level variable (or a variable declared as static, which is discussed in Chapter 12). Local Declarations Any variable that you declare inside a method is local in scope, which means that it is known only to that method. The keywords public and private are not used on local variables. A declaration may appear anywhere inside the method as long as it appears prior to the first use of the variable in a statement. However, good programming practices dictate that all declarations appear at the top of the method, prior to all other code statements (after the comments). // Class-level declarations. private const decimal DISCOUNT_RATE_Decimal = 0.15m; private void calculateButton_Click(object sender, EventArgs e) { // Calculate the price and discount. int quantityInteger; decimal priceDecimal, extendedPriceDecimal, discountDecimal, discountedPriceDecimal; // Convert input values to numeric variables. quantityInteger = int.Parse(quantityTextBox.Text); priceDecimal = decimal.Parse(priceTextBox.Text); // Calculate values. extendedPriceDecimal = quantityInteger * priceDecimal; discountDecimal = decimal.Round((extendedPriceDecimal * DISCOUNT_RATE_Decimal), 2); discountedPriceDecimal = extendedPriceDecimal − discountDecimal;
 
 Notice the private const statement in the preceding example. Although you can declare named constants to be local, block level, class level, or namespace in scope, just as you can variables, good programming practices dictate that constants should be declared at the class level. This technique places all constant declarations at the top of the code and makes them easy to find in case you need to make changes. Class-Level Declarations At times you need to be able to use a variable or constant in more than one method of a form. When you declare a variable or constant as class level, you can use it anywhere in that form’s class. When you write class-level declarations, you can use the public or private keywords or just use the data type. In Chapter 12 you will learn how and why to choose public or private, but good programming practices dictate that you use the private keyword unless you need a variable to be public. Place the declarations for class-level variables and constants after the opening brace for the class, outside of any method. If you wish to accumulate a sum or count items for multiple executions of a method, you should declare the variable at the class level.
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 Figure namespace MyProjectNamespace { public partial class MyProjectForm : ... { declare classVariables declare namedConstants
 
 3.3
 
 The variables you declare inside a method are local. Variables that you declare outside a method are class level.
 
 private calculateButton_Click(...) { declare localVariables ... } private summaryButton_Click(...) { declare localVariables ... } private clearButton_Click(...) { declare localVariables { declare blockLevelVariables } } } }
 
 Figure 3.3 illustrates the locations for coding local variables and classlevel variables. Coding Class-Level Declarations To enter class-level declarations, place the insertion point on a new line after the class declaration and its opening curly brace (Figure 3.4). Declare the variables and constants after the class declaration but before your first method. Figure Code class-level declarations at the top of a class.
 
 Class variables and constants
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 It isn’t necessary to initialize class-level variables, as it is with local variables because C# automatically initializes numeric variables to zero and string variables to an empty string. However, most programmers prefer to initialize all variables themselves. Block-Level and Namespace-Level Declarations You won’t use block-level or namespace-level declarations in this chapter. Block-level variables and constants have a scope of a block of code, i.e. the code contained within a pair of curly braces ({}). These statements are covered later in this text. Namespace-level variables and constants can sometimes be useful when a project has multiple forms and/or classes, but good programming practices exclude the use of namespace-level variables.
 
 ➤ Feedback 3.3
 
 Write the declarations for each of the following situations and indicate where each statement will appear. 1. The total of the payroll that will be needed in a Calculate eventhandling method and in a Summary event-handling method. 2. The sales tax rate that cannot be changed during execution of the program but will be used by multiple methods. 3. The number of participants that are being counted in the Calculate eventhandling method but not displayed until the Summary event-handling method.
 
 Calculations In programming, you can perform calculations with variables, with constants, and with the properties of certain objects. The properties you will use, such as the Text property of a text box or a label, are usually strings of text characters. These character strings, such as “Howdy” or “12345”, cannot be used directly in calculations unless you first convert them to the correct data type.
 
 Converting Strings to a Numeric Data Type You can use a Parse method to convert the Text property of a control to its numeric form before you use the value in a calculation. The class that you use depends on the data type of the variable to which you are assigning the value. For example, to convert text to an integer, use the int.Parse method; to convert to a decimal value, use decimal.Parse. Pass the text string that you want to convert as an argument of the Parse method. // Convert input values to numeric variables. quantityInteger = int.Parse(quantityTextBox.Text); priceDecimal = decimal.Parse(priceTextBox.Text); // Calculate the extended price. extendedPriceDecimal = quantityInteger * priceDecimal;
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 In the preceding example, the String value from the quantityTextBox.Text property is converted into an int data type and the string from priceTextBox.Text is converted into a decimal data type. Using the Parse Methods As you know, objects have methods that perform actions, such as the Focus method for a text box. The data types that you use to declare variables are classes, which have properties and methods. Each of the numeric data type classes has a Parse method, which you will use to convert text strings into the correct numeric value for that type. The decimal class has a Parse method that converts the value inside the parentheses to a decimal value while the int class has a Parse method to convert the value to an integer. The Parse Methods—General Form General Form
 
 // Convert to int. int.Parse(StringToConvert); // Convert to decimal. decimal.Parse(StringToConvert);
 
 The expression you wish to convert can be the property of a control, a string variable, or a string constant. The Parse method returns (produces) a value that can be used as a part of a statement, such as the assignment statements in the following examples. The Parse Methods—Examples Examples
 
 quantityInteger = int.Parse(quantityTextBox.Text); priceDecimal = decimal.Parse(priceTextBox.Text); wholeNumberInteger = int.Parse(digitString);
 
 The Parse methods examine the value stored in the argument and attempt to convert it to a number in a process called parsing, which means to pick apart, character by character, and convert to another format. When a Parse method encounters a value that it cannot parse to a number, such as a blank or nonnumeric character, an error occurs. You will learn how to avoid those errors later in this chapter in the section titled “Handling Exceptions.” You will use the int.Parse and decimal.Parse methods for most of your programs. But in case you need to convert to long, float, or double, C# also has a Parse method for each of those data type classes. Converting to String When you assign a value to a variable, you must take care to assign like types. For example, you assign an integer value to an int variable and a decimal value to a decimal variable. Any value that you assign to a string variable or the Text property of a control must be string. You can convert any of the numeric data
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 types to a string value using the ToString method. Later in this chapter, you will learn to format numbers for output using parameters of the ToString method. Note: The rule about assigning only like types has some exceptions. See “Implicit Conversions” later in this chapter. Examples resultTextBox.Text = resultDecimal.ToString(); countTextBox.Text = countInteger.ToString(); idString = idInteger.ToString();
 
 Arithmetic Operations The arithmetic operations you can perform in C# include addition, subtraction, multiplication, division, and modulus. Operator
 
 Operation
 
 +
 
 Addition
 
 −
 
 Subtraction
 
 *
 
 Multiplication
 
 /
 
 Division
 
 %
 
 Modulus—remainder of division
 
 The first four operations are self-explanatory, but you may not be familiar with modulus. Modulus The % operator returns the remainder of a division operation. For example, if totalMinutesInteger = 150, then minutesInteger = totalMinutesInteger % 60;
 
 returns 30 for minutesInteger (150 divided by 60 equals 2 with a remainder of 30). Division The division operator (/) can be used to divide fractional values or integers. The operation depends on the data types of the operands. If at least one of the operands is fractional, the result will be fractional. However, if you divide one integer value by another, C# will truncate (drop) any fractional result and produce an integer result. For example, if minutesInteger = 150, then hoursInteger = minutesInteger / 60;
 
 returns 2 for hoursInteger. But hoursFloat = minutesInteger / 60.0f;
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 returns 2.5 for hoursFloat. Note that if you omit the “f” on the divisor, C# performs integer division and returns 2.0 for hoursFloat. Exponentiation C# does not have an operator for exponentiation; instead, it uses the Pow method of the Math class. You can refer to Appendix B for the Math methods. Additionally, Chapter 5 has an example that uses the Pow method in the section titled “Writing a Method with Multiple Arguments.”
 
 Order of Operations The order in which operations are performed determines the result. Consider the expression 3 + 4 * 2. What is the result? If the addition is done first, the result is 14. However, if the multiplication is done first, the result is 11. The hierarchy of operations, or order of precedence, in arithmetic expressions from highest to lowest is 1. 2. 3. 4.
 
 Any operation inside parentheses. Multiplication and division. Modulus. Addition and subtraction
 
 In the previous example, the multiplication is performed before the addition, yielding a result of 11. To change the order of evaluation, use parentheses. The expression (3 + 4) * 2 will yield 14 as the result. One set of parentheses may be used inside another set. In that case, the parentheses are said to be nested. The following is an example of nested parentheses: ((score1Integer + score2Integer + score3Integer) / 3.0f) * 1.2f
 
 Extra parentheses can always be used for clarity. The expressions 2 * costDecimal * rateDecimal
 
 and (2 * costDecimal) * rateDecimal
 
 are equivalent, but the second is easier to understand. Multiple operations at the same level (such as multiplication and division) are performed from left to right. The example 8 / 4 * 2 yields 4 as its result, not 1. The first operation is 8 / 4, and 2 * 2 is the second. Evaluation of an expression occurs in this order: 1. All operations within parentheses. Multiple operations within the parentheses are performed according to the rules of precedence. 2. All multiplication and division. Multiple operations are performed from left to right. 3. Modulus operations. Multiple operations are performed from left to right. 4. All addition and subtraction are performed from left to right. Although the precedence of operations in C# is the same as in algebra, take note of one important difference: There are no implied operations in C#.
 
 TIP Use extra parentheses to make the precedence clearer. The operation will be easier to understand and the parentheses have no negative effect on execution. ■
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 The following expressions would be valid in mathematics, but they are not valid in C#: Mathematical notation
 
 Equivalent C# function
 
 2A
 
 2 * A
 
 3(X + Y)
 
 3 * (X + Y)
 
 (X + Y)(X − Y)
 
 (X + Y) * (X − Y)
 
 ➤ Feedback 3.4
 
 What will be the result of the following calculations using the order of precedence? Assume that xInteger = 2, yInteger = 4, zInteger = 3 1. 2. 3. 4. 5. 6. 7. 8.
 
 xInteger + yInteger / 2 8 / yInteger / xInteger xInteger * (xInteger + 1) xInteger * xInteger + 1 yInteger * xInteger + zInteger * 2 yInteger * (xInteger + zInteger) * 2 (yInteger * xInteger) + zInteger * 2 ((yInteger * xInteger) + zInteger) * 2
 
 Using Calculations in Code You perform calculations in assignment statements. Recall that whatever appears on the right side of an = (assignment operator) is assigned to the item on the left. The left side may be the property of a control or a variable. It cannot be a constant. Examples averageDecimal = sumDecimal / countInteger; amountDueLabel.Text = (priceDecimal − (priceDecimal * discountRateDecimal)).ToString(); commissionTextBox.Text = (salesTotalDecimal * commissionRateDecimal).ToString();
 
 In the preceding examples, the results of the calculations were assigned to a variable, the Text property of a label, and the Text property of a text box. In most cases, you will assign calculation results to variables or to the Text properties of text boxes or labels. When you assign the result of a calculation to a Text property, place parentheses around the entire calculation and convert the result of the calculation to a string. Assignment Operators In addition to the equal sign (=) as an assignment operator, C# has several operators that can perform a calculation and assign the result as one operation. The combined assignment operators are +=, – =, *=, /=, %=, and += (string). Each of these combined assignment operators is a shortcut for the standard method; you can use the standard (longer) form or the shortcut. The shortcuts
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 allow you to type a variable name only once instead of having to type it on both sides of the equal sign. For example, to add salesDecimal to totalSalesDecimal, the long version is // Accumulate a total. totalSalesDecimal = totalSalesDecimal + salesDecimal;
 
 Instead you can use the shortcut assignment operator: // Accumulate a total. totalSalesDecimal += salesDecimal;
 
 The two statements have the same effect. To subtract 1 from a variable, the long version is // Subtract 1 from a variable. countDownInteger = countDownInteger − 1;
 
 and the shortcut, using the – = operator: // Subtract 1 from a variable. countDownInteger −= 1;
 
 The assignment operators that you will use most often are += and – =. The following are examples of other assignment operators: // Multiply resultInteger by 2 and assign the result to resultInteger. resultInteger *= 2; // Divide sumDecimal by countInteger and assign the result to sumDecimal. sumDecimal /= countInteger; // Concatenate smallString to the end of bigString. bigString += smallString; // If bigString = "Large" and smallString = "Tiny" then // bigString will equal "LargeTiny" after the assignment.
 
 Increment and Decrement Operators C# also has operators that allow you to add 1 or subtract 1 from a number. The increment operator (++) adds 1 to a variable: countInteger++;
 
 The decrement operator (−−) subtracts 1 from the variable: countDownInteger−−;
 
 You can place the increment or decrement operator before the variable, called a prefix notation. If you prefix the operator, the order of calculation changes, which can modify the result if there are multiple operations: resultInteger = 100 − ++countInteger;
 
 means “add 1 to countInteger before subtracting it from 100.”
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 Placing the operator after the variable is called a postfix notation. When you use postfix notation, the increment (or decrement) is performed after other operations: resultInteger = 100 − countInteger++;
 
 subtracts countInteger from 100 before incrementing countInteger.
 
 ➤ Feedback 3.5
 
 1. Write three statements to add 1 to countInteger, using (a) the standard, long version; (b) the assignment operator; and (c) the increment operator. 2. Write two statements to add 5 to countInteger, using (a) the standard, long version and (b) the assignment operator. 3. Write two statements to subtract withdrawalDecimal from balanceDecimal, using (a) the standard, long version and (b) the assignment operator. 4. Write two statements to multiply priceDecimal by countInteger and place the result into priceDecimal. Use (a) the standard, long version and (b) the assignment operator.
 
 Converting between Numeric Data Types In C# you can convert data from one numeric data type to another. Some conversions can be performed implicitly (automatically) and some you must specify explicitly. And some cannot be converted if the value would be lost in the conversion. Implicit Conversions If you are converting a value from a narrower data type to a wider type, where there is no danger of losing any precision, the conversion can be performed by an implicit conversion. For example, the statement bigNumberDouble = smallNumberInteger;
 
 does not generate any error message, assuming that both variables are properly declared. The value of smallNumberInteger is successfully converted and stored in bigNumberDouble. However, to convert in the opposite direction could cause problems and cannot be done implicitly. The following list shows selected data type conversions that can be performed implicitly in C#: From
 
 To
 
 byte
 
 short, int, long, float, double, or decimal
 
 short
 
 int, long, float, double, or decimal
 
 int
 
 long, float, double, or decimal
 
 long
 
 float, double, or decimal
 
 float
 
 double
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 Notice that no implicit conversions exist to convert from decimal data type to another type and you cannot convert implicitly from floating point (float or double) to decimal. Double does not convert implicitly to any other type. Explicit Conversions If you want to convert between data types that do not have implicit conversions, you must use an explicit conversion, also called casting. But beware: If you perform a cast that causes significant digits to be lost, an exception is generated. (Exceptions are covered later in this chapter in the section titled “Handling Exceptions.”) To cast, you specify the destination data type in parentheses before the data value to convert. Examples numberDecimal = (decimal) numberFloat; // Cast from float to decimal. valueInt = (int) valueDouble; // Cast from double to int. amountFloat = (float) amountDouble; // Cast from double to float.
 
 You also can use methods of the Convert class to convert between data types. The Convert class has methods that begin with “To” for each of the data types: ToDecimal, ToSingle, and ToDouble. However, you must specify the integer data types using their .NET class names.
 
 For the C# data type
 
 Use the method for the .NET CLR data type
 
 short
 
 ToInt16
 
 int
 
 ToInt32
 
 long
 
 ToInt64
 
 The following are examples of explicit conversions using the Convert class. For each, assume that the variables are already declared following the textbook naming standards. numberDecimal = Convert.ToDecimal(numberSingle); valueInteger = Convert.ToInt32(valueDouble);
 
 You should perform a conversion from a wider data type to a narrower one only when you know that the value will fit without losing significant digits. Fractional values are rounded to fit into integer data types, and a float or double value converted to decimal is rounded to fit in 28 digits.
 
 Performing Calculations with Unlike Data Types When you perform calculations with unlike data types, C# performs the calculation using the wider data type. For example, countInteger / numberDecimal produces a decimal result. If you want to convert the result to a different data type, you must perform a cast: (int) countInteger / numberDecimal or
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 (float) countInteger / numberDecimal. Note, however, that C# does not convert to a different data type until it is necessary. The expression countInteger / 2 * amountDecimal is evaluated as integer division for countInteger / 2, producing an integer intermediate result; then the multiplication is performed on the integer and decimal value (amountDecimal), producing a decimal result.
 
 Rounding Numbers At times you may want to round decimal fractions. You can use the decimal. Round method to round decimal values to the desired number of decimal positions. The Round Method—General Form General Form
 
 decimal.Round(DecimalValue, IntegerNumberOfDecimalPositions);
 
 The decimal.Round method returns a decimal result, rounded to the specified number of decimal positions, which can be an integer in the range 0–28. The Round Method—Examples Examples
 
 // Round to two decimal positions. resultDecimal = decimal.Round(amountDecimal, 2); // Round to zero decimal positions. wholeDollarsDecimal = decimal.Round(dollarsAndCentsDecimal, 0); // Round the result of a calculation. discountDecimal = decimal.Round(extendedPriceDecimal * DISCOUNT_RATE_Decimal, 2);
 
 The decimal.Round method and the Convert methods round using a technique called “rounding toward even.” If the digit to the right of the final digit is exactly 5, the number is rounded so that the final digit is even. Examples Decimal value to round
 
 Number of decimal positions
 
 Result
 
 1.455
 
 2
 
 1.46
 
 1.445
 
 2
 
 1.44
 
 1.5
 
 0
 
 2
 
 2.5
 
 0
 
 2
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 In addition to the decimal.Round method, you can use the Round method of the Math class to round either decimal or double values. See Appendix B for the methods of the Math class.
 
 Formatting Data for Display When you want to display numeric data in the Text property of a label or text box, you must first convert the value to string. You also can format the data for display, which controls the way the output looks. For example, 12 is just a number, but $12.00 conveys more meaning for dollar amounts. Using the ToString method and formatting codes, you can choose to display a dollar sign, a percent sign, and commas. You also can specify the number of digits to appear to the right of the decimal point. C# rounds the value to return the requested number of decimal positions. If you use the ToString method with an empty argument, the method returns an unformatted string. This is perfectly acceptable when displaying integer values. For example, the following statement converts numberInteger to a string and displays it in displayTextBox.Text. displayTextBox.Text = numberInteger.ToString();
 
 Using Format Specifier Codes You can use the format specifier codes to format the display of output. These predefined codes can format a numeric value to have commas and dollar signs, if you wish. Note: The default format of each of the formatting codes is based on the computer’s regional setting. The formats presented here are for the default English (United States) values. // Display as currency. extendedPriceTextBox.Text = (quantityInteger * priceDecimal).ToString("C");
 
 The "C" code specifies currency. By default, the string will be formatted with a dollar sign, commas separating each group of three digits, and two digits to the right of the decimal point. // Display as numeric. discountTextBox.Text = discountDecimal.ToString("N");
 
 The "N" code stands for number. By default, the string will be formatted with commas separating each group of three digits, with two digits to the right of the decimal point. You can specify the number of decimal positions by placing a numeric digit following the code. For example, "C0" displays as currency with zero digits to the right of the decimal point. The value is rounded to the specified number of decimal positions.
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 Format specifier codes
 
 Name
 
 Description
 
 C or c
 
 Currency
 
 Formats with a dollar sign, commas, and two decimal places. Negative values are enclosed in parentheses.
 
 F or f
 
 Fixed-point
 
 Formats as a string of numeric digits, no commas, two decimal places, and a minus sign at the left for negative values.
 
 N or n
 
 Number
 
 Formats with commas, two decimal places, and a minus sign at the left for negative values.
 
 D or d
 
 Digits
 
 Use only for integer data types. Formats with a left minus sign for negative values. Usually used to force a specified number of digits to display.
 
 P or p
 
 Percent
 
 Multiplies the value by 100, adds a space and a percent sign, and rounds to two decimal places; negative values have a minus sign at the left.
 
 Examples Variable
 
 Value
 
 Format specifier code
 
 Output
 
 totalDecimal
 
 1125.6744
 
 "C"
 
 $1,125.67
 
 totalDecimal
 
 1125.6744
 
 "N"
 
 1,125.67
 
 totalDecimal
 
 1125.6744
 
 "N0"
 
 1,126
 
 balanceDecimal
 
 1125.6744
 
 "N3"
 
 1,125.674
 
 balanceDecimal
 
 1125.6744
 
 "F0"
 
 1126
 
 pinInteger
 
 123
 
 "D6"
 
 000123
 
 rateDecimal
 
 0.075
 
 "P"
 
 7.50 %
 
 rateDecimal
 
 0.075
 
 "P3"
 
 7.500 %
 
 rateDecimal
 
 0.075
 
 "P0"
 
 8%
 
 valueInteger
 
 –10
 
 "C"
 
 ($10.00)
 
 valueInteger
 
 –10
 
 "N"
 
 –10.00
 
 valueInteger
 
 –10
 
 "D3"
 
 –010
 
 Note that the formatted value returned by the ToString method is no longer purely numeric and cannot be used in further calculations. For example, consider the following lines of code: amountDecimal += chargesDecimal; amountTextBox.Text = amountDecimal.ToString("C");
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 Assume that amountDecimal holds 1050 after the calculation, and amountTextBox.Text displays $1,050.00. If you want to do any further calculations with this amount, such as adding it to a total, you must use amountDecimal, not amountTextBox.Text. The variable amountDecimal holds a numeric value; amountTextBox.Text holds a string of (nonnumeric) characters. You also can format DateTime values using format codes and the ToString method. Unlike the numeric format codes, the date codes are case sensitive. The strings returned are based on the computer’s regional settings and can be changed. The following are default values for U.S. English in Windows Vista.
 
 Date specifier code
 
 Name
 
 Description
 
 Example of default setting
 
 d
 
 short date
 
 mm/dd/yyyy
 
 6/15/2009
 
 D
 
 long date
 
 Day, Month dd, yyyy
 
 Monday, June 15, 2009
 
 t
 
 short time
 
 hh:mm AM|PM
 
 4:55 PM
 
 T
 
 long time
 
 hh:mm:ss AM|PM
 
 4:55:45 PM
 
 f
 
 full date/time (short time)
 
 Day, Month dd, yyyy hh:mm AM|PM
 
 Monday, June 15, 2009 4:55 PM
 
 F
 
 full date/time (long time)
 
 Day, Month dd, yyyy hh:mm:ss AM|PM
 
 Monday, June 15, 2009 4:55:45 PM
 
 g
 
 general (short time)
 
 mm/dd/yyyy hh:mm AM|PM
 
 6/15/2009 11:00 AM
 
 G
 
 general (long time)
 
 mm/dd/yyyy hh:mm:ss AM|PM
 
 6/15/2009 11:00:15 AM
 
 M or m
 
 month
 
 Month dd
 
 June 15
 
 R or r
 
 GMT pattern
 
 Day, dd Mmm yyyy hh:mm:ss GMT
 
 Mon, 15 Jun 2009 11:00:15 GMT
 
 Note that you also can use methods of the DateTime structure for formatting dates: ToLongDateString, ToShortDateString, ToLongTimeString, ToShortTimeString. See Appendix B or MSDN for additional information.
 
 Choosing the Controls for Program Output Some programmers prefer to display program output in labels; others prefer text boxes. Both approaches have advantages, but whichever approach you use, you should clearly differentiate between (editable) input areas and (uneditable) output areas. Users generally get clues about input and output fields from their color. By Windows convention, input text boxes have a white background; output text has a gray background. The default background color of text boxes (BackColor property) is set to white; the default BackColor of labels is gray.
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 However, you can change the BackColor property and the BorderStyle property of both text boxes and labels so that the two controls look very similar. You might wonder why a person would want to do that, but there are some very good reasons. Using text boxes for output can provide some advantages: The controls do not disappear when the Text property is cleared, and the borders and sizes of the output boxes can match those of the input boxes, making the form more visually uniform. Also, the user can select the text and copy it to another program using the Windows clipboard. If you choose to display output in labels (the traditional approach), set the AutoSize property to false so that the label does not disappear when the Text property is blank. You also generally set the BorderStyle property of the labels to Fixed3D or FixedSingle so that the outline of the label appears. To use a text box for output, set its ReadOnly property to true (to prevent the user from attempting to edit the text) and set its TabStop property to false, so that the focus will not stop on that control when the user tabs from one control to the next. Notice that when you set ReadOnly to true, the BackColor property automatically changes to Control, which is the system default for labels. The example programs in this chapter use text boxes, rather than labels, for output.
 
 ➤ Feedback 3.6
 
 Give the line of code that assigns the formatted output and explain how the output will display for the specified value. 1. A calculated variable called averagePayDecimal has a value of 123.456 and should display in a text box called averagePayTextBox. 2. The variable quantityInteger, which contains 176123, must be displayed in the text box called quantityTextBox. 3. The total amount collected in a fund drive is being accumulated in a variable called totalCollectedDecimal. What statement will display the variable in a text box called totalTextBox with commas and two decimal positions but no dollar signs?
 
 A Calculation Programming Example Look Sharp Fitness Center needs to calculate prices and discounts for clothing sold. The company is currently having a big sale, offering a 30 percent discount on all clearance clothing items. In this project, you will calculate the amount due for items sold, determine the 30 percent discount, and deduct the discount, giving the new amount due—the discounted amount. Use text boxes with the ReadOnly property set to true for the output fields.
 
 Planning the Project Sketch a form (Figure 3.5) that meets the needs of your users.
 
 139
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 TIP To change the ForeColor property of a ReadOnly text box in code, set the control’s BackColor property as well. You can set BackColor to SystemColors.Control, which is the default for a ReadOnly text box, and the ForeColor change will show up. ■
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 Figure
 
 3.5
 
 A planning sketch of the form for the calculation programming example. ClothingSalesForm Clothing Sales
 
 groupBox1
 
 Number of Items
 
 quantityTextBox
 
 Price
 
 priceTextBox groupBox2
 
 Calculate
 
 Extended Price
 
 extendedPriceTextBox
 
 30% Discount
 
 discountTextBox
 
 Amount Due
 
 amountDueTextBox
 
 Clear
 
 Exit
 
 calculateButton clearButton
 
 exitButton
 
 Plan the Objects and Properties Plan the property settings for the form and each of the controls. Object
 
 Property
 
 Setting
 
 ClothingSalesForm
 
 Name Text AcceptButton CancelButton
 
 ClothingSalesForm Look Sharp Fitness Center calculateButton clearButton
 
 label1
 
 Text
 
 Clothing Sales
 
 groupBox1
 
 Text
 
 (blank)
 
 label2
 
 Text
 
 &Number of Items
 
 quantityTextBox
 
 Name
 
 quantityTextBox
 
 label3
 
 Text
 
 &Price
 
 priceTextBox
 
 Name
 
 priceTextBox
 
 groupBox2
 
 Text
 
 (blank)
 
 label4
 
 Text
 
 Extended Price
 
 extendedPriceTextBox
 
 Name TextAlign ReadOnly TabStop
 
 extendedPriceTextBox Right True False
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 Plan the Event Handlers Since you have three buttons, you need to plan the actions for three eventhandling methods.
 
 Event handlers
 
 Actions—Pseudocode
 
 calculateButton_Click
 
 Declare the variables. Convert the input Quantity and Price to numeric. Calculate Extended Price = Quantity * Price. Calculate and round: Discount = Extended Price * Discount Rate. Calculate Discounted Price = Extended Price – Discount. Format and display the output in text boxes.
 
 clearButton_Click
 
 Clear each text box. Set the focus in the first text box.
 
 exitButton_Click
 
 Exit the project.
 
 Write the Project Follow the sketch in Figure 3.5 to create the form. Figure 3.6 shows the completed form. 1. Set the properties of each object, as you have planned. 2. Write the code. Working from the pseudocode, write each event method. 3. When you complete the code, use a variety of test data to thoroughly test the project.
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 Figure
 
 3.6
 
 The form for the calculation programming example.
 
 Note: If the user enters nonnumeric data or leaves a numeric field blank, the program will cancel with a run-time error. In the “Handling Exceptions” section that follows this program, you will learn to handle the errors.
 
 The Project Coding Solution /*Project: Ch03ClothingSales *Date: June 2009 *Programmer: Bradley/Millspaugh *Description: This project inputs sales information for clothing. * It calculates the extended price and discount for * a sale. * Uses variables, constants, and calculations. * Note that no error trapping is included in this version * of the program. */ using System; using System.Collections.Generic; using System.ComponentModel; using System.Data; using System.Drawing; using System.Text; using System.Windows.Forms; namespace Ch03ClothingSales { public partial class ClothingSalesForm : Form { // Declare the constant. private const decimal DISCOUNT_RATE_Decimal = 0.3m;
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 public ClothingSalesForm() { InitializeComponent(); } private void calculateButton_Click(object sender, EventArgs e) { // Calculate the discount and amount due. // Declare the variables. int quantityInteger; decimal priceDecimal, extendedPriceDecimal, discountDecimal, amountDueDecimal; // Convert input values to numeric and assign to variables. quantityInteger = int.Parse(quantityTextBox.Text); priceDecimal = decimal.Parse(priceTextBox.Text); // Calculate values. extendedPriceDecimal = quantityInteger * priceDecimal; discountDecimal = Decimal.Round( (extendedPriceDecimal * DISCOUNT_RATE_Decimal), 2); amountDueDecimal = extendedPriceDecimal − discountDecimal; // Format and display answers. extendedPriceTextBox.Text = extendedPriceDecimal.ToString("C"); discountTextBox.Text = discountDecimal.ToString("N"); amountDueTextBox.Text = amountDueDecimal.ToString("C"); } private void clearButton_Click(object sender, EventArgs e) { // Clear the text boxes. quantityTextBox.Clear(); priceTextBox.Clear(); discountTextBox.Clear(); extendedPriceTextBox.Clear(); amountDueTextBox.Clear(); quantityTextBox.Focus(); } private void exitButton_Click(object sender, EventArgs e) { // End the program. this.Close(); } } }
 
 Handling Exceptions When you allow users to input numbers and use those numbers in calculations, lots of things can go wrong. The Parse methods, int.Parse and decimal.Parse, fail if the user enters nonnumeric data or leaves the text box blank. Or your user may
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 enter a number that results in an attempt to divide by zero. Each of those situations causes an exception to occur, or, as programmers like to say, throws an exception. You can easily “catch” program exceptions by using structured exception handling. You catch the exceptions before they can cause a run-time error and handle the situation, if possible, within the program. Catching exceptions as they happen and writing code to take care of the problems is called exception handling. The exception handling in Visual Studio .NET is standardized for all of the languages that use the Common Language Runtime.
 
 try/catch Blocks To trap or catch exceptions, enclose any statement(s) that might cause an error in a try/catch block. If an exception occurs while the statements in the try block are executing, program control transfers to the catch block; if a finally statement is included, the code in that section executes last, whether or not an exception occurred. The try Block—General Form General Form
 
 try { // Statements that may cause error. } catch [(ExceptionType [VariableName])] { // Statements for action when exception occurs. } [finally { // Statements that always execute before exit of try block. }]
 
 Note: The code shown in square brackets is optional. The try Block—Example Example
 
 try { quantityInteger = int.Parse(quantityTextBox.Text); quantityTextBox.Text = quantityInteger.ToString(); } catch { messageLabel.Text = "Error in input data."; }
 
 The catch as it appears in the preceding example will catch any exception. You also can specify the type of exception that you want to catch, and even write several catch statements, each to catch a different type of exception. For example, you might want to display one message for bad input data and a different message for a calculation problem.
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 C
 
 H
 
 A
 
 P
 
 T
 
 3. Variables, Constants, and Calculations
 
 E
 
 R
 
 137
 
 3
 
 To specify a particular type of exception to catch, use one of the predefined exception classes, which are all based on, or derived from, the SystemException class. Table 3.2 shows some of the common exception classes. To catch bad input data that cannot be converted to numeric, write this catch statement: catch (FormatException) { messageLabel.Text = "Error in input data."; }
 
 The Exception Class Each exception is an instance of the Exception class. The properties of this class allow you to determine the code location of the error, the type of error, and the cause. The Message property contains a text message about the error and the Source property contains the name of the object causing the error. The StackTrace property can identify the location in the code where the error occurred. Common Exception Classes Exception
 
 Caused by
 
 FormatException
 
 Failure of a numeric conversion, such as int.Parse or decimal.Parse. Usually blank or nonnumeric data.
 
 InvalidCastException
 
 Failure of a casting operation. May be caused by loss of significant digits or an illegal conversion.
 
 ArithmeticException
 
 A calculation error, such as division by zero or overflow of a variable.
 
 System.IO.EndofStream Exception
 
 Failure of an input or output operation such as reading from a file.
 
 OutOfMemoryException
 
 Not enough memory to create an object.
 
 Exception
 
 Generic.
 
 Ta b l e
 
 You can include the text message associated with the type of exception by specifying the Message property of the Exception object, as declared by the variable you named on the catch statement. Be aware that the messages for exceptions are usually somewhat terse and not oriented to users, but they can sometimes be helpful. catch (FormatException theException) { messageLabel.Text = "Error in input data: " + theException.Message; }
 
 Handling Multiple Exceptions If you want to trap for more than one type of exception, you can include multiple catch blocks (handlers). When an exception occurs, the catch statements are checked in sequence. The first one with a matching exception type is used.
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 catch (FormatException theException) { // Statements for nonnumeric data. } catch (ArithmeticException theException) { // Statements for calculation problem. } catch (Exception theException) { // Statements for any other exception. }
 
 The last catch will handle any exceptions that do not match either of the first two exception types. Note that it is acceptable to use the same variable name for multiple catch statements; each catch represents a separate code block, so the variable’s scope is only that block. You can omit the variable name for the exception if you don’t need to refer to the properties of the exception object in the catch block. Later in this chapter, in the “Testing Multiple Fields” section, you will see how to nest one try/catch block inside another one. Compiler Warnings Some of the preceding statements will generate warnings from the compiler. If you declare a variable for the exception on the catch statement but do not use the variable, the compiler sends the message: “The variable ‘theException’ is declared but never used.” You can choose to ignore the message; warnings do not stop program execution. Or you can choose to eliminate the variable or use the value of the variable within the catch block.
 
 Displaying Messages in Message Boxes You may want to display a message when the user has entered invalid data or neglected to enter a required data value. You can display a message to the user in a message box, which is a special type of window. You can specify the message, an optional icon, title bar text, and button(s) for the message box (Figure 3.7). You use the Show method of the MessageBox object to display a message box. The MessageBox object is a predefined instance of the MessageBox class that you can use any time you need to display a message. Figure Two sample message boxes created with the MessageBox class.
 
 a.
 
 b.
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 The MessageBox Object—General Form There is more than one way to call the Show method of the MessageBox class. Each of the following statements is a valid call; you can choose the format you want to use. It’s very important that the arguments you supply exactly match one of the formats. For example, you cannot reverse, transpose, or leave out any of the arguments. When there are multiple ways to call a method, the method is said to be overloaded. See the section “Using Overloaded Methods” later in this chapter. General Form
 
 MessageBox.Show(TextMessage); MessageBox.Show(TextMessage, TitlebarText); MessageBox.Show(TextMessage, TitlebarText, MessageBoxButtons); MessageBox.Show(TextMessage, TitlebarText, MessageBoxButtons, MessageBoxIcon);
 
 The TextMessage is the message you want to appear in the message box. The TitlebarText appears on the title bar of the MessageBox window. The MessageBoxButtons argument specifies the buttons to display. And the MessageBoxIcon determines the icon to display. The MessageBox Statement—Examples Examples
 
 MessageBox.Show("Enter numeric data."); MessageBox.Show("Try again.", "Data Entry Error"); MessageBox.Show("This is a message.", "This is a title bar", MessageBoxButtons.OK); try { quantityInteger = int.Parse(quantityTextBox.Text); outputTextBox.Text = quantityInteger.ToString(); } catch (FormatException) { MessageBox.Show("Nonnumeric Data.", "Error", MessageBoxButtons.OK, MessageBoxIcon.Exclamation); }
 
 The TextMessage String The message string you display may be a string literal enclosed in quotes or a string variable. You also may want to concatenate several items, for example, combining a literal with a value from a variable. If the message you specify is too long for one line, it will wrap to the next line.
 
 The Titlebar Text The string that you specify for TitlebarText will appear in the title bar of the message box. If you choose the first form of the Show method, without the TitlebarText, the title bar will appear empty.
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 MessageBoxButtons When you show a message box, you can specify the button(s) to display. In Chapter 4, after you learn to make selections using the if statement, you will display more than one button and take alternate actions based on which button the user clicks. You specify the buttons using the MessageBoxButtons constants from the MessageBox class. The choices are OK, OKCancel, RetryCancel, YesNo, YesNoCancel, and AbortRetryIgnore. The default for the Show method is OK, so unless you specify otherwise, you will get only the OK button in your message box.
 
 MessageBoxIcon The easy way to select the icon to display is to type MessageBoxIcon and a period into the editor; the IntelliSense list pops up with the complete list. The actual appearance of the icons varies from one operating system to another. You can see a description of the icons in Help under the “MessageBoxIcon Enumeration” topic. Constants for MessageBoxIcon Asterisk Error Exclamation Hand Information None Question Stop Warning
 
 Using Overloaded Methods As you saw earlier, you can call the Show method with several different argument lists. This feature, called overloading, allows the Show method to act differently for different arguments. Each argument list is called a signature, so you can say that the Show method has several signatures. When you call the Show method, the arguments that you supply must exactly match one of the signatures provided by the method. You must supply the correct number of arguments of the correct data type and in the correct sequence. Fortunately the Visual Studio smart editor helps you enter the arguments; you don’t have to memorize or look up the argument lists. Type “MessageBox. Show(” and IntelliSense pops up with one signature for the Show method (Figure 3.8). Notice in the figure that there are 21 possible forms of the argument list, or 21 signatures for the Show method. (We only show 4 of the 21 signatures in the previous example, to simplify the concept.)
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 Figure
 
 3.8
 
 IntelliSense pops up the first of 21 signatures for the Show method. Use the Up and Down arrows to see the other possible argument lists.
 
 To select the signature that you want to use, use the Up and Down arrows at the left end of the IntelliSense popup. For example, to select the signature that needs only the text of the message and the title bar caption, select the third format (Figure 3.9). The argument that you are expected to enter is shown in bold, and a description of that argument appears in the last line of the popup. After you type the text of the message and a comma, the second argument appears in bold and the description changes to tell you about that argument (Figure 3.10).
 
 TIP You can use the keyboard Up and Down arrow keys rather than the mouse to view and select the signature. The on-screen arrows jump around from one signature to the next, making mouse selection difficult. ■
 
 Figure
 
 3.9
 
 Select the third signature to see the argument list. The currently selected argument is shown in bold and the description of the argument appears in the last line of the popup.
 
 Figure
 
 3.10
 
 Type the first argument and a comma, and IntelliSense bolds the second argument and displays a description of the needed data.
 
 Testing Multiple Fields When you have more than one input field, each field presents an opportunity for an exception. If you would like your exception messages to indicate the field that caused the error, you can nest one try/catch block inside another one. Nested try/catch Blocks One try/catch block that is completely contained inside another one is called a nested try/catch block. You can nest another try/catch block within the try block or the catch block.
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 // Outer try block for the first field. // Convert first field to numeric. try // Inner try block for the second field. { // Convert second field to numeric. // Perform the calculations for the fields that passed conversion. } catch (FormatException secondException) { // Handle any exceptions for the second field. // Display a message and reset the focus for the second field.
 
 } // End of inner try block for the second field. } catch (FormatException firstException) { // Handle exceptions for the first field. // Display a message and reset the focus for the first field. } catch (Exception anyOtherException) { // Handle any generic exceptions. // Display a message. }
 
 You can nest the try/catch blocks as deeply as you need. Make sure to place the calculations within the most deeply nested try; you do not want to perform the calculations unless all of the input values are converted without an exception. By testing each Parse method individually, you can be specific about which field caused the error and set the focus back to the field in error. Also, by using the SelectAll method of the text box, you can make the text appear selected to aid the user. Here are the calculations from the earlier program, rewritten with nested try/catch blocks. private void calculateButton_Click(object sender, EventArgs e) { // Declare the variables. int quantityInteger; decimal priceDecimal, extendedPriceDecimal, discountDecimal, amountDueDecimal; try { // Convert input values to numeric and assign to variables. quantityInteger = int.Parse(quantityTextBox.Text); try { priceDecimal = decimal.Parse(priceTextBox.Text);
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 // Calculate values. extendedPriceDecimal = quantityInteger * priceDecimal; discountDecimal = Decimal.Round( (extendedPriceDecimal * DISCOUNT_RATE_Decimal), 2); amountDueDecimal = extendedPriceDecimal − discountDecimal; // Format and display answers. extendedPriceTextBox.Text = extendedPriceDecimal.ToString("C"); discountTextBox.Text = discountDecimal.ToString("N"); amountDueTextBox.Text = amountDueDecimal.ToString("C"); } catch { // Invalid price. MessageBox.Show("Invalid price.","Data Error"); priceTextBox.Focus(); priceTextBox.SelectAll(); } } catch { // Invalid quantity. MessageBox.Show("Invalid quantity.", "Data Error"); quantityTextBox.Focus(); quantityTextBox.SelectAll(); } }
 
 Counting and Accumulating Sums Programs often need to calculate the sum of numbers. For example, in the previous programming exercise each sale is displayed individually. If you want to accumulate totals of the sales amounts, of the discounts, or of the number of books sold, you need some new variables and new techniques. As you know, the variables you declare inside a method are local to that method. They are re-created each time the method is called; that is, their lifetime is one time through the method. Each time the method is entered, you have a new fresh variable. If you want a variable to retain its value for multiple calls, in order to accumulate totals, you must declare the variable as class level. (Another approach, using static variables, is discussed in Chapter 12.)
 
 Summing Numbers The technique for summing the sales amounts for multiple sales is to declare a class-level variable for the total. Then, in the calculateButton_Click event handler for each sale, add the current amount to the total: totalAmountDecimal += amountDecimal;
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 This assignment statement adds the current value for amountDecimal into the sum held in totalAmountDecimal.
 
 Counting If you want to count something, such as the number of sales in the previous example, you need another class-level variable. Declare a counter variable as integer: int saleCountInteger;
 
 Then, in the calculateButton_Click event method, add 1 to the counter variable: saleCountInteger ++;
 
 This statement adds 1 to the current contents of saleCountInteger. The statement will execute one time for each time the calculateButton_Click event method executes. Therefore, saleCountInteger will always hold a running count of the number of sales.
 
 Calculating an Average To calculate an average, divide the sum of the items by the count of the items. In the Look Sharp Fitness Center example, we can calculate the average clothing sale by dividing the sum of the total sales by the number of sales transactions: averageSaleDecimal = totalAmountDecimal / saleCountlnteger;
 
 Your Hands-On Programming Example In this project, Look Sharp Fitness Center needs to expand the clothing sale project done previously in this chapter. In addition to calculating individual sales and discounts, management wants to know the total amount of sales and the number of transactions. Add exception handling to the program so that missing or nonnumeric data will not cause a run-time error. Help the user by adding ToolTips wherever you think they will be useful. Planning the Project Sketch a form (Figure 3.11) that your users sign off as meeting their needs. Plan the Objects and Properties Plan the property settings for the form and each control. These objects and properties are the same as for the previous example, with the addition of the summary information beginning with groupBox3.
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 Figure
 
 3.11
 
 A planning sketch of the form for the hands-on programming example.
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 Exit
 
 calculateButton clearButton
 
 exitButton
 
 Note: The ToolTips have not been added to the planning forms. Make up and add your own. Object
 
 Property
 
 Setting
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 Object
 
 Property
 
 Setting
 
 extendedPriceTextBox
 
 Name TextAlign ReadOnly TabStop
 
 extendedPriceTextBox Right True False
 
 label5
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 discountTextBox
 
 Name TextAlign ReadOnly TabStop
 
 discountTextBox Right True False
 
 label6
 
 Text
 
 Amount Due
 
 amountDueTextBox
 
 Name TextAlign ReadOnly TabStop
 
 amountDueTextBox Right True False
 
 groupBox3
 
 Text
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 label7
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 Name TextAlign ReadOnly TabStop
 
 totalAmountTextBox Right True False
 
 label8
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 numberTransactionsTextBox
 
 Name TextAlign ReadOnly TabStop
 
 numberTransactionsTextBox Right True False
 
 calculateButton
 
 Name Text
 
 calculateButton &Calculate
 
 clearButton
 
 Name Text
 
 clearButton C&lear
 
 exitButton
 
 Name Text
 
 exitButton E&xit
 
 Plan the Event-Handling Methods The planning that you did for the previous example will save you time now. The only method that requires more steps is the calculateButton_Click event handler. Event Handler
 
 Actions—Pseudocode
 
 calculateButton_Click
 
 Declare the variables. try Convert the input Quantity to numeric. try Convert the input Price to numeric. Calculate Extended Price = Quantity * Price. Calculate Discount = Extended Price * Discount Rate. Calculate Discounted Price = Extended Price – Discount.
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 Calculate the summary values: Add Amount Due to Total Amount. Add 1 to Sale Count. Format and display sale output. Format and display summary values. catch any Quantity exception Display error message and reset the focus to Quantity. catch any Price exception Display error message and reset the focus to Price. clearButton_Click
 
 Clear each text box except Summary fields. Set the focus in the first text box.
 
 exitButton_Click
 
 Exit the project.
 
 Write the Project Following the sketch in Figure 3.11, create the form. Figure 3.12 shows the completed form. •
 
 Set the properties of each of the objects, as you have planned.
 
 •
 
 Write the code. Working from the pseudocode, write each event-handling method.
 
 •
 
 When you complete the code, use a variety of test data to thoroughly test the project. Test with nonnumeric data and blank entries.
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 Figure
 
 3.12
 
 The form for the hands-on programming example.
 
 156
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 3. Variables, Constants, and Calculations
 
 148
 
 © The McGraw−Hill Companies, 2010
 
 Text
 
 V
 
 I
 
 S
 
 U
 
 A
 
 L
 
 C#
 
 Variables, Constants, and Calculations
 
 The Project Coding Solution /*Project: Ch03HandsOn *Date: June 2009 *Programmer: Bradley/Millspaugh *Description: This project inputs sales information for clothing. * It calculates the extended price and discount for * a sale. * Uses variables, constants, and calculations. * Includes error trapping and summary calculations. */ using System; using System.Collections.Generic; using System.ComponentModel; using System.Data; using System.Drawing; using System.Text; using System.Windows.Forms; namespace Ch03ClothingSales { public partial class ClothingSalesForm : Form { // Declare the constant and summary variables. private const decimal DISCOUNT_RATE_Decimal = 0.3m; private decimal totalAmountDecimal; private int numberTransactionsInteger; public ClothingSalesForm() { InitializeComponent(); } private void calculateButton_Click(object sender, EventArgs e) { // Calculate the sale, discount, and summary values. // Declare the variables. int quantityInteger; decimal priceDecimal, extendedPriceDecimal, discountDecimal, amountDueDecimal; try { // Convert input values to numeric and assign to variables. quantityInteger = int.Parse(quantityTextBox.Text); try { priceDecimal = decimal.Parse(priceTextBox.Text); // Calculate values. extendedPriceDecimal = quantityInteger * priceDecimal; discountDecimal = Decimal.Round( (extendedPriceDecimal * DISCOUNT_RATE_Decimal), 2); amountDueDecimal = extendedPriceDecimal − discountDecimal; totalAmountDecimal += amountDueDecimal; numberTransactionsInteger++;
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 // Format and display answers. extendedPriceTextBox.Text = extendedPriceDecimal.ToString("C"); discountTextBox.Text = discountDecimal.ToString("N"); amountDueTextBox.Text = amountDueDecimal.ToString("C"); // Format and display summary information. totalAmountTextBox.Text = totalAmountDecimal.ToString("C"); numberTransactionsTextBox.Text = numberTransactionsInteger.ToString(); } catch { // Invalid price. MessageBox.Show("Invalid price.", "Data Error"); priceTextBox.Focus(); priceTextBox.SelectAll(); } } catch { // Invalid quantity. MessageBox.Show("Invalid quantity.", "Data Error"); quantityTextBox.Focus(); quantityTextBox.SelectAll(); } } private void clearButton_Click(object sender, EventArgs e) { // Clear the text boxes. quantityTextBox.Clear(); priceTextBox.Clear(); discountTextBox.Clear(); extendedPriceTextBox.Clear(); amountDueTextBox.Clear(); quantityTextBox.Focus(); } private void exitButton_Click(object sender, EventArgs e) { // End the program. this.Close(); } } }
 
 Summary 1. Variables are temporary memory locations that have a name (called an identifier), a data type, and a scope. A constant also has a name, data type, and scope, but it also must have a value assigned to it. The value stored in a variable can be changed during the execution of the project; the values stored in constants cannot change.
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 2. The data type determines what type of values may be assigned to a variable or constant. The most common data types are string, int, decimal, single, and bool. 3. Identifiers for variables and constants must follow the C# naming rules and should follow good naming standards, called conventions. An identifier should be meaningful and have the data type appended at the end. Variable names should begin with a lowercase character and be mixed upperand lowercase while constants are all uppercase. 4. Identifiers should include the data type of the variable or constant. 5. Intrinsic constants, such as Color.Red and Color.Blue, are predefined and built into the .NET Framework. Named constants are programmer-defined constants and are declared using the const statement. The location of the const statement determines the scope of the constant. 6. The location of the declaration statement determines the scope of the variable. Use the data type without the private or public keyword to declare local variables inside a method; declare class-level variables at the top of the class, outside of any method; you can use the private keyword to declare class-level variables. 7. The scope of a variable may be namespace, class level, local, or block level. Block level and local variables are available only within the method in which they are declared; class-level variables are accessible in all methods within a class; namespace variables are available in all methods of all classes in a namespace, which is usually the entire project. 8. The lifetime of local and block-level variables is one execution of the method in which they are declared. The lifetime of class-level variables is the length of time that the class is loaded. 9. Use the Parse methods to convert text values to numeric before performing any calculations. 10. Calculations may be performed using the values of numeric variables, constants, and the properties of controls. The result of a calculation may be assigned to a numeric variable or to the property of a control. 11. A calculation operation with more than one operator follows the order of precedence in determining the result of the calculation. Parentheses alter the order of operations. 12. To explicitly convert between numeric data types, use casting or the Convert class. Some conversions can be performed implicitly. 13. The decimal.Round method rounds a decimal value to the specified number of decimal positions. 14. The ToString method can be used to specify the appearance of values for display. By using formatting codes, you can specify dollar signs, commas, percent signs, and the number of decimal digits to display. The method rounds values to fit the format. 15. try/catch/finally statements provide a method for checking for user errors such as blank or nonnumeric data or an entry that might result in a calculation error. 16. A run-time error is called an exception; catching and taking care of exceptions is called exception handling. 17. You can trap for different types of errors by specifying the exception type on the catch statement, and you can have multiple catch statements to catch more than one type of exception. Each exception is an instance of the Exception class; you can refer to the properties of the Exception object for further information.
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 18. A message box is a window for displaying information to the user. 19. The Show method of the MessageBox class is overloaded, which means that the method may be called with different argument lists, called signatures. 20. You can calculate a sum by adding each transaction to a class-level variable. In a similar fashion, you can calculate a count by adding to a classlevel variable.
 
 Key
 
 Terms
 
 argument 119 assignment operator 123 block variable 116 casting 126 class-level variable 116 constant 108 data type 109 declaration 109 decrement operator 124 exception 136 explicit conversion 126 format 128 format specifier codes 128 identifier 108 implicit conversion 125 increment operator 124 intrinsic constant 113
 
 Review
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 lifetime 116 local variable 116 MessageBox 138 named constant 108 namespace variable 116 nested try/catch block 141 order of precedence 122 overloading 140 postfix notation 125 prefix notation 124 scope 116 Show method 138 signature 140 string literal 113 try/catch block 136 variable 108
 
 Questions
 
 1. Name and give the purpose of five data types available in C#. 2. What does declaring a variable mean? 3. What effect does the location of a declaration statement have on the variable it declares? 4. Explain the difference between a constant and a variable. 5. What is the purpose of the int.Parse method? The decimal.Parse method? 6. Explain the order of precedence of operators for calculations. 7. What statement(s) can be used to declare a variable? 8. Explain how to make an interest rate stored in rateDecimal display in rateTextBox as a percentage with three decimal digits. 9. What are implicit conversions? explicit conversions? When would each be used? 10. When should you use try/catch blocks? Why? 11. What is a message box and when should you use one? 12. Explain why the MessageBox.Show method has multiple signatures. 13. Why must you use class-level variables if you want to accumulate a running total of transactions?
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 3.1 In retail sales, management needs to know the average inventory figure and the turnover of merchandise. Create a project that allows the user to enter the beginning inventory, the ending inventory, and the cost of goods sold. Form: Include labeled text boxes for the beginning inventory, the ending inventory, and the cost of goods sold. After calculating the answers, display the average inventory and the turnover formatted in text boxes. Include buttons for Calculate, Clear, Print, and Exit. The formulas for the calculations are Average inventory  Turnover 
 
 Beginning inventory  Ending inventory 2 Cost of goods sold Average inventory
 
 Note: The average inventory is expressed in dollars; the turnover is the number of times the inventory turns over. Code: Include methods for the click event of each button. Display the results in text boxes. Format the average inventory as currency and the turnover as a number with one digit to the right of the decimal. Make sure to catch any bad input data and display a message to the user.
 
 Test Data Beginning
 
 Ending
 
 Cost of goods sold
 
 Average inventory
 
 Turnover
 
 58500
 
 47000
 
 40000
 
 $52,750.00
 
 .8
 
 75300
 
 13600
 
 51540
 
 44,450.00
 
 1.2
 
 3000
 
 19600
 
 4800
 
 11,300.00
 
 .4
 
 3.2 A local recording studio rents its facilities for $200 per hour. Management charges only for the number of minutes used. Create a project in which the input is the name of the group and the number of minutes it used the studio. Your program calculates the appropriate charges, accumulates the total charges for all groups, and computes the average charge and the number of groups that used the studio. Form: Use labeled text boxes for the name of the group and the number of minutes used. The charges for the current group should be displayed formatted in a text box. Create a group box for the summary information. Inside the group box, display the total charges for all groups, the number of groups, and the average charge per group. Format all output appropriately. Include buttons for Calculate, Clear, Print, and Exit.
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 Code: Use a constant for the rental rate per hour; divide that by 60 to get the rental rate per minute. Do not allow bad input data to cancel the program.
 
 Test Data Group
 
 Minutes
 
 Pooches
 
 95
 
 Hounds
 
 5
 
 Mutts
 
 480
 
 Check Figures Total charges for group
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 Total number of groups
 
 Average charge
 
 Total charges for all groups
 
 $316.67
 
 1
 
 $316.67
 
 $316.67
 
 $16.67
 
 2
 
 $166.67
 
 $333.33
 
 $1,600.00
 
 3
 
 $644.44
 
 $1,933.33
 
 3.3 Create a project that determines the future value of an investment at a given interest rate for a given number of years. The formula for the calculation is Future value  Investment amount * (1  Interest rate) ^ Years Form: Use labeled text boxes for the amount of investment, the interest rate (as a decimal fraction), and the number of years the investment will be held. Display the future value in a text box formatted as currency. Include buttons for Calculate, Clear, Print, and Exit. Format all dollar amounts. Display a message to the user for nonnumeric or missing input data.
 
 Test Data Amount
 
 Rate
 
 Years
 
 2000.00
 
 .15
 
 5
 
 1234.56
 
 .075
 
 3
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 Check Figures Future value $4.022.71 $1,533.69
 
 Hint: You must use the Math.Pow method for exponentiation (the ^ in the formula). The Math.Pow method operates only on double data types, so you must cast values of any other data type to double. You can refer to Appendix B for the Math methods. Additionally, Chapter 5 has an example that uses the Pow method in the section titled “Writing a Method with Multiple Arguments.” 3.4 Write a project that calculates the shipping charge for a package if the shipping rate is $0.12 per ounce. Form: Use labeled text boxes for the package-identification code (a sixdigit code) and the weight of the package—one box for pounds and another one for ounces. Use a text box to display the shipping charge. Include buttons for Calculate, Clear, Print, and Exit. Code: Include event-handling methods for each button. Use a constant for the shipping rate, calculate the shipping charge, and display it formatted in a text box. Display a message to the user for any bad input data. Calculation hint: There are 16 ounces in a pound.
 
 ID
 
 Weight
 
 Shipping Charge
 
 L5496P
 
 0 lb. 5 oz.
 
 $0.60
 
 J1955K
 
 2 lb. 0 oz.
 
 $3.84
 
 Z0000Z
 
 1 lb. 1 oz.
 
 $2.04
 
 3.5 Create a project for the local car rental agency that calculates rental charges. The agency charges $15 per day plus $0.12 per mile. Form: Use text boxes for the customer name, address, city, state, Zip code, beginning odometer reading, ending odometer reading, and the number of days the car was used. Use text boxes to display the miles driven and the total charge. Format the output appropriately. Include buttons for Calculate, Clear, Print, and Exit. Code: Include an event-handling method for each button. For the calculation, subtract the beginning odometer reading from the ending odometer reading to get the number of miles traveled. Use a constant for the $15 per day charge and the $0.12 mileage rate. Display a message to the user for any bad input data.
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 3.6 Create a project that will input an employee’s sales and calculate the gross pay, deductions, and net pay. Each employee will receive a base pay of $900 plus a sales commission of 6 percent of sales. After calculating the net pay, calculate the budget amount for each category based on the percentages given.
 
 Pay Base pay
 
 $900; use a named constant
 
 Commission
 
 6% of sales
 
 Gross pay
 
 Sum of base pay and commission
 
 Deductions
 
 18% of gross pay
 
 Net pay
 
 Gross pay minus deductions
 
 Budget Housing
 
 30% of net pay
 
 Food and clothing
 
 15% of net pay
 
 Entertainment
 
 50% of net pay
 
 Miscellaneous
 
 5% of net pay
 
 Form: Use text boxes to input the employee’s name and the dollar amount of the sales. Use text boxes to display the results of the calculations. Provide buttons for Calculate, Clear, Print, and Exit. Display a message to the user for any bad input data.
 
 Case Studies Custom Supplies Mail Order The company has instituted a bonus program to give its employees an incentive to sell more. For every dollar the store makes in a four-week period, the employees receive 2 percent of sales. The amount of bonus each employee receives is based on the percentage of hours he or she worked during the bonus period (a total of 160 hours). The screen will allow the user to enter the employee’s name, the total hours worked, and the amount
 
 of the store’s total sales. The amount of sales needs to be entered only for the first employee. (Hint: Don’t clear it.) The Calculate button will determine the bonus earned by this employee, and the Clear button will clear only the name, hours-worked, and bonus amount fields. A Print button allows the user to print the form. Do not allow missing or bad input data to cancel the program; instead display a message to the user.
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 Christopher’s Car Center Salespeople for used cars are compensated using a commission system. The commission is based on the costs incurred for the vehicle. Commission  Commission rate * (Sales price  Cost value) The form will allow the user to enter the salesperson’s name, the selling price of the vehicle, and the
 
 cost value of the vehicle. Use a constant of 20 percent for the commission rate. The Calculate button will determine the commission earned by the salesperson; the Clear button will clear the text boxes. A Print button allows the user to print the form. Do not allow bad input data to cancel the program; instead, display a message to the user.
 
 Xtreme Cinema Design and code a project to calculate the amount due and provide a summary of rentals. All movies rent for $4.50 and all customers receive a 10 percent discount. The form should contain input for the member number and the number of movies rented. Inside a group box, display the rental amount, the 10 percent discount, and the amount due. Inside a second group
 
 box, display the number of customers served and the total rental income (after discount). Include buttons for Calculate, Clear, Print, and Exit. The Clear button clears the information for the current rental but does not clear the summary information. Do not allow bad input data to cancel the program; instead, display a message to the user.
 
 Cool Boards Cool Boards rents snowboards during the snow season. A person can rent a snowboard without boots or with boots. Create a project that will calculate and display the information for each customer’s rentals. In addition, calculate the summary information for each day’s rentals. For each rental, input the person’s name, the driver’s license or ID number, the number of snowboards, and the number of snowboards with boots. Snowboards without boots rent for $20; snowboards with boots rent for $30. Calculate and display the charges for snowboards and snowboards with boots, and the rental total. In addition, maintain summary totals. Use constants for the snowboard rental rate and the snowboard with boots rental rate.
 
 Create a summary frame with boxes to indicate the day’s totals for the number of snowboards and snowboards with boots rented, total charges, and average charge per customer. Include buttons for Calculate Order, Clear, Clear All, Print, and Exit. The Clear All button should clear the summary totals to begin a new day’s summary. Hint: You must set each of the summary variables to zero as well as clear the summary boxes. Make your buttons easy to use for keyboard entry. Make the Calculate button the Accept button and the Clear button the Cancel button. Do not allow bad input data to cancel the program; instead, display a message to the user.
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 try { C Convert H A input P T values E R to numeric and assign // quantityInteger = int.Parse(quantityTextBox.T try { priceDecimal = decimal.Parse(priceTextBox // Calculate values. extendedPriceDecimal = quantityInteger * discountDecimal = Decimal.Round( (extendedPriceDecimal * DISCOUNT_RATE_ amountDueDecimal = extendedPriceDecimal totalAmountDecimal += amountDueDecimal; numberTransactionsInteger++; // Format and display answers. extendedPriceTextBox.Text = extendedPrice
 
 4
 
 Decisions and Conditions
 
 at the completion of this chapter, you will be able to . . . 1. Use if statements to control the flow of logic. 2. Understand and use nested if statements. 3. Read and create action diagrams that illustrate the logic in a selection process. 4. Evaluate Boolean expressions using the relational or comparison operators. 5. Combine expressions using logical operators && (and), || (or), and ! (not). 6. Test the Checked property of radio buttons and check boxes. 7. Perform validation on numeric fields using if statements. 8. Use a switch structure for multiple decisions. 9. Use one event handler to respond to the events for multiple controls. 10. Call an event handler from other methods. 11. Create message boxes with multiple buttons and choose alternate actions based on the user response. 12. Debug projects using breakpoints, stepping program execution, and displaying intermediate results.
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 Decisions and Conditions
 
 In this chapter, you will learn to write applications that can take one action or another, based on a condition. For example, you may need to keep track of sales separately for different classes of employees, different sections of the country, or different departments. You also will learn alternate techniques for checking the validity of input data and how to display multiple buttons in a message box and take different actions depending on the user response.
 
 if Statements A powerful capability of the computer is its ability to make decisions and to take alternate courses of action based on the outcome. A decision made by the computer is formed as a question: Is a given condition true or false? If it is true, do one thing; if it is false, do something else. if the sun is shining go to the beach else go to class (See Figure 4.1.)
 
 (condition) (action to take if condition is true) (action to take if condition is false)
 
 or if you don’t succeed try, try again (See Figure 4.2.)
 
 (condition) (action)
 
 Figure
 
 [Sun is not shining]
 
 Go to class
 
 [Sun is shining]
 
 4.1
 
 The logic of an if/else statement in Unified Modeling Language (UML) activity diagram form.
 
 Go to beach
 
 Figure
 
 [No success]
 
 Try again
 
 4.2
 
 The logic of an if statement without an else action in UML activity diagram form.
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 Notice in the second example that no action is specified if the condition is not true. In an if statement, when the condition is true, only the statement following the if is executed. When the condition is false, only the statement following the else clause, if present, is executed. You can use a block (braces) to include multiple statements in the if or else portion of the statement. Although not required, it is considered good programming practice to always use braces, even when you have only one statement for the if or else. if Statement—General Form General Form
 
 if (condition) { // Statement(s) } [else { // Statements(s) }]
 
 Only the first statement following an if or an else is considered a part of the statement unless you create a block of statements using braces. Notice that the if and else statements do not have semicolons. If you accidentally place a semicolon after the if or else , that terminates the statement and any statement(s) following will execute unconditionally. The statements under the if and else clauses are indented for readability and clarity. if Statement—Examples When the number of units in unitsDecimal is less than 32, select the radio button for Freshman; otherwise, make sure the radio button is deselected (see Figure 4.3). Remember that when a radio button is selected, the Checked property has a Boolean value of true. Examples
 
 unitsDecimal = decimal.Parse(unitsTextBox.Text); if (unitsDecimal < 32m) { freshmanRadioButton.Checked = true; } else { freshmanRadioButton.Checked = false; }
 
 When you type an if statement and press Enter, the editor places the insertion point on a blank line, indented from the if. If you have multiple statements on either the if or the else, you must place those statements in braces; otherwise, only the first statement belongs to the if. The editor properly places the
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 Figure
 
 [Units >= 32]
 
 Turn Freshman option off
 
 [Units < 32]
 
 Turn Freshman option on
 
 4.3
 
 The if statement logic in UML activity diagram form. If the number of units is fewer than 32, the Freshman radio button will be selected; otherwise the Freshman radio button will be deselected.
 
 braces directly under the if or else when you type the brace at the position of the insertion point on the blank line.
 
 Charting if Statements A Unified Modeling Language (UML) activity diagram is a useful tool for showing the logic of an if statement. It has been said that one picture is worth a thousand words. Many programmers find that a diagram helps them organize their thoughts and design projects more quickly. The UML specification includes several types of diagrams. The activity diagram is a visual planning tool for decisions and actions for an entire application or a single method. The diamond-shape symbol (called a decision symbol) represents a condition. The branches from the decision symbol indicate which path to take for different results of the decision (Figure 4.4). Figure The UML activity diagram symbols used for program decisions and activities.
 
 [Condition that must be true to follow this path]
 
 Action to take for this condition
 
 [Condition that must be true to follow this path]
 
 Action to take for this condition
 
 Boolean Expressions The test in an if statement is a Boolean expression, which evaluates as true or false. To form Boolean expressions, also referred to as conditions, you use relational operators (Table 4.1), also called comparison operators. The comparison is evaluated and the result is either true or false. Boolean expressions can be formed with numeric variables and constants, string variables and constants, object properties, and arithmetic expressions.
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 The Relational Operators
 
 Ta b l e
 
 4.1
 
 Symbol
 
 Relation tested
 
 Examples
 
 >
 
 greater than
 
 decimal.Parse(amountTextBox.Text) > limitDecimal correctInteger > 75
 
 
=
 
 greater than or equal to
 
 int.Parse(quantityTextBox.Text) >= 500
 
 10) { MessageBox.Show("Too many hours.", "Invalid Data", MessageBoxButtons.OK); }
 
 Checking for a Required Field Sometimes you need to be certain that a value has been entered into a text box before proceeding. You can compare a text box value to an empty string literal. if (nameTextBox.Text != "") { // Good data -- Perform some action. } else { MessageBox.Show("Required entry.", "Invalid Data", MessageBoxButtons.OK); }
 
 Many programmers prefer to reverse the test in an if statement, so that invalid entries are caught in the true portion of the test. This practice can be easier to read and understand. The preceding validation could be written as follows, which does not require the use of not (!). if (nameTextBox.Text == "") { MessageBox.Show("Required entry.", "Invalid Data", MessageBoxButtons.OK); } else { // Good data -- Perform some action. }
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 By checking separately for blank or nonnumeric data, you can display a better message to the user. Make sure to check for blanks first, since a blank field will throw an exception with a parsing method. For example, if you reverse the order of the if and try blocks in the following example, blanks in quantityTextBox will always trigger the nonnumeric message in the catch block. if (quantityTextBox.Text != "") // Not blank. { try quantityDecimal = decimal.Parse(quantityTextBox.Text); catch // Nonnumeric data. { messageString = "Nonnumeric data entered for quantity."; MessageBox.Show(messageString, "Data Entry Error"); } } else // Missing data. { messageString = "The quantity is required."; MessageBox.Show(messageString, "Data entry error"); }
 
 Performing Multiple Validations When you need to validate several input fields, how many message boxes do you want to display for the user? Assume that the user has neglected to fill five text boxes or make a required selection and clicked on Calculate. You can avoid displaying multiple message boxes in a row by using a nested if statement. This way you check the second value only if the first one passes, and you can exit the processing if a problem is found with a single field. if (nameTextBox.Text != "") { try { unitsDecimal = decimal.Parse(unitsTextBox.Text); if (freshmanRadioButton.Checked || sophomoreRadioButton.Checked || juniorRadioButton.Checked || seniorRadioButton.Checked) { // Data valid -- Do calculations or processing here. } else { MessageBox.Show("Please select a grade level.", "Data Entry Error", MessageBoxButtons.OK); } } catch(FormatException) { MessageBox.Show("Enter number of units.", "Data Entry Error", MessageBoxButtons.OK); unitsTextBox.Focus(); } }
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 else { MessageBox.Show ("Please enter a name", "Data Entry Error", MessageBoxButtons.OK); nameTextBox.Focus(); }
 
 The switch Statement Earlier you used the if statement for testing conditions and making decisions. Whenever you want to test a single variable for multiple values, the switch statement provides a flexible and powerful solution. Any decisions that you can code with a switch statement also can be coded with nested if statements, but usually the switch statement is simpler and more clear. The switch Statement—General Form General Form
 
 switch (expression) { case testValue1: [statement(s); break;] [case testValue2: statement(s); break;] . . . [default:] statement(s); break;] }
 
 The expression in a switch statement is usually a variable or property that you wish to test. The test values are the values that you want to match; they may be numeric or string constants or variables, and must match the data type of the expression you are testing. There is no limit to the number of case blocks that you can include, and no limit to the number of statements that can follow a case statement. After all of the statements for a case statement, you must place a break statement. The break causes the switch to terminate.
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 The switch Statement—Examples Examples
 
 switch (listIndexInteger) { case 0: // Code to handle selection of zero. break; case 1: // Code to handle selection of one. break; default: // Code to handle no selection made or no match. break; } switch (scoreInteger/10) { case 10: case 9: messageLabel1.Text = "Excellent Score"; messageLabel2.Text = "Give yourself a pat on the back."; break; case 8: messageLabel1.Text = "Very Good"; messageLabel2.Text = "You should be proud."; break; case 7: messageLabel1.Text = "Satisfactory Score"; messageLabel2.Text = "You should have a nice warm feeling."; break; default: messageLabel1.Text = "Your score shows room for improvement."; messageLabel2.Text = ""; break; }
 
 Notice in the second example above that case 10: has no code. In this case, the code beneath Case 9: executes for both 10 and 9. When you want to test for a string value, you must include quotation marks around the literals. Example switch (teamNameTextBox.Text) { case "Tigers": // Code for Tigers. break; case "Leopards": // Code for Leopards. break; case "Cougars": case "Panthers": // Code for Cougars and Panthers. break; default: // Code for any nonmatch. break; }
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 Note that, in the previous example, the capitalization must also match exactly. A better solution would be switch (teamNameTextBox.Text.ToUpper()) { case "TIGERS": // Code for Tigers. break; case "LEOPARDS": // Code for Leopards. break; case "COUGARS": case "PANTHERS": // Code for Cougars and Panthers. break; default: // Code for any nonmatch. break; }
 
 Although the default clause is optional, generally you will want to include it in switch statements. The statements you code beneath default execute only if none of the other case expressions is matched. This clause provides checking for any invalid or unforeseen values of the expression being tested. If the default clause is omitted and none of the case conditions is true, the program continues execution at the statement following the closing brace for the switch block. The final break statement in the last case or default statement seems unnecessary, but the compiler generates an error message if you leave it out. If more than one case value is matched by the expression, only the statements in the first matched case clause execute.
 
 ➤ Feedback 4.3
 
 1. Convert the following if statement to a switch statement: if (codeString = = "A") { outputLabel.Text = } else if (codeString = = { outputLabel.Text = } else if (codeString = = { outputLabel.Text = } else { outputLabel.Text = }
 
 "Excellent"; "B") "Good"; "C" || codeString = = "D") "Satisfactory";
 
 "Not Satisfactory";
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 2. Rewrite the switch statement from question 1 to handle upper- or lowercase values for codeString. 3. Write the switch statement to convert this if statement to a switch statement: if (countInteger == 0) { MessageBox.Show("Invalid value"); } else { averageDecimal = sumDecimal / countInteger; MessageBox.Show("The average is: " + averageDecimal.ToString()); }
 
 Sharing an Event Handler A very handy feature of C# is the ability to share an event-handling method for the events of multiple controls. For example, assume that you have a group of four radio buttons to allow the user to choose a color (Figure 4.12). Each of the radio buttons must have its own name and will ordinarily have its own event-handling method. You can code the event-handling method for one of the radio buttons and then connect the other radio buttons to the same method. To share an event-handling method, first double-click on one of the radio buttons; the editor creates the event handler for that button. Then select another radio button and click on the Events button in the Properties window. You will see a list of the available events for the selected control (Figure 4.13). Figure
 
 4.12
 
 The four radio buttons allow the user to choose the color.
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 Figure Properties button Events button
 
 4.13
 
 Select the Events button in the Properties window to display the list of events for the selected control. You can set the event handler to an existing method.
 
 TIP When you share an event handler, rename the method to more clearly reflect its purpose, such as radioButtons_CheckedChanged instead of
 
 blueRadioButton_Checked-
 
 Changed. Right-click on the method name in the Code Editor and select
 
 Refactor / Rename from the context menu to rename the method
 
 You can set the handler for the CheckedChanged event for a control to an existing method by selecting the method from the drop-down list (Figure 4.14). After you have selected a single event-handling method for multiple controls, this method will execute when the user selects any of the radio buttons. A good, professional technique is to set up a class-level variable to hold the selection that the user makes. Then, in the OK button’s event-handling method, you can take action based on which of the buttons was selected. The key to using the shared event handler is the sender argument that is passed to the CheckedChanged method. The sender is defined as a generic
 
 everywhere it occurs. ■
 
 Figure
 
 4.14
 
 Select the redRadioButton_ CheckedChanged method to handle the CheckedChanged event for blueRadioButton.
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 object. To use its Name property, you must cast sender to a RadioButton type. Then you can use its Name property in a switch statement to determine which radio button the user selected. // Declare class-level variable. Color selectedColor;
 
 You can declare a class-level variable as a Color data type, assign the chosen color in the shared event handler, and then apply the color in the OK button’s click event handler. In this example, we used Refactor / Rename to rename the shared event handler from redRadioButton_CheckedChanged to radioButtons_ CheckedChanged, to make the name more generic. public partial class ChangeColorForm : Form { // Declare class-level variable. Color selectedColor; public ChangeColorForm() { InitializeComponent(); } private void radioButtons_CheckedChanged(object sender, EventArgs e) { // Set the selected color to match the radio button. // Handles all four radio buttons. // Cast the sender argument to a RadioButton data type. RadioButton selectedRadioButton = (RadioButton)sender; switch (selectedRadioButton.Name) { case "redRadioButton": selectedColor = Color.Red; break; case "blueRadioButton": selectedColor = Color.Blue; break; case "yellowRadioButton": selectedColor = Color.Yellow; break; case "greenRadioButton": selectedColor = Color.Green; break; } } private void okButton_Click(object sender, EventArgs e) { // Change the color based on the selected radio button. this.BackColor = selectedColor; } }
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 Calling Event Handlers If you wish to perform a set of instructions in more than one location, you should never duplicate the code. Write the instructions once, in an eventhandling method, and “call” the method from another method. When you call a method, the entire method is executed and then execution returns to the statement following the call. The Call Statement—General Form General Form
 
 MethodName();
 
 You must include the parentheses; if the method that you are calling requires arguments, then place the arguments within the parentheses; otherwise, leave them empty. Note that all method calls in this chapter do require arguments. Chapter 5 covers more options including writing additional methods, with and without arguments. The Call Statement—Example Example
 
 clearButton_Click(sender, e);
 
 Notice the arguments for the call statement. You are passing the same two arguments that were passed to the calling method. If you examine any of the editor-generated event-handling method headers, you can see that every event handler requires these two arguments, which can be used to track the object that generated the event. private void newOrderButton_Click(object sender, System.EventArgs e) { // . . . // Call the clearButton_Click event-handling method. clearButton_Click(sender, e); }
 
 In the programming example that follows, you will accumulate individual items for one customer. When that customer’s order is complete, you need to clear the entire order and begin an order for the next customer. Refer to the form in Figure 4.15; notice the two buttons: Clear for Next Item and New Order. The button for next item clears the text boxes on the screen. The button for a new order must clear the screen text boxes and clear the subtotal fields. Rather than repeat the instructions to clear the individual screen text boxes, we can call the event handler for clearButton_Click from the newOrderButton_Click method.
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 Figure
 
 4.15
 
 A form with buttons that perform overlapping functions. The New Order button must include the same tasks as Clear for Next Item.
 
 private void newOrderButton_Click(object sender, System.EventArgs e) { // Clear the current order and add to totals. DialogResult string
 
 responseDialogResult; messageString;
 
 // Confirm clear of current order. messageString = "Clear the current order figures?"; responseDialogResult = MessageBox.Show(messageString, "Clear Order", MessageBoxButtons.YesNo, MessageBoxIcon.Question, MessageBoxDefaultButton.Button2); if (responseDialogResult == DialogResult.Yes) // User said Yes. { clearButton_Click(sender, e); // Clear the current order fields. // Continue with statements to clear the subtotals. } }
 
 In the newOrderButton_Click handler, all the instructions in clearButton_Click are executed. Then execution returns to the next statement following the call.
 
 Your Hands-On Programming Example Create a project for the juice bar at Look Sharp Fitness Center. The application must calculate the amount due for individual orders and maintain accumulated totals for a summary. Have option buttons for the size (12, 16, and 20 ounce) and options for the drink selections. Two juices are available and three smoothie flavors. Have a check box for the three extra additive choices.
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 The prices for the drinks are 3.00, 3.50, and 4.00, depending on size. Each additive is an additional 50 cents. Display the price of the drink as the options are selected. Only add it to the order when the Add to Order button is selected. The buttons are Add to Order for each drink selection, Order Complete to display the amount due for the order, Summary Report to display the summary information, and Exit. The summary information should contain the number of drinks served, the number of orders, and the total dollar amount. Display the summary data in a message box. When the user clicks the Add to Order button, the price of the drink should be added to the order totals and the screen fields should be reset to their default values, which are as follows: No selection for size or extras, Fruit selected for Juices and 1 for quantity, and the item price text box should be empty. For the Size group of radio buttons, include an extra invisible radio button with its Checked property set to true initially. You can test the invisible radio button to make sure that the user has selected a size. Set the radio buttons to true when you need to clear the others. When the user clicks the Order Complete button, make sure that the last drink order was added into the total. You will know that an unsaved order is on the screen if the Item Price text box has a value (it is cleared when the order is calculated). If the user wants to add the last drink order into the total, call the event handler for the Add to Order button, rather than write the code a second time. Planning the Project Sketch a form (Figure 4.16), which your users sign as meeting their needs.
 
 Figure
 
 4.16
 
 The planning sketch of the form for the hands-on programming exercise example. JuiceBarForm groupBox 1 twelveOunceRadioButton sixteenOunceRadioButton twentyOunceRadioButton
 
 groupBox3 Size 12 Ounce 3.00 16 Ounce 3.50
 
 Fruit
 
 20 Ounce 4.00
 
 Veggie invisible
 
 noSizeRadioButton groupBox 2 vitaminPackCheckBox energyBoosterCheckBox
 
 Select the drink type Juices
 
 Extras - $0.50 each Vitamin Pack
 
 veggieJuiceRadioButton pomegranateSmoothieRadioButton
 
 Smoothies Pomegranate Strawberry Banana WheatBerry
 
 Energy Booster For the Ladies
 
 Add to Order
 
 ladiesCheckBox Order Complete quantityTextBox itemPriceTextBox
 
 Quantity
 
 fruitJuiceRadioButton
 
 Summary Report
 
 Item Price Exit
 
 strawberryBananaRadioButton wheatberrySmoothieRadioButton addToOrderButton orderCompleteButton summaryButton exitButton
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 Plan the Objects and Properties. Plan the property settings for the form and each of the controls.
 
 Object
 
 Property
 
 Setting
 
 JuiceBarForm
 
 Name Text AcceptButton CancelButton
 
 JuiceBarForm Juice Bar Orders addToOrderButton exitButton
 
 groupBox1
 
 Text
 
 Size
 
 twelveOunceRadioButton
 
 Name Text
 
 twelveOunceRadioButton 12 &Ounce
 
 sixteenOunceRadioButton
 
 Name Text
 
 sixteenOunceRadioButton &16 Ounce
 
 twentyOunceRadioButton
 
 Name Text
 
 twentyOunceRadioButton &20 Ounce
 
 noSizeRadioButton
 
 Name Checked Visible
 
 noSizeRadioButton true false
 
 groupBox2
 
 Text
 
 Extras - $0.50 each
 
 vitaminPackCheckBox
 
 Name Text
 
 vitaminPackCheckBox &Vitamin Pack
 
 energyBoosterCheckBox
 
 Name Text
 
 energyBoosterCheckBox Energy &Booster
 
 ladiesCheckBox
 
 Name Text
 
 ladiesCheckBox For the &Ladies
 
 groupBox3
 
 Text
 
 Select the drink type
 
 label1
 
 Text
 
 Juices
 
 fruitJuiceRadioButton
 
 Name Text Checked
 
 fruitJuiceRadioButton &Fruit true
 
 veggieJuiceRadioButton
 
 Name Text
 
 veggieJuiceRadioButton Ve&ggie
 
 label2
 
 Text
 
 Smoothies
 
 pomegranateSmoothieRadioButton
 
 Name Text
 
 pomegranateSmoothieRadioButton &Pomegranate
 
 strawberryBananaRadioButton
 
 Name Text
 
 strawberryBananaRadioButton &Strawberry Banana
 
 wheatberrySmoothieRadioButton
 
 Name Text
 
 wheatberrySmoothieRadioButton &WheatBerry
 
 label3
 
 Text
 
 &Quantity
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 Property
 
 Setting
 
 quantityTextBox
 
 Name Text
 
 quantityTextBox (blank)
 
 label4
 
 Text
 
 Item Price
 
 itemPriceTextBox
 
 Name Text ReadOnly TabStop
 
 itemPriceTextBox (blank) true false
 
 addToOrderButton
 
 Name Text
 
 addToOrderButton &Add to Order
 
 orderCompleteButton
 
 Name Text Enabled
 
 orderCompleteButton Order &Complete false
 
 summaryButton
 
 Name Text Enabled
 
 summaryButton Summary &Report false
 
 exitButton
 
 Name Text
 
 exitButton E&xit
 
 A
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 Plan the Event Handlers. You need to plan the actions for five event handlers for the buttons.
 
 Object
 
 Method
 
 Action
 
 addToOrderButton
 
 Click
 
 Check if size is selected. Validate for blank or nonnumeric amount. Multiply price by quantity. Add to the number of drinks. Enable the Order Complete button. Reset controls to default values
 
 orderCompleteButton
 
 Click
 
 If last item not cleared from screen Ask user whether to add it. If yes Call addToOrderButton_Click. Display the price of the order. Add to the number of orders and totalSales. Enable the Summary and Order Complete buttons. Clear the order amount
 
 summaryButton
 
 Click
 
 Display the summary totals in a message box.
 
 exitButton
 
 Click
 
 Terminate the project.
 
 Size radio buttons
 
 CheckedChanged
 
 Clear the Extras variable. Find price of selected size.
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 Write the Project Follow the sketch in Figure 4.16 to create the form. Figure 4.17 shows the completed form. • • •
 
 Set the properties of each object as you have planned. Write the code. Working from the pseudocode, write each event-handling method. When you complete the code, use a variety of data to thoroughly test the project.
 
 Figure
 
 4.17
 
 The form for the hands-on programming exercise.
 
 The Project Coding Solution /* * Program Name: * Programmer: * Date: * * Description: * * * * */ using using using using using using using
 
 Ch04HandsOn Bradley/Millspaugh June 2009 This project calculates the amount due based on the customer selection and accumulates summary data for the day.
 
 System; System.Collections.Generic; System.ComponentModel; System.Data; System.Drawing; System.Text; System.Windows.Forms;
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 namespace Ch04HandsOn { public partial class JuiceBarForm : Form { // Declare class variables. private decimal itemPriceDecimal, totalOrderDecimal, totalSalesDecimal; private int drinksInteger, ordersInteger; public JuiceBarForm() { InitializeComponent(); } private void addToOrderButton_Click(object sender, EventArgs e) { // Add the current item price and quantity to the order. if (noSizeRadioButton.Checked) { MessageBox.Show("You must select a drink size.", "Missing required entry"); } else { try { int quantityInteger = int.Parse(quantityTextBox.Text); if (quantityInteger != 0) { drinksInteger += quantityInteger; totalOrderDecimal += itemPriceDecimal * quantityInteger; orderCompleteButton.Enabled = true; // Reset defaults for next item. noSizeRadioButton.Checked = true; fruitJuiceRadioButton.Checked = true; vitaminPackCheckBox.Checked = false; energyBoosterCheckBox.Checked = false; ladiesCheckBox.Checked = false; itemPriceTextBox.Clear(); quantityTextBox.Text = "1"; } else { MessageBox.Show("Please enter a quantity.", "Missing Required Entry"); } } catch (FormatException) { MessageBox.Show("Invalid quantity.", "Data Entry Error"); quantityTextBox.Focus(); quantityTextBox.SelectAll(); } } }
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 private void orderCompleteButton_Click(object sender, EventArgs e) { // Order is complete, add to summary and clear order. // Check if the last item was added to the total. if (itemPriceTextBox.Text != "") { DialogResult responseDialogResult; string messageString = "Current Item not recorded. Add to order?"; responseDialogResult = MessageBox.Show(messageString, "Verify Last Drink Purchase", MessageBoxButtons.YesNo, MessageBoxIcon.Question); if (responseDialogResult == DialogResult.Yes) { addToOrderButton_Click(sender, e); } } // Display amount due. string dueString = "Amount Due " + totalOrderDecimal.ToString("C"); MessageBox.Show(dueString, "Order Complete"); // Add to summary totals. ordersInteger++; totalSalesDecimal += totalOrderDecimal; // Reset buttons and total for new order. summaryButton.Enabled = true; orderCompleteButton.Enabled = false; totalOrderDecimal = 0m; } private void summaryButton_Click(object sender, EventArgs e) { // Display the summary information in a message box. string summaryString = "Drinks Sold: " + drinksInteger.ToString() + "\n\n" + "Number of Orders: " + ordersInteger.ToString() + "\n\n" + "Total Sales: " + totalSalesDecimal.ToString("C"); MessageBox.Show(summaryString, "Juice Bar Sales Summary", MessageBoxButtons.OK, MessageBoxIcon.Information); } private void exitButton_Click(object sender, EventArgs e) { // End the application. this.Close(); } private void twelveOunceRadioButton_CheckedChanged(object sender, EventArgs e) { // Calculate and display the price for the selected item. // Handles all check boxes and radio buttons. int extrasInteger = 0;
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 if (twelveOunceRadioButton.Checked) { itemPriceDecimal = 3m; } else if (sixteenOunceRadioButton.Checked) { itemPriceDecimal = 3.5m; } else if (twentyOunceRadioButton.Checked) { itemPriceDecimal = 4m; } extrasInteger = 0; if (vitaminPackCheckBox.Checked) { extrasInteger++; } if (energyBoosterCheckBox.Checked) { extrasInteger++; } if (ladiesCheckBox.Checked) { extrasInteger++; } itemPriceDecimal += extrasInteger * .5m; // 50 cents for each extra. itemPriceTextBox.Text = itemPriceDecimal.ToString("C"); } } }
 
 Debugging C# Projects One of the advantages of programming in the Visual Studio environment is the availability of debugging tools. You can use these tools to help find and eliminate logic and run-time errors. The debugging tools also can help you to follow the logic of existing projects to better understand how they work. Sometimes it’s helpful to know the result of a Boolean expression, the value of a variable or property, or the sequence of execution of your program. You can follow program logic in Debug mode by single-stepping through code; you also can get information about execution without breaking the program run, using the WriteLine method of the Console class. In the following sections, you will learn to use many of the debugging tools on the Debug toolbar (Figure 4.18) and the Debug menu (Figure 4.19). Note that the Debug toolbar appears automatically when you choose the Start command; you also can make the toolbar display full-time by right-clicking on any toolbar and choosing Debug from the popup menu.
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 Figure
 
 4.18
 
 The Debug toolbar with its tools for debugging programs. t Ou ep r St ve O ) g ep ng St nto gin gi I g ug ep u eb St Deb tD op ll ar St k A r St ea (o Br inue nt Co
 
 Figure
 
 4.19
 
 The debugging options on the Debug menu.
 
 Writing to the Output Window You can place a Console.WriteLine method in your code. In the argument, you can specify a message to write or an object that you want tracked. The Console.WriteLine Method—General Form General Form
 
 Console.WriteLine(TextString); Console.WriteLine(Object);
 
 The Console.WriteLine method is overloaded, so that you can pass it a string argument or the name of an object. The Console.WriteLine Method—Examples Example
 
 Console.WriteLine("calculateButton method entered."); Console.WriteLine(quantityTextBox); Console.WriteLine("quantityInteger = " + quantityInteger);
 
 When the Console.WriteLine method executes, its output appears in the Output window. Figure 4.20 shows the output of the three example statements above. Notice the second line of output, for quantityTextBox—the class of the object displays along with its current contents. Note: If the Output window is not displaying, select View/Other Windows / Output.
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 Figure
 
 4.20
 
 The Output window shows the output of the Console.WriteLine method.
 
 You may find it useful to place WriteLine methods in if statements so that you can see which branch the logic followed. if (intCount > 10) { Console.WriteLine("Count is greater than 10."); // Other processing. } else { Console.WriteLine("Count is not greater than 10."); // Other processing. }
 
 An advantage of using WriteLine, rather than the other debugging techniques that follow, is that you do not have to break program execution.
 
 Pausing Execution with the Break All Button You can click on the Break All button to pause execution. This step places the project into Debugging mode at the current line. However, generally you will prefer to break in the middle of a method. To choose the location of the break, you can force a break with a breakpoint.
 
 Forcing a Break During the debugging process, often you want to stop at a particular location in code and watch what happens (which branch of an if/else; which methods were executed; the value of a variable just before or just after a calculation). You can force the project to break by inserting a breakpoint in code. To set a breakpoint, place the mouse pointer in the gray margin indicator area at the left edge of the Editor window on a line of executable code and click; the line will be highlighted in red and a large red dot will display in the margin indicator (Figure 4.21). After setting a breakpoint, start execution. When the project reaches the breakpoint, it will halt, display the line, and go into debug mode. You can remove a breakpoint by clicking again in the gray margin area, or clear all breakpoints from the Debug menu.
 
 TIP Place the insertion point in the line you want as a breakpoint and press F9. Press F9 again to toggle the breakpoint off. ■
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 Figure
 
 4.21
 
 A program statement with a breakpoint set appears highlighted and a dot appears in the gray margin indicator area.
 
 Checking the Current Values of Expressions You can quickly check the current value of an expression such as a variable, a control, a Boolean expression, or an arithmetic expression. During debug mode, display the Editor window and point to the name of the expression that you want to view; a small label, called a DataTip, pops up and displays the current contents of the expression. The steps for viewing the contents of a variable during run time are 1. Break the execution using a breakpoint. 2. If the code does not appear in the Editor, click on the editor’s tab in the Document window. 3. Point to the variable or expression in the current procedure that you wish to view. The current contents of the expression will pop up in a label (Figure 4.22), when the expression is in scope. Figure Point to a variable name in code and its current value displays in a DataTip.
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 Stepping through Code The best way to debug a project is to thoroughly understand what the project is doing every step of the way. Previously, this task was performed by following each line of code manually to understand its effect. You can now use the Visual Studio stepping tools to trace program execution line by line and see the progression of the program as it executes through your code. You step through code at debug time. You can use one of the techniques already mentioned to break execution or choose one of the stepping commands at design time; the program will begin running and immediately transfer to debug time. The three stepping commands on the Debug menu are Step Into, Step Over, and Step Out. You also can use the toolbar buttons for stepping or the keyboard shortcuts shown on the menu (refer to Figure 4.19). These commands force the project to execute a single line at a time and to display the Editor window with the current statement highlighted. As you execute the program, by clicking a button, for example, the Click event occurs. Execution transfers to the event-handling method, the Editor window for that method appears on the screen, and you can follow line-by-line execution. Step Into Most likely you will use the Step Into command more than the other two stepping commands. When you choose Step Into (from the menu, the toolbar button, or F11), the next line of code executes and the program pauses again in debug time. If the line of code is a call to another method, the first line of code of the called method displays. To continue stepping through your program execution, continue choosing the Step Into command. When a method is completed, your form will display again, awaiting an event. You can click on one of the form’s buttons to continue stepping through code in an event-handling method. If you want to continue execution without stepping, choose the Continue command (from the menu, the toolbar button, or F5). Note: The keyboard shortcuts may differ, depending on the keyboard mapping selected in the Options dialog box. The shortcuts shown here are for C# development settings; if you are using general development settings, perhaps in a shared environment with other language development, the keyboard shortcuts may differ. Step Over The Step Over command also executes one line of code at a time. The difference between Step Over and Step Into occurs when your code has calls to other methods. Step Over displays only the lines of code in the current method being analyzed; it does not display lines of code in the called methods. You can choose Step Over from the menu, from the toolbar button, or by pressing F10. Each time you choose the command, one more program statement executes. Step Out You use the third stepping command when you are stepping through a called method. The Step Out command continues rapid execution until the called method completes, and then returns to debug mode at the statement following the call, that is, the next line of the calling method.
 
 Decisions and Conditions
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 C
 
 H
 
 A
 
 P
 
 T
 
 4. Decisions and Conditions
 
 E
 
 R
 
 Text
 
 209
 
 © The McGraw−Hill Companies, 2010
 
 201
 
 4
 
 Continuing Program Execution When you have seen what you want to see, continue rapid execution by pressing F5 or choosing Continue from the Debug toolbar or the Debug menu. If you want to restart execution from the beginning, choose the Restart command. Stopping Execution Once you have located a problem in the program’s code, usually you want to stop execution, correct the error, and run again. Stop execution by selecting Stop Debugging from the Debug menu or the toolbar button, or press the keyboard shortcut: Shift + F5. Note: The keyboard shortcuts differ depending on the keyboard mapping scheme selected in Tools / Options / Environment / Keyboard with Show All Settings selected. Edit and Continue C# 2005 introduced a new feature: Edit and Continue. You can use this feature to save time when debugging programs. When your program goes into Debugging mode and you make minor modifications to the code in the Editor, you may be able to continue execution without stopping to recompile. Press F5 or choose Debug / Continue. If the changes to the code are too major to continue without recompiling, the debugger does not allow the changes. Stop program execution, make the changes, and recompile the program.
 
 The Locals Window Sometimes you may find that the Locals window displays just the information that you want (Figure 4.23). The Locals window displays all objects and variables that are within scope at debug time. That means that if you break execution in the calculateButton_Click event method, all variables local to that method display. You also can expand the this entry to see the state of the form’s controls and the values of class-level variables. Display the Locals window from the toolbar button or the Debug / Windows / Locals menu item, which appears only when a program is running, either in run time or debug mode. Figure The Locals window shows the values of the local variables that are within scope of the current statement.
 
 4.23
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 The Autos Window Another helpful debugging window is the Autos window. The Autos window “automatically” displays all variables and control contents that are referenced in the current statement and a few statements on either side of the current one (Figure 4.24). Note that the highlighted line in the Editor window is about to execute next; the “current” statement is the one just before the highlighted one. Figure
 
 4.24
 
 The Autos window automatically adjusts to show the variables and properties that appear in the previous few lines and the next few lines.
 
 You can view the Autos window when your program stops at a breakpoint. Click on the Autos window tab if it appears, or open it using the Debug / Windows / Autos menu item. Again, you must be in either run time or debug mode to see the menu item. Note: The Autos window is not available in the Express Edition.
 
 Debugging Step-by-Step Tutorial In this exercise, you will learn to set a breakpoint; pause program execution; single-step through program instructions; display the current values of properties, variables, and conditions; and debug a C# program. Test the Project STEP 1: Open the debugging project from the StudentData folder, which you downloaded from the text Web site (www.mhhe.com/C#2008). The project is found in the Ch04Debug folder. STEP 2: Run the program. STEP 3: Enter color Blue and quantity 100, and press Enter or click on the Calculate button. STEP 4: Enter another color Blue and quantity 50, and press Enter. Are the totals correct? STEP 5: Enter color Red and quantity 30, and press Enter. STEP 6: Enter color Red and quantity 10, and press Enter. Are the totals correct? STEP 7: Enter color White and quantity 50, and press Enter. STEP 8: Enter color White and quantity 100, and press Enter. Are the totals correct? STEP 9: Exit the project. You are going to locate and correct the errors in the red and white totals.
 
 TIP T o use any of the debugging windows, you must be in debug mode. ■
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 Break and Step Program Execution STEP 1: Display the program code. Scroll to locate this line, which is the first calculation line in the calculateButton_Click event method: quantityDecimal = decimal.Parse(quantityTextBox.Text); STEP 2:
 
 Click in the gray margin indicator area to set a breakpoint on the selected line. Your screen should look like Figure 4.25. Figure
 
 4.25
 
 A program statement with a breakpoint set appears highlighted, and a dot appears in the gray margin indicator area.
 
 STEP 3:
 
 STEP 4:
 
 STEP 5: STEP 6:
 
 Run the project, enter Red and quantity 30, and press Enter. The project will transfer control to the calculateButton_Click method, stop when the breakpoint is reached, highlight the current line, and enter debug time (Figure 4.26). If the form is on top of the IDE window, click on the IDE or its taskbar button to make the VS IDE window appear on top. Note: The highlighted line has not yet executed. Press the F11 key, which causes C# to execute the current program statement (the assignment statement). (F11 is the keyboard shortcut for Debug / Step Into.) The statement is executed, and the highlight moves to the next statement (the if statement). Press F11 again; the condition (blueRadioButton.Checked) is tested and found to be false. Continue pressing F11 a few more times and watch the order in which program statements execute.
 
 TIP You can change the current line of execution in debug mode by dragging the yellow current-line indicator arrow on the left side ■
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 Figure
 
 4.26
 
 When a breakpoint is reached during program execution, C# enters debug time, displays the Editor window, and highlights the breakpoint line.
 
 View the Contents of Properties, Variables, and Boolean Expressions STEP 1:
 
 Scroll up if necessary and point to quantityTextBox.Text in the breakpoint line; the contents of the Text property pop up (Figure 4.27). Figure
 
 Point to a property reference in code and the current contents pop up.
 
 STEP 2:
 
 STEP 3:
 
 STEP 4:
 
 Point to quantityDecimal and view the contents of that variable. Notice that the Text property is enclosed in quotes and the numeric variable is not. Point to blueRadioButton.Checked in the if statement; then point to redRadioButton.Checked. You can see the Boolean value for each of the radio buttons. Point to redTotalDecimal to see the current value of that total variable. This value looks correct, since you just entered 30, which was added to the total.
 
 4.27
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 Continue Program Execution STEP 1: Press F5, the keyboard shortcut for the Continue command. The Continue command continues execution. If the current line is any line other than the closing brace } of the method, execution continues and your form reappears. If the current line is }, you may have to click on your project’s Taskbar button to make the form reappear. STEP 2: Enter color Red and quantity 10. When you press Enter, program execution will again break at the breakpoint. STEP 3: The 10 you just entered should be added to the 30 previously entered for Red, producing 40 in the Red total. STEP 4: Use the Step Into button on the Debug toolbar to step through execution. Keep pressing Step Into until the 10 is added to redTotalDecimal. Display the current contents of the total. Can you see what the problem is? Hint: redTotalDecimal has only the current amount, not the sum of the two amounts. The answer will appear a little later; try to find it yourself first. You will fix this error soon, after testing the White total.
 
 TIP You can execute several lines at once by right-clicking the line you would like to debug next and choosing Run To Cursor. ■
 
 Test the White Total STEP 1: Press F5 to continue execution. If the form does not reappear, click the project’s Taskbar button. STEP 2: Enter color White and quantity 100, and press Enter. When execution halts at the breakpoint, press F5 to continue. This returns to rapid execution until the next breakpoint is reached. Enter color White and quantity 50, and press Enter. Press F11 several times when execution halts at the breakpoint until you execute the line that adds the quantity to the White total. Remember that the highlighted line has not yet executed; press Step Into one more time, if necessary, to execute the addition statement. Point to each variable name to see the current values (Figure 4.28). Can you see the problem? Figure Point to the variable name in code and its current value displays as 2 decimal.
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 Display the Autos window by clicking on its tab. If the tab does not appear, select Debug / Windows / Autos. The Autos window displays the current value of all properties and variables referred to by a few statements before and after the current statement (Figure 4.29). Note: If you are using the Express Edition, you can substitute the Locals window for the Autos window. Figure
 
 4.29
 
 The Autos window displays the current contents of variables and properties in the statements before and after the current statement.
 
 STEP 4:
 
 Identify all the errors. When you are ready to make the corrections, continue to the next step.
 
 TIP D isplay keyboard shortcuts on
 
 Correct the Red Total Error STEP 1: Stop program execution by clicking on the Stop Debugging toolbar button (Figure 4.30).
 
 ToolTips, as in Figure 4.30, by selecting Tools / Customize / Show
 
 shortcut keys in ScreenTips.
 
 Figure
 
 ■
 
 4.30
 
 Click on the Stop Debugging button on the Debug toolbar to halt program execution.
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 Locate this line: redTotalDecimal = quantityDecimal;
 
 STEP 3:
 
 This statement replaces the value of redTotalDecimal with quantityDecimal rather than adding to the total. Change the line to read redTotalDecimal += quantityDecimal;
 
 Correct the White Total Error STEP 1: Locate this line: whiteTotalDecimal++;
 
 STEP 2:
 
 Of course, this statement adds 1 to the White total, rather than adding the quantity. Correct the line to read whiteTotalDecimal += quantityDecimal;
 
 Test the Corrections STEP 1: Press F5 to start program execution. Enter color White and quantity 100; press Enter. STEP 2: When the program stops at the breakpoint, press F5 to continue. STEP 3: Enter White and 50, and press Enter. STEP 4: At the breakpoint, clear the breakpoint by clicking on the red margin dot for the line. STEP 5: Press F5 to continue and check the White total on the form. It should now be correct. STEP 6: Enter values for Red twice and make sure the total is correct. STEP 7: Test the totals for all three colors carefully and then click Exit. Test the Exception Handling STEP 1: Set a breakpoint again on the first calculation line in the calculateButton_Click event handler. STEP 2: Run the program, this time entering nonnumeric characters for the amount. Click on Calculate; when the program stops at the breakpoint, press F11 repeatedly and watch program execution. The message box should appear. STEP 3: Stop program execution. Force a Run-Time Error For this step, you will use a technique called commenting out code. Programmers often turn code lines to comments to test the code without those lines. Sometimes it works well to copy a section of code, comment out the original to keep it unchanged, and modify only the copy. You’ll find it easy to uncomment the code later, after you finish testing.
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 In C# you can turn code lines into comments in several ways: You can add “//” to the beginning of a line, surround a group of lines with “/*” and “*/”, or use the Comment out the selected lines toolbar button. STEP 1:
 
 STEP 2: STEP 3:
 
 Select Delete All Breakpoints from the Debug menu if the menu item is available. The item is available only when there are breakpoints set in the program. Click Yes on the confirmation dialog. At the left end of the line with the try statement, add two slashes, turning the line into a comment. Scroll down and locate the exception-handling code. Highlight the lines beginning with catch and ending with the closing brace for the catch block (Figure 4.31). Figure
 
 4.31
 
 Figure
 
 4.32
 
 Select the lines to convert to comments for debugging.
 
 STEP 4:
 
 Click on the Comment out the selected lines button on the Text Editor toolbar (Figure 4.32). The editor adds double slashes to the start of each of the selected lines.
 
 Click the Comment out the selected lines toolbar button to temporarily make program lines into comments.
 
 STEP 5:
 
 Run the project. This time click the Calculate button without entering a quantity. A run-time error will occur (Figure 4.33). Click Stop Debugging to cancel execution.
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 Figure
 
 4.33
 
 Figure
 
 4.34
 
 The missing data cause an exception and run-time error.
 
 STEP 6:
 
 After you are finished testing the program, select the commented lines and click on the Uncomment the selected lines button (Figure 4.34). Note: You can just click an insertion point in a line or select the entire line when you comment and uncomment lines.
 
 Click the Uncomment the selected lines toolbar button after testing the program.
 
 Summary 1. C# uses the if/else statement to make decisions. An else clause is optional and specifies the action to be taken if the expression evaluates false. If there are multiple statements for the if or else, the statements must be enclosed in braces. 2. UML activity diagrams can help visualize the logic of an if/else statement. 3. The Boolean expressions for an if statement are evaluated for true or false. 4. Boolean expressions can be composed of the relational operators, which compare items for equality, greater than, or less than. The comparison of numeric values is based on the quantity of the number, while character comparisons are based on the ANSI code table. Strings may use the equal and not equal operators or the string methods Equals and CompareTo. 5. The ToUpper and ToLower methods of the String class can convert a text value to upper- or lowercase. 6. The &&, ||, &, and | logical operators may be used to combine multiple expressions. With the && operator, both expressions must be true for the entire expression to evaluate true. For the || operator, if either or both expressions are true, the entire expression evaluates as true. When both &&
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 and || are used in a compound Boolean expression, the && expression is evaluated before the || expression. || and && short circuit the expression so that the second part of a compound expression may not be tested; use a single symbol (| or &) to not short circuit and thus force evaluation of all expressions. A nested if statement contains an if statement within either the true or false actions of a previous if statement. An else clause always applies to the last unmatched if regardless of indentation. The state of radio buttons and check boxes is better tested with if statements in the event handler for a button, rather than coding event handlers for the radio button or check box. Use individual if statements for check boxes and nested if statements for multiple radio buttons. The MessageBox.Show method can display a multiline message if you concatenate a NewLine character (\n) to specify a line break. You can choose to display multiple buttons in a message box. The MessageBox.Show method returns an object of the DialogResult class, which you can check using the DialogResult constants. Data validation checks the reasonableness or appropriateness of the value in a variable or property. The switch statement can test an expression for multiple values and substitute for nested if statements. You can assign the event-handling method for a control in the Properties window. A single method can be assigned to multiple controls, so that the controls share the event handler. You can use the sender argument in an event-handling method to determine which control caused the method to execute. One method can call another method. To call an event-handling method, you must supply the sender and e arguments. A variety of debugging tools are available in Visual Studio. These include writing to the Output window, breaking program execution, displaying the current contents of variables, and stepping through code.
 
 Key
 
 Terms
 
 ANSI code 162 Autos window 202 Boolean expression 160 breakpoint 198 call 188 comparison operators 160 compound Boolean expression 166 condition 160 Console.WriteLine method 197 DialogResult object 178 if statement 159 Locals window 201
 
 logical operator 166 nested if 168 NewLine (\n) character 176 relational operator 160 short circuit 167 Step Into 200 Step Out 200 Step Over 200 switch statement 182 ToLower method 165 ToUpper method 165 validation 180
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 Questions
 
 1. What is the general format of the statement used to code decisions in an application? 2. What is a Boolean expression? 3. Explain the purpose of relational operators and logical operators. 4. How does a comparison performed on numeric data differ from a comparison performed on string data? 5. How does C# compare the Text property of a text box? 6. Why would it be useful to include the ToUpper method in a comparison? 7. Name the types of items that can be used in a comparison. 8. Explain a Boolean variable test for true and false. Give an example. 9. Give an example of a situation where nested ifs would be appropriate. 10. Define the term validation. When is it appropriate to do validation? 11. Define the term checking a range. 12. When would it be appropriate to use a switch structure? Give an example. 13. Explain the difference between Step Into and Step Over. 14. What steps are necessary to view the current contents of a variable during program execution?
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 Exercises
 
 4.1 Lynette Rifle owns an image consulting shop. Her clients can select from the following services at the specified regular prices: Makeover $125, Hair Styling $60, Manicure $35, and Permanent Makeup $200. She has distributed discount coupons that advertise discounts of 10 percent and 20 percent off the regular price. Create a project that will allow the receptionist to select a discount rate of 10 percent, 20 percent, or none, and then select a service. Display the total price for the currently selected service and the total due for all services. A visit may include several services. Include buttons for Calculate, Clear, Print, and Exit. 4.2 Modify Programming Exercise 4.1 to allow for sales to additional patrons. Include buttons for Next Patron and Summary. When the receptionist clicks the Summary button, display in a summary message box the number of clients and the total dollar value for all services rendered. For Next Patron, confirm that the user wants to clear the totals for the current customer. 4.3 Create a project to compute your checking account balance. Form: Include radio buttons to indicate the type of transaction: deposit, check, or service charge. A text box will allow the user to enter the amount of the transaction. Display the new balance in a ReadOnly text box or a label. Calculate the balance by adding deposits and subtracting service charges and checks. Include buttons for Calculate, Clear, Print, and Exit.
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 4.4 Add validation to Programming Exercise 4.3. Display a message box if the new balance would be a negative number. If there is not enough money to cover a check, do not deduct the check amount. Instead, display a message box with the message “Insufficient Funds” and deduct a service charge of $10. 4.5 Modify Programming Exercise 4.3 or 4.4 by adding a Summary button that displays the total number of deposits, the total dollar amount of deposits, the number of checks, and the dollar amount of the checks. Do not include checks that were returned for insufficient funds, but do include the service charges. Use a message box to display the summary information. 4.6 Piecework workers are paid by the piece. Workers who produce a greater quantity of output are often paid at a higher rate. Form: Use text boxes to obtain the person’s name and the number of pieces completed. Include a Calculate button to display the dollar amount earned. You will need a Summary button to display the total number of pieces, the total pay, and the average pay per person. A Clear button should clear the name and the number of pieces for the current employee and a Clear All button should clear the summary totals after confirming the operation with the user. Include validation to check for missing data. If the user clicks on the Calculate button without first entering a name and the number of pieces, display a message box. Also, you need to make sure to not display a summary before any data are entered; you cannot calculate an average when no items have been calculated. You can check the number of employees in the Summary event handler or disable the Summary button until the first order has been calculated.
 
 Pieces completed
 
 Price paid per piece for all pieces
 
 1–199
 
 .50
 
 200–399
 
 .55
 
 400–599
 
 .60
 
 600 or more
 
 .65
 
 4.7 Modify Programming Exercise 2.2 (the flag viewer) to treat radio buttons and check boxes in the proper way. Include a Display button and check the settings of the radio buttons and check boxes in the button’s event handler, rather than making the changes in event handlers for each radio button and check box. Note: For help in basing a new project on an existing project, see “Copy and Move a Windows Project” in Appendix C. 4.8 Create an application to calculate sales for Catherine’s Catering. The program must determine the amount due for an event based on the number of guests, the menu selected, and the bar options. Additionally, the program maintains summary figures for multiple events.
 
 Decisions and Conditions
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 C
 
 H
 
 A
 
 P
 
 T
 
 4. Decisions and Conditions
 
 E
 
 R
 
 221
 
 © The McGraw−Hill Companies, 2010
 
 Text
 
 213
 
 4
 
 Form: Use a text box to input the number of guests and radio buttons to allow a selection of Prime Rib, Chicken, or Pasta. Check boxes allow the user to select an Open Bar and/or Wine with Dinner. Include buttons for Calculate, Clear, Summary, and Exit. Display the amount due for the event in a label or ReadOnly text box. Rates per Person Prime Rib
 
 25.95
 
 Chicken
 
 18.95
 
 Pasta
 
 12.95
 
 Open Bar
 
 25.00
 
 Wine with Dinner
 
 8.00
 
 Summary: Display the number of events and the total dollar amount in a message box. Prompt the user to determine if he or she would like to clear the summary information. If the response is Yes, set the number of events and the total dollar amount to zero. Do not display the summary message box if there is no summary information. (Either disable the Summary button until a calculation has been made or test the total for a value.)
 
 Case Studies Custom Supplies Mail Order Calculate the amount due for an order. For each order, the user should enter the following information into text boxes: customer name, address, city, state (twoletter abbreviation), and ZIP code. An order may consist of multiple items. For each item, the user will enter the product description, quantity, weight, and price into text boxes. You will need buttons for Add This Item, Update Summary, Clear, and Exit. For the Add This Item button, validate the quantity, weight, and price. Each must be present and numeric. For any bad data, display a message box. Calculate the charge for the current item and add the charge and weight into the appropriate totals, but do not display the summary until the user clicks the Update Summary button. Do not calculate shipping and handling on individual items; rather, calculate shipping and handling on the entire order.
 
 When the user clicks Add This Item for a new order, the customer information should be disabled so that the state cannot be changed until the next customer. When the Update Summary button is clicked, calculate the sales tax, shipping and handling, and the total amount due for the order. Sales tax is 8 percent of the total charge and is charged only for shipments to a California address. Do not charge sales tax on the shipping and handling charges. The shipping and handling should be calculated only for a complete order. Optional: Disable the Add This Item button when the Summary button is pressed. The Clear button clears the data and totals for the current customer. The shipping and handling charges depend on the weight of the products. Calculate the shipping charge
 
 222
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 4. Decisions and Conditions
 
 © The McGraw−Hill Companies, 2010
 
 Text
 
 214
 
 V
 
 I
 
 S
 
 as $0.25 per pound and add that amount to the handling charge (taken from the following table). Weight
 
 Handling
 
 Less than 10 pounds
 
 $1.00
 
 10 to 100 pounds
 
 $3.00
 
 Over 100 pounds
 
 $5.00
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 Test data output for taxable (if shipped to a California address) Dollar Amount Due
 
 $104.75
 
 Sales Tax
 
 8.38
 
 Shipping and Handling
 
 6.50
 
 Total Amount Due
 
 Display the entire amount of the bill in controls titled Dollar amount due, Sales tax, Shipping and handling, and Total amount due. Test data Description
 
 U
 
 119.63
 
 Test data output for nontaxable (if shipped outside of California) Dollar Amount Due
 
 $104.75
 
 Sales Tax
 
 0.00 6.50
 
 Quantity
 
 Weight
 
 Price
 
 Shipping and Handling
 
 Planter
 
 2
 
 3
 
 19.95
 
 Total Amount Due
 
 Mailbox
 
 1
 
 2
 
 24.95
 
 Planter Box
 
 2
 
 3
 
 19.95
 
 111.25
 
 Christopher’s Car Center Create a project that determines the total amount due for the purchase of a vehicle. Include text boxes for the base price and the trade-in amount. Check boxes will indicate if the buyer wants additional accessories such as a stereo system, leather interior, and/or computer navigation. A group box for the exterior finish will contain radio buttons for Standard, Pearlized, or Customized detailing. Have the trade-in amount default to zero; that is, if the user does not enter a trade-in amount, use zero in your calculation. Validate the values from the text boxes, displaying a message box if necessary. To calculate, add the price of selected accessories and exterior finish to the base price and display the result in a control called Subtotal. Calculate the sales tax on the subtotal and display the result in a Sales Tax control. Calculate and display the total in a Total control. Then subtract any trade-in amount from the total and display the result in an Amount Due control.
 
 Include buttons for Calculate, Clear, and Exit. The button must display the total amount due after trade-in. Hint: Recall that you can make an ampersand appear in the Text property of a control by including two ampersands. See the tip on page 82 (Chapter 2).
 
 Calculate
 
 Item
 
 Price
 
 Stereo System
 
 425.76
 
 Leather Interior
 
 987.41
 
 Computer Navigation
 
 1,741.23
 
 Standard
 
 No additional charge
 
 Pearlized
 
 345.72
 
 Customized Detailing
 
 599.99
 
 Tax Rate
 
 8%
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 C
 
 H
 
 A
 
 P
 
 T
 
 4. Decisions and Conditions
 
 E
 
 R
 
 223
 
 © The McGraw−Hill Companies, 2010
 
 Text
 
 215
 
 4
 
 Xtreme Cinema Design and code a project to calculate the amount due for rentals. Movies may be in Blu-Ray (BD) format or DVD format. BD rent for $5.00 each and DVDs rent for $4.50. New releases are $1 additional charge. On the form include a text box to input the movie title and radio buttons to indicate whether the movie is in DVD or BD format. Use one check box to indicate whether the person is a member; members receive a 10 percent discount. Another check box indicates a new release. Use buttons for Calculate, Clear for Next Item, Order Complete, Summary, and Exit. The Calculate button should display the item amount and add to the subtotal. The Clear for Next Item clears the check box for new
 
 releases, the movie title, and the radio buttons; the member check box cannot be changed until the current order is complete. Include validation to check for missing data. If the user clicks on the Calculate button without first entering the movie title and selecting the movie format, display a message box. For the Order Complete button, first confirm the operation with the user and clear the controls on the form for a new customer. The Summary button displays the number of customers and the sum of the rental amounts in a message box. Make sure to add to the customer count and rental sum for each customer order.
 
 Cool Boards Cool Boards does a big business in shirts, especially for groups and teams. They need a project that will calculate the price for individual orders, as well as a summary for all orders. The store employee will enter the orders in an order form that has text boxes for customer name and
 
 order number. To specify the shirts, use a text box for the quantity, radio buttons to select the size (small, medium, large, extra large, and XXL), and check boxes to specify a monogram and/or a pocket. Display the shirt price for the current order and the order total in ReadOnly text boxes or labels.
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 Include buttons to add a shirt to an order, clear the current item, complete the order, and display the summary of all orders. Do not allow the summary to display if the current order is not complete. Also, disable the text boxes for customer name and order number after an order is started; enable them again when the user clicks on the button to begin a new order. Confirm the operation before clearing the current order. When the user adds shirts to an order, validate the quantity, which must be greater than zero. If the entry does not pass the validation, do not perform any calculations but display a message box and allow the user to correct the value. Determine the price of the shirts from the radio buttons and check boxes for the monogram and pockets. Multiply the quantity by the
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 price to determine the extended price, and add to the order total and summary total. Use constants for the shirt prices. Display the order summary in a message box. Include the number of shirts, the number of orders, and the dollar total of the orders. Prices for the shirts Small, medium, and large
 
 $10
 
 Extra large
 
 11
 
 XXL
 
 12
 
 Monogram
 
 Add $2
 
 Pocket
 
 Add $1
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 5. Menus, Common Dialog Boxes, and Methods
 
 Text
 
 © The McGraw−Hill Companies, 2010
 
 225
 
 try { C Convert H A input P T values E R to numeric and assign // quantityInteger = int.Parse(quantityTextBox.T try { priceDecimal = decimal.Parse(priceTextBox // Calculate values. extendedPriceDecimal = quantityInteger * discountDecimal = Decimal.Round( (extendedPriceDecimal * DISCOUNT_RATE_ amountDueDecimal = extendedPriceDecimal totalAmountDecimal += amountDueDecimal; numberTransactionsInteger++; // Format and display answers. extendedPriceTextBox.Text = extendedPrice
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 Menus, Common Dialog Boxes, and Methods
 
 at the completion of this chapter, you will be able to . . . 1. Create menus and submenus for program control. 2. Display and use the Windows common dialog boxes. 3. Create context menus for controls and the form. 4. Write reusable code in methods and call the methods from other locations.
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 Menus You have undoubtedly used menus quite extensively while working with the computer. Menus consist of a menu bar that contains menus, each of which drops down to display a list of menu items. You can use menu items in place of or in addition to buttons to execute a method. Menu items are actually controls; they have properties and events. Each menu item has a Name property, a Text property, and a Click event, similar to a button. When the user selects a menu item, either with the mouse or the keyboard, the menu item’s Click event-handling method executes. It is easy to create menus for a Windows form using the Visual Studio environment’s Menu Designer. Your menus will look and behave like standard Windows menus.
 
 Defining Menus To create menus for your application, you add a MenuStrip component to a form. The MenuStrip is a container to which you can add ToolStripMenuItems. You also can add ToolStripComboBoxes, ToolStripSeparators, and ToolStripTextBoxes, making the new menus considerably more powerful than those in C# Version 1. The Visual Studio Menu Designer allows you to add menus and menu items to your forms. You must add a MenuStrip component from the toolbox (Figure 5.1), which appears in the component tray below the form. Once you have added the MenuStrip component, it is extremely easy to create the menu items for your menu. The words Type Here appear at the top of the form so that you can enter the text for your first menu (Figure 5.2). After you type the text for the first menu name and press Enter, the words Type Here appear both below the menu name and to the right of the menu name. You can choose next to enter menu items for the first menu, or to type the words for the second menu (Figure 5.3). Each time you type the text for a new menu, you are automatically adding a ToolStripMenuItem to the MenuStrip’s Items collection. Figure
 
 5.1
 
 Add a MenuStrip component to the form using the MenuStrip tool from the toolbox.
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 Note: If you click elsewhere on the form, you deactivate the Menu Designer. You can click on the menu at the top of the form or on the MenuStrip component to activate the Menu Designer again.
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 Figure
 
 5.2
 
 The MenuStrip component appears in the component tray below the form and the Menu Designer allows you to begin typing the text for the menu items.
 
 Figure
 
 5.3
 
 After typing the text for the first menu, you can add a second menu or add menu items below the menu name.
 
 TIP The Text Property When you type the words for a menu or menu item, you are entering the Text property for an item. The Text property holds the words that you want to appear on the screen (just like the Text property of a button or label). To conform to Windows standards, your first menu’s Text property should be File, with a keyboard access key. Use the ampersand (&) in the text to specify the key to use
 
 Do not use the same access key on a top-level menu as you use on a form control. However, access keys on menu items and submenus do not conflict with menu or control access keys. ■
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 for keyboard access, as you learned to do in Chapter 2. For example, for File, the Text property should be &File. You can enter and change the Text property for each of your menus and menu items using the Menu Designer. You also can change the Text property using the Properties window (Figure 5.4). Click on a menu or menu item to make its properties appear in the Properties window. Figure
 
 5.4
 
 Modify the Text property of a menu item in the Properties window or the Menu Designer.
 
 The Name Property The Visual Studio Menu Designer is smart enough to give good names to the menu items. The File menu item that you add is automatically named fileToolStripMenuItem. Since the new items are named so well, you won’t have to change the Name property of any menu component. However, if you change the Text property of any menu item, the item is not automatically renamed; you’ll have to rename it yourself in the Properties window. The MenuStrip Items Collection As you create new menus using the Menu Designer, each menu is added to the Items collection that belongs to the MenuStrip. You can display the ToolStripMenuItems in the collection, set other properties of the items, as well as reorder, add, and delete items, using the Items Collection Editor (Figure 5.5). To display the Items Collection Editor, first select the MenuStrip (be sure you’ve selected the MenuStrip and not one of the ToolStripMenuItems) and then use one of these three techniques: (1) in the Items property in the Properties window, click on the ellipsis button; (2) right-click on the MenuStrip in the Menu Designer and select Edit Items from the context menu; or (3) click on the MenuStrip’s smart-tag arrow (at the right end of the strip) to display the smart tag and select Edit Items. A Menu’s DropDownItems Collection The MenuStrip’s Items collection holds the top-level menus; each of the menus has its own collection of the menu items that appear in that menu. The ToolStripMenuItems that appear below a menu name belong to the menu’s DropDownItems collection. Therefore, if the File menu contains menu items for Print, Save, and Exit, the menu’s DropDownItems collection will contain three ToolStripMenuItems. Notice the title bar in Figure 5.6, which shows the DropDownItems collection for the File menu (fileToolStripMenuItem).
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 Figure
 
 5.5
 
 Use the MenuStrip’s Item Collection Editor to display and modify properties of the menus. You also can add new menus to the collection or modify the order of the menus.
 
 Figure
 
 5.6
 
 The Items Collection Editor for the DropDownItems collection, a property of the File menu’s ToolStripMenuItem.
 
 You can use the Items Collection Editor to rearrange or delete a menu item. You also can accomplish the same tasks using the Menu Designer; just drag a menu item to a new location or right-click a menu item and select Delete.
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 Submenus The drop-down list of items below a menu name is called a menu item. When an item on the menu has another list of items that pops up, the new list is called a submenu. A filled triangle to the right of the item indicates that a menu item has a submenu (Figure 5.7). You create a submenu in the Menu Designer by moving to the right of a menu item and typing the next item’s text (Figure 5.8). Figure
 
 5.7
 
 A filled triangle on a menu item indicates that a submenu will appear.
 
 Figure
 
 5.8
 
 Create a submenu by typing to the right of the parent menu item. Enter submenu here
 
 Separator Bars When you have many items in a menu, you should group the items according to their purpose. You can create a separator bar in a menu, which draws a bar across the entire menu. To create a separator bar, add a new menu item and click on its drop-down arrow (Figure 5.9). Drop down the list and select Separator (Figure 5.10). Other Features of ToolStrip Controls You also can select ComboBox and TextBox for the type of menu item from the drop-down list. Using these features, you can create very powerful and professional menus and toolbars.
 
 TIP You can create a separator by typing a single hyphen where it says “Type Here” in the Menu Designer. ■
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 Figure
 
 5.9
 
 To create a menu item separator bar, click on the drop-down arrow for an item.
 
 Figure
 
 5.10
 
 Select Separator from the drop-down list.
 
 Another nice feature of the MenuStrip component is that you can now add a menu to other components on your form. For example, you could add a menu to a group box if it was appropriate.
 
 Creating a Menu—Step-by-Step You are going to create a project with one form and a menu bar that contains these menu items: File Exit
 
 Help About
 
 TIP Create the Menu Items STEP 1: Begin a new Windows Forms project (or open an existing one to which you want to add a menu). STEP 2: Add a MenuStrip component to the form. You can double-click or drag the tool to the form; the component will appear in the component tray at the bottom of the form (Figure 5.11).
 
 When adding a MenuStrip to an existing form, the MenuStrip may overlap existing controls. To correct this, select all the controls on the form and drag them down. ■
 
 232
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 5. Menus, Common Dialog Boxes, and Methods
 
 224
 
 V
 
 I
 
 © The McGraw−Hill Companies, 2010
 
 Text
 
 S
 
 U
 
 A
 
 L
 
 C#
 
 Menus, Common Dialog Boxes, and Methods
 
 Figure
 
 5.11
 
 Add a MenuStrip component to the form. It will appear in the component tray at the bottom of the form.
 
 STEP 3: STEP 4: STEP 5: STEP 6:
 
 With the words “Type Here” selected, type “&File” over the words. Move down to the “Type Here” words below the File menu and type “E&xit”. Move up and to the right and add the Help menu (“&Help”). Below the Help menu, add the About menu item (“&About”).
 
 Coding for Menu Items After you create your form’s menu bar, it appears on the form in design time. Double-click any menu item and the Editor window opens in the item’s Click event handler where you can write the code. For example, in design time, open your form’s File menu and double-click on Exit. The Editor window will open with the exitToolStripMenuItem_Click method displayed. Note: The name of the ToolStripMenuItem is automatically named based on the text you entered into the Menu Designer. Write the Code STEP 1: Code the event-handling method for the Exit by pulling down the menu and double-clicking on the word Exit. Type a comment and a this. Close(); statement. STEP 2: Open the aboutToolStripMenuItem_Click event handler. Use a MessageBox.Show statement to display the About box. The message string should say “Programmer: ” followed by your name (Figure 5.12). STEP 3: Run the program and test your menu items.
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 Figure
 
 5.12
 
 Display a message box for an About box.
 
 The Enabled Property By default, all new menu items have their Enabled property set to true. An enabled menu item appears in black text and is available for selection, whereas the grayed out or disabled (Enabled = false) items are not available (Figure 5.13). You can set the Enabled property at design time or run time, in code. instructionsToolStripMenuItem.Enabled = false;
 
 Figure
 
 5.13
 
 Menu items can be disabled (grayed) or checked. A check mark usually indicates that the option is currently selected.
 
 The Checked Property A menu item may contain a check mark beside it (indicating that the item is checked). Usually a check mark next to a menu item indicates that the option is currently selected (refer to Figure 5.13). By default, the Checked property is set to false; you can change it at design time or in code. summaryToolStripMenuItem.Checked = true;
 
 Toggling Check Marks On and Off If you create a menu item that can be turned on and off, you should include a check mark to indicate its current state. You can set the initial state of the Checked property in the Properties window (Figure 5.14).
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 Figure
 
 5.14
 
 You can set the Enabled and Checked properties of a menu item in the Properties window. Set the Checked property
 
 Set the Enabled property
 
 To change a menu item’s state in code, set its Checked property to true or false. For example, for a menu item that displays or hides a summary, called summaryToolStripMenuItem, a check mark indicates that the summary is currently selected. Choosing the menu item a second time should remove the check mark and hide the summary. private void summaryToolStripMenuItem_Click(object sender, EventArgs e) { // Toggle the checkmark on the Summary menu item. if (summaryToolStripMenuItem.Checked) { // Uncheck the summary menu item. summaryToolStripMenuItem.Checked = false; } else { // Check the summary menu item. summaryToolStripMenuItem.Checked = true; } }
 
 Setting Keyboard Shortcuts Many computer users prefer to use keyboard shortcuts for selecting menu items. For example, most applications from Microsoft use Ctrl + P for the Print menu item and Ctrl + S for Save. You can create keyboard shortcuts for your menu items and choose whether or not to display the shortcuts on the menu. (For example, you can exit most Windows applications using Alt + F4, but the keyboard shortcut rarely appears on any menu except the System menu.) To set a keyboard shortcut for a menu item, first select the menu item in the designer. Then in the Properties window, select the ShortcutKeys property. Drop down the list to see the available choices and make your selection. You can use many combinations of function keys, the Alt key, the Shift key, and the Ctrl key. By default, the ShowShortcutKeys property is set to true; you can change it to false if you don’t want the shortcut to show up on the menu.
 
 TIP You can toggle a Boolean value on and off using the Not operator (!):
 
 summaryToolStripMenuItem. Checked != summaryToolStripMenuItem.Checked. ■
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 Standards for Windows Menus When you write applications that run under Windows, your programs should follow the Windows standards. You should always include keyboard access keys; if you include keyboard shortcuts, such as Ctrl + key, stick with the standard keys, such as Ctrl + P for printing. Also, follow the Windows standards for placing the File menu on the left end of the menu bar and ending the menu with an Exit command. If you have a Help menu, it belongs at the right end of the menu bar. Any menu item that will display a dialog box asking for more information from the user should have “…” appended to its Text property. Following Windows standards, the “…” indicates that a dialog box with further choices will appear if the user selects the menu item. You do not use the “…” for menu items that display dialog boxes that are informational only, such as an About box or a Summary form. Plan your menus so that they look like other Windows programs. Your users will thank you.
 
 Common Dialog Boxes You can use a set of predefined standard dialog boxes in your projects for such tasks as specifying colors and fonts, printing, opening, and saving. Use the common dialog components in the Dialogs tab of the toolbox to display the dialog boxes that are provided as part of the Windows environment. The common dialog components provided with Visual Studio are ColorDialog, FolderBrowserDialog, FontDialog, OpenFileDialog, and SaveFileDialog (Figure 5.15). To use a common dialog component, add the component to the form, placing it in the component tray. You can keep the default names for the components, such as colorDialog1 and fontDialog1, since you will have only one component of each type. Figure
 
 5.15
 
 The common dialog tools in the toolbox.
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 Displaying a Windows Common Dialog Box After you place a common dialog component on your form, you can display the dialog box at run time using the ShowDialog method. ShowDialog Method—General Form General Form
 
 dialogObject.ShowDialog();
 
 The dialogObject is the name of the common dialog component that you placed on the form. The name will be the default name, such as colorDialog1 or fontDialog1. ShowDialog Method—Examples Examples
 
 colorDialog1.ShowDialog(); fontDialog1.ShowDialog();
 
 Place the code to show the dialog in the event handler for a menu item or button. Modal versus Modeless Windows You probably have noticed that when you display a Windows dialog box, it remains on top until you respond. But in many applications, you can display additional windows and switch back and forth between the windows. A dialog box is said to be modal, which means that it stays on top of the application and must be responded to. You use the ShowDialog method to display a dialog box, which is just a window displayed modally. In Chapter 6 you will learn to display additional windows that are modeless, which do not demand that you respond. You will use the Show method to display a modeless window.
 
 Using the Information from the Dialog Box Displaying the Color dialog box (Figure 5.16) doesn’t make the color of anything change. You must take care of that in your program code. When the user clicks on OK, the selected color is stored in a property that you can access. You can assign the value to the properties of controls in your project.
 
 Using the Color Dialog Box The color selected by the user is stored in the Color property. You can assign this property to another object, such as a control. titleLabel.BackColor = colorDialog1.Color;
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 Figure
 
 5.16
 
 The Color common dialog box.
 
 Because C# executes the statements in sequence, you would first display the dialog box with the ShowDialog method. (Execution then halts until the user responds to the dialog box.) Then you can use the Color property: private void colorToolStripMenuItem_Click(object sender, EventArgs e) { // Change the color of the total labels. colorDialog1.ShowDialog(); totalLabel.ForeColor = colorDialog1.Color; }
 
 Note: You can change the ForeColor of a label that is disabled (Enabled = false), but you will not see the change until it is enabled. Likewise, you can change the ForeColor of a text box that is set to ReadOnly or disabled, but you will not notice the change until it is enabled or, for a ReadOnly text box, until you change the BackGround color or set ReadOnly to false (see the Tip on page 131).
 
 Using the Font Dialog Box When you display the Font common dialog box (Figure 5.17), the available fonts for the system display. After the user makes a selection, you can use the Font property of the dialog box object. You may want to assign the Font property to the Font property of other objects on your form. private void fontToolStripMenuItem_Click(object sender, EventArgs e) { // Change the font of the total label. fontDialog1.ShowDialog(); totalLabel.Font = fontDialog1.Font; }
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 Figure
 
 5.17
 
 The Font common dialog box. The fonts that display are those installed on the user’s system.
 
 When the user clicks on the Font menu item, the Font dialog box appears on the screen. Execution halts until the user responds to the dialog box, by clicking either OK or Cancel.
 
 Setting Initial Values When a common dialog box for colors or fonts appears, what color or font do you want to display? It’s best to assign initial values before showing the dialog box. Before executing the ShowDialog method, you should assign the existing values of the object’s properties that will be altered. This step makes the current values selected when the dialog box appears. It also means that if the user selects the Cancel button, the property settings for the objects will remain unchanged. // Change the color of the total label. colorDialog1.Color = totalLabel.ForeColor; colorDialog1.ShowDialog(); totalLabel.ForeColor = colorDialog1.Color;
 
 or // Change the font of the total label. fontDialog1.Font = totalLabel.Font; fontDialog1.ShowDialog(); totalLabel.Font = fontDialog1.Font;
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 Creating Context Menus Since Windows 95, context menus have become a defacto standard Windows GUI feature. You should also add context menus to your applications. Context menus are the shortcut menus that pop up when you right-click. Generally, the items in a context menu are specific to the component to which you are pointing, listing the options available for that component or that situation. Creating a context menu is similar to creating a menu. You add a ContextMenuStrip component, which appears in the component tray below the form. At the top of the form, in the Menu Designer, the words say ContextMenuStrip (Figure 5.18). A context menu does not have a top-level menu, only the menu items. Click on the words Type Here to type the text of your first menu item.
 
 ContextMenuStrip
 
 Your application can have more than one context menu. You assign the context menu to the form or control by setting its ContextMenuStrip property. For example, a form has a ContextMenuStrip property, a button has a ContextMenuStrip property, and all visible controls have ContextMenuStrip properties. You can assign the same ContextMenuStrip to the form and each of the controls, or a different context menu to each. If you have only one context menu, attach it to the form—it will pop up if the user right-clicks anywhere on the form, including on a control. However, some controls have an “automatic” context menu. For example, a text box has an automatic context menu that allows the user to cut, copy, and paste text. If you set the ContextMenuStrip property of a text box to your own context menu, your context menu will appear instead of the original (automatic) context menu.
 
 Creating a Context Menu—Step-by-Step You are going to create a context menu that contains these menu items: Color… Font… Exit
 
 Add the Context Menu Strip to a Form STEP 1: Begin a new Windows project (or open an existing one to which you want to add a context menu). For a new project, change the form’s file name to ContextMenuForm.
 
 Figure
 
 5.18
 
 Add a ContextMenuStrip component to the component tray and create the context menu using the Menu Designer.
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 Add a ContextMenuStrip component to the form; the component will appear in the component tray at the bottom of the form (refer to Figure 5.18). Click on the words Type Here below the words “ContextMenuStrip” in the Menu Designer. Type the text for the first menu item: “&Color…”. Type the text for the second and third menu items: “&Font…” and “E&xit”. Add a label named messageLabel to your form and set the Text property to “Right-click for the Context Menu”. Set the form’s ContextMenuStrip property to contextMenuStrip1. Notice that the property box has a drop-down list. If you have more than one context menu defined, you can choose from the list. Add a ColorDialog component from the Dialogs tab of the toolbox. Add a FontDialog component from the toolbox.
 
 STEP 2:
 
 STEP 3: STEP 4: STEP 5: STEP 6: STEP 7:
 
 STEP 8: STEP 9:
 
 In this example, right-clicking anywhere on the form allows you to change the foreground color or the font of the form. As you know, if you haven’t set those properties for individual controls, the form’s properties apply to all controls on the form. STEP 10:
 
 It’s a good idea to set a ContextMenu property for all controls and for the form to allow users the option of using context menus. ■
 
 Code the form as follows:
 
 /* Program: * Programmer: * Date: * Description: */ using using using using using using using
 
 TIP
 
 Ch05ContextMenus Your Name Today’s date Create and apply a context menu.
 
 System; System.Collections.Generic; System.ComponentModel; System.Data; System.Drawing; System.Text; System.Windows.Forms;
 
 namespace Ch05ContextMenus { public partial class ContextMenuForm : Form { public ContextMenuForm() { InitializeComponent(); } private void colorToolStripMenuItem_Click(object sender, EventArgs e) { // Change the form’s ForeColor. // Applies to all conrols on the form that haven’t had their // ForeColor explicitly modified. // Initialize the dialog box. colorDialog1.Color = this.ForeColor; // Display the dialog box. colorDialog1.ShowDialog(); // Assign the new color. this.ForeColor = colorDialog1.Color; }
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 private void fontToolStripMenuItem_Click(object sender, EventArgs e) { // Change the label’s font. // Initialize the dialog box. fontDialog1.Font = messageLabel.Font; // Display the dialog box. fontDialog1.ShowDialog(); // Assign the new font. messageLabel.Font = fontDialog1.Font; } private void exitToolStripMenuItem_Click(object sender, EventArgs e) { // Exit the program. this.Close(); } } }
 
 Test the Program STEP 1: Experiment with right-clicking on the form and on the label. Test each of the options. After you have the program working, experiment with adding more controls and more ContextMenuStrip components, and setting the ContextMenuStrip property of controls.
 
 Sharing Methods Most frequently, a context menu is added as an additional way to access a feature that is also available from another menu or a button. Recall from Chapter 4 that you can use a single method to handle multiple events by selecting the existing method in the Properties window (Figure 5.19). Figure
 
 5.19
 
 Select an existing method to handle an event to make a method handle the events of multiple objects.
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 Writing General Methods Often you will encounter programming situations in which multiple methods perform the same operation. This condition can occur when the user can select either a button or a menu item to do the same thing. Rather than retyping the code, you should write reusable code in a general method and call it from both event handlers. General methods are also useful in breaking down large sections of code into smaller units that perform a specific task. By breaking down your calculations into smaller tasks, you simplify any maintenance that needs to be done in a program in the future. For example, bowling statistics for a league may require calculations for handicap and series total. If the formula for calculating handicaps changes, wouldn’t it be nice to have a method that calculates handicaps only instead of one that performs all the calculations? Your method may return a value or not. You specify that the method returns a value by placing the return type of the method preceding the method name. You can return a value for any method that you create. Notice the event handlers: private void fontToolStripMenuItem_Click(object sender, EventArgs e)
 
 The keyword void indicates that the method does not return a value.
 
 Creating a New Method You can create a method in the Editor window by writing a method header and then enclosing the desired lines of code within a set of braces. private void selectColor() { // Display the color dialog box. colorDialog1.ShowDialog(); }
 
 Note that C# has choices other than private for the access, such as public, internal, and protected. In Chapter 6 you will learn about the other types of methods; for now use private for all methods. The coding for the new method is similar to the other methods we have been coding but is not yet attached to any event. Therefore, this code cannot be executed unless we specifically call the method from another method. To call a method, just give the method a name, which in this case is selectColor. private void changeColorButton_Click(object sender, EventArgs e) { // Change the color of the message. selectColor(); messageLabel.ForeColor = colorDialog1.Color; }
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 private void changeTitleButton_Click(object sender, EventArgs e) { // Change the color of the title. selectColor(); titleLabel.ForeColor = colorDialog1.Color; }
 
 Passing Arguments to Methods At times you may need to use the value of a variable in one method and also in a second method that is called from the first. In this situation, you could declare the variable as class level, but that approach makes the variable visible to all other methods. To keep the scope of a variable as narrow as possible, consider declaring the variable as local and passing it to any called methods. As an example, we will expand the capabilities of the previous selectColor method to display the original color when the dialog box appears. Because the selectColor method can be called from various locations, the original color must be passed to the method. private void selectColor(Color incomingColor) { // Display the color dialog box. colorDialog1.Color = incomingColor; colorDialog1.ShowDialog(); } private void changeMessageButton_Click(object sender, EventArgs e) { // Change the color of the message. Color originalColor = messageLabel.ForeColor; selectColor(originalColor); messageLabel.ForeColor = colorDialog1.Color; } private void changeTitleButton_Click(object sender, EventArgs e) { // Change the color of the title. Color originalColor = titleLabel.ForeColor; selectColor(originalColor); titleLabel.ForeColor = colorDialog1.Color; }
 
 Notice that, in this example, the selectColor method now has a parameter inside the parentheses. This syntax specifies that, when called, an argument must be supplied. When a method definition names a parameter, any call to that method must supply a value, called an argument. In addition, the data type of the parameter and the supplied argument must be the same. Notice that in the two calling methods (the changeMessageButton_Click and changeTitleButton_Click methods), the variable originalColor is declared as a Color data type.
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 Another important point is that the names of the parameter and the supplied argument do not have to be the same. The selectColor method will take whatever Color value it is passed and refer to it as incomingColor inside the method. You may specify multiple parameters in the method header and supply multiple arguments in the call to the method. The number of arguments, their sequence, and their data types must match the parameter list! You will see some examples of multiple parameters in the sections that follow.
 
 Writing Methods That Return Values As a programmer, you may need to calculate a value that will be needed in several different methods or programs. You can write your own method that will calculate a value and return it to the place where the method is called. As an example, we will create a method called commission, which calculates and returns a salesperson’s commission. Since the method returns a value, you must specify a data type for the value. A Method That Returns a Value—General Form General Form
 
 private DataType MethodName() { }
 
 The method header includes a data type, which is the type of the value returned by the method. A Method That Returns a Value—Example Example
 
 private decimal commission() { // Statements in method. }
 
 Remember that methods can have parameters. You supply arguments to a method that returns a value by placing a value or values inside the parentheses. When you write a method, you declare the parameter(s) that the method needs. You give each parameter a data type and an identifier. The name that you give a parameter in the method header is the identifier that you will use inside the method to refer to the value passed as an argument. Example private decimal commission(decimal salesAmountDecimal)
 
 In the method header, the parameter list you enter establishes the number of parameters, their type, and their sequence. When using multiple parameters, the sequence of the supplied arguments is critical, just as when you use predefined methods.
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 Returning the Result of a Method A method can return one value, which must be the same data type as that named in the method header. The return value is passed back with a return statement. The keyword return is followed by a variable or expression that contains the value to return to the caller. Note that if the method header specifies void rather than a data type, you do not use the return keyword. Figure 5.20 shows a method header for a method that returns a value. Method name Return data type
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 Parameter data type
 
 Access modifier
 
 Parameter
 
 Figure
 
 Include a data type on a method header for a method that returns a value.
 
 private decimal commission (decimal salesAmountDecimal) Writing a commission Method The following commission method returns a commission amount of 15 percent for sales between $1,000 and $2,000. Sales over $2,000 earn 20 percent. private decimal commission(decimal salesAmountDecimal) { // Calculate the sales commission. if (salesAmountDecimal < 1000M) { return 0M; } else if (salesAmountDecimal = 200M) return 0; else return (200M — averageDecimal) * 0.8M; } private int findSeries(int game1Integer,int game2Integer, int game3Integer) { // Calculate the series total. return game1Integer + game2Integer + game3Integer; } private string findHighGame(int game1Integer,int game2Integer, int game3Integer) { // Find the highest game in the series.
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 C
 
 H
 
 A
 
 P
 
 T
 
 5. Menus, Common Dialog Boxes, and Methods
 
 E
 
 R
 
 Text
 
 5
 
 if (game1Integer > game2Integer && game1Integer > game3Integer) return "1"; else if (game2Integer > game1Integer && game2Integer > game3Integer) return "2"; else if (game3Integer > game1Integer && game3Integer > game2Integer) return "3"; else return "Tie"; } } }
 
 ➤ Feedback 5.1
 
 You need to write a method to calculate and return the average of three decimal values. 1. Write the header line of the method. 2. Write the calculation. 3. How is the calculated average passed back to the calling method?
 
 Basing a New Project on an Existing Project In this chapter, you will base a new project on an existing project but keep the previous project unchanged. To create a new project based on a previous one, you should copy the project folder. Then you can move it as necessary. You can copy an entire Windows project folder from one location to another using the Windows Explorer. Make sure that the project is not open in Visual Studio and copy the entire folder. •
 
 Make sure the project is not open (very important).
 
 •
 
 Copy the folder to a new location using the Windows Explorer.
 
 •
 
 Rename the new folder for the new project name, still using the Windows Explorer.
 
 •
 
 Open the new project (the copy) in the Visual Studio IDE.
 
 •
 
 In the IDE’s Solution Explorer, rename the solution and the project. The best way to do this is to right-click on the name and choose the Rename command from the shortcut menu. To rename the solution, you must set the option to display the solution: Tools / Options / Projects and Solutions / General / Always show solution.
 
 •
 
 Rename the forms, if desired.
 
 •
 
 Open the Project Designer (Project / ProjectName Properties) and change the Assembly name and Default namespace entries to match your new project name.
 
 Warning: Do not try to copy a project that is open using the Save As command, attempting to place a copy in a new location.
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 Your Hands-On Programming Example Modify the hands-on programming example from Chapter 4 by adding menus and common dialog boxes. Write a general method to find the price of the extra additives and one for clearing for the next item. Allow the user to select the font of the title and the forecolor of the form. Use a switch statement for the size selection. The About selection on the Help menu should display a message box with information about the programmer. File
 
 Edit
 
 Help
 
 Summary
 
 Add to Order
 
 About
 
 Exit
 
 Order Complete
 
 Font… Color…
 
 Planning the Project Sketch a form (Figure 5.22), which your users sign as meeting their needs. Figure
 
 5.22
 
 A sketch of the form for the hands-on programming example. JuiceBarForm File Edit Help Look Sharp Fitness Center groupBox1 twelveOunceRadioButton
 
 Select the drink type
 
 Size 12 Ounce 3.00
 
 Juices
 
 sixteenOunceRadioButton
 
 16 Ounce 3.50
 
 Fruit
 
 twentyOunceRadioButton
 
 20 Ounce 4.00
 
 Veggie
 
 noSizeRadioButton groupBox2
 
 Quantity 1
 
 groupBox3 quantityTextBox
 
 Item Price
 
 itemPriceTextBox
 
 invisible Extras - $0.50 each
 
 Smoothies Pomegranate
 
 vitaminPackCheckBox
 
 Vitamin Pack
 
 energyBoosterCheckBox
 
 Energy Booster
 
 Strawberry Banana
 
 ladiesCheckBox
 
 For the Ladies
 
 WheatBerry
 
 wheatberrySmoothieRadioButton strawberryBananaRadioButton pomegranateSmoothieRadioButton veggieJuiceRadioButton fruitJuiceRadioButton
 
 Add to Order
 
 addToOrderButton
 
 Order Complete
 
 orderCompleteButton
 
 Summary Report
 
 summaryButton
 
 Exit
 
 exitButton
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 Plan the Objects and Properties Plan the property settings for the form and each of the controls. Object
 
 Property
 
 Setting
 
 JuiceBarForm
 
 Name Text AcceptButton CancelButton
 
 JuiceBarForm Juice Bar Orders addToOrderButton exitButton
 
 groupBox1
 
 Text
 
 Size
 
 twelveOunceRadioButton
 
 Name Text
 
 twelveOunceRadioButton 12 &Ounce 3.00
 
 sixteenOunceRadioButton
 
 Name Text
 
 sixteenOunceRadioButton &16 Ounce 3.50
 
 twentyOunceRadioButton
 
 Name Text
 
 twentyOunceRadioButton &20 Ounce 4.00
 
 noSizeRadioButton
 
 Name Text Checked Visible
 
 noSizeRadioButton invisible true false
 
 groupBox2
 
 Text
 
 Extras - $0.50 each
 
 vitaminPackCheckBox
 
 Name Text
 
 vitaminPackCheckBox &Vitamin Pack
 
 energyBoosterCheckBox
 
 Name Text
 
 energyBoosterCheckBox Energy &Booster
 
 ladiesCheckBox
 
 Name Text
 
 ladiesCheckBox For the &Ladies
 
 groupBox3
 
 Text
 
 Select the drink type
 
 label1
 
 Text
 
 Juices
 
 fruitJuiceRadioButton
 
 Name Text Checked
 
 fruitJuiceRadioButton Fr&uit true
 
 veggieJuiceRadioButton
 
 Name Text
 
 veggieJuiceRadioButton Ve&ggie
 
 label2
 
 Text
 
 Smoothies
 
 pomegranateSmoothieRadioButton
 
 Name Text
 
 pomegranateSmoothieRadioButton &Pomegranate
 
 strawberryBananaRadioButton
 
 Name Text
 
 strawberryBananaRadioButton &Strawberry Banana
 
 wheatberrySmoothieRadioButton
 
 Name Text
 
 wheatberrySmoothieRadioButton &WheatBerry
 
 label3
 
 Text
 
 &Quantity (Continued)
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 Object
 
 Property
 
 Setting
 
 quantityTextBox
 
 Name Text
 
 quantityTextBox (blank)
 
 label4
 
 Text
 
 Item Price
 
 itemPriceTextBox
 
 Name Text ReadOnly TabStop
 
 itemPriceTextBox (blank) true false
 
 addToOrderButton
 
 Name Text
 
 addToOrderButton &Add to Order
 
 orderCompleteButton
 
 Name Text Enabled
 
 orderCompleteButton Order &Complete false
 
 summaryButton
 
 Name Text Enabled
 
 summaryButton Summary &Report false
 
 exitButton
 
 Name Text
 
 exitButton E&xit
 
 fileToolStripMenuItem
 
 Name Text
 
 fileToolStripMenuItem &File
 
 summaryToolStripMenuItem
 
 Name Text
 
 summaryToolStripMenuItem &Summary
 
 exitToolStripMenuItem
 
 Name Text
 
 exitToolStripMenuItem E&xit
 
 editToolStripMenuItem
 
 Name Text
 
 editToolStripMenuItem &Edit
 
 addToOrderToolStripMenuItem
 
 Name Text
 
 addToOrderToolStripMenuItem &Add to Order
 
 orderCompleteToolStripMenuItem
 
 Name Text
 
 orderCompleteToolStripMenuItem &Order Complete
 
 fontToolStripMenuItem
 
 Name Text
 
 fontToolStripMenuItem &Font…
 
 colorToolStripMenuItem
 
 Name Text
 
 colorToolStripMenuItem &Color…
 
 helpToolStripMenuItem
 
 Name Text
 
 helpToolStripMenuItem &Help
 
 aboutToolStripMenuItem
 
 Name Text
 
 aboutToolStripMenuItem &About
 
 colorDialog1
 
 Name
 
 ColorDialog1
 
 fontDialog1
 
 Name
 
 FontDialog1
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 Plan the Methods You need to plan the actions for the buttons and the actions of the menu items, as well as the general methods. Object
 
 Method
 
 Action
 
 addToOrderButton
 
 Click
 
 Check if size is selected. Validate for blank or nonnumeric amount. Add to number of drinks. Multiply price by quantity. Call clearForNextItem. Enable the Order Complete button.
 
 orderCompleteButton
 
 Click
 
 If last item not cleared from screen Ask user whether to add it. If yes Call addToOrderButton_Click. Display the price of the order. Add to the number of orders and totalSales. Reset the controls for the next order. Clear the order amount
 
 summaryButton
 
 Click
 
 Display the summary totals in a message box.
 
 exitButton
 
 Click
 
 End the project.
 
 Size radio buttons
 
 CheckedChanged
 
 Find the price of the selected size.
 
 clearForNextItem
 
 General method
 
 Clear option buttons, check boxes, text boxes. Set quantity to default to 1.
 
 findExtrasPrice
 
 General method returns a decimal
 
 Clear the extras variable. Find the price of extras.
 
 Check boxes
 
 CheckedChanged
 
 Find the price of extras. Display the current drink price.
 
 aboutToolStripMenuItem
 
 Click
 
 Display a message box showing programmer and version.
 
 fontToolStripMenuItem
 
 Click
 
 Display the Font dialog box. Change the font of the title.
 
 colorToolStripMenuItem
 
 Click
 
 Display the Color dialog box. Change the ForeColor of the form.
 
 Write the Project Follow the sketch in Figure 5.22 to create the form. Figure 5.23 shows the completed form. •
 
 Set the properties of each object according to your plan. If you are modifying the project from Chapter 4, add the menus and the common dialog controls.
 
 •
 
 Write the code. Working from the pseudocode, write each event-handling method and general method.
 
 •
 
 When you complete the code, use a variety of data to thoroughly test the project.
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 Figure The form for the hands-on programming example.
 
 The Project Coding Solution /* * Program Name: * Programmer: * Date: * * Description: * * * * */ using using using using using using using
 
 Ch05HandsOn Bradley/Millspaugh June 2009 This project calculates the amount due based on the customer selection and accumulates summary data for the day. Includes menus, common dialog boxes, a switch statement, and general methods.
 
 System; System.Collections.Generic; System.ComponentModel; System.Data; System.Drawing; System.Text; System.Windows.Forms;
 
 namespace Ch05HandsOn { public partial class JuiceBarForm : Form { // Declare class variables. decimal itemSizeDecimal, totalOrderDecimal, totalSalesDecimal; decimal drinkDecimal; int drinksInteger, ordersInteger;
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 public JuiceBarForm() { InitializeComponent(); } private void addToOrderButton_Click(object sender, EventArgs e) { // Add the current item price and quantity to the order. if (noSizeRadioButton.Checked) { MessageBox.Show("You must select a drink and size.", "Missing required entry"); } else { try { int quantityInteger = int.Parse(quantityTextBox.Text); if (quantityInteger > 0) { drinksInteger += quantityInteger; totalOrderDecimal += drinkDecimal * quantityInteger; clearForNextItem(); orderCompleteButton.Enabled = true; } else { MessageBox.Show("Please enter a quantity", "Missing Required Entry"); } } catch (FormatException) { MessageBox.Show("Invalid Quantity", "Data Entry Error"); quantityTextBox.Focus(); quantityTextBox.SelectAll(); } } } private void orderCompletebutton_Click(object sender, EventArgs e) { // Order is complete, add to summary and clear order. // Check if the last item was added to the total. if (itemPriceTextBox.Text != "") { DialogResult responseDialogResult; string messageString = "Current item not recorded. Add to order?"; responseDialogResult = MessageBox.Show(messageString, "Verify Last Drink Purchase", MessageBoxButtons.YesNo, MessageBoxIcon.Question); if (responseDialogResult == DialogResult.Yes) { addToOrderButton_Click(sender, e); } }
 
 249
 
 258
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 5. Menus, Common Dialog Boxes, and Methods
 
 250
 
 V
 
 I
 
 © The McGraw−Hill Companies, 2010
 
 Text
 
 S
 
 U
 
 A
 
 L
 
 C#
 
 Menus, Common Dialog Boxes, and Methods
 
 // Display amount due. string dueString = "Amount Due " + totalOrderDecimal.ToString("C"); MessageBox.Show(dueString, "Order Complete"); // Add to summary totals. ordersInteger++; totalSalesDecimal += totalOrderDecimal; // Reset all for new order. summaryButton.Enabled = true; summaryToolStripMenuItem.Enabled = true; orderCompleteButton.Enabled = false; orderCompleteToolStripMenuItem.Enabled = false; totalOrderDecimal = 0m; } private void summaryButton_Click(object sender, EventArgs e) { // Display the summary information in a message box. string summaryString = "Drinks Sold: " + drinksInteger.ToString() + "\n\n" + "Number of Orders: " + ordersInteger.ToString() + "\n\n" + "Total Sales: " + totalSalesDecimal.ToString("C"); MessageBox.Show(summaryString, "Juice Bar Sales Summary", MessageBoxButtons.OK, MessageBoxIcon.Information); } private void exitButton_Click(object sender, EventArgs e) { // End the application. this.Close(); } private void twelveOunceRadioButton_CheckedChanged(object sender, EventArgs e) { // Calculate and display the price for the selected item. // Handles all check boxes and radio buttons. // Cast the sender to a RadioButton type. RadioButton selectedSizeRadioButton = (RadioButton)sender; switch (selectedSizeRadioButton.Name) { case "twelveOunceRadioButton": itemSizeDecimal = 3m; break; case "sixteenOunceRadioButton": itemSizeDecimal = 3.5m; break; case "twentyOunceRadioButton": itemSizeDecimal = 4m; break; } drinkDecimal = itemSizeDecimal + findExtrasPrice(); itemPriceTextBox.Text = drinkDecimal.ToString("C"); }
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 private void clearForNextItem() { // Clear radio buttons, check boxes, text boxes. noSizeRadioButton.Checked = true; fruitJuiceRadioButton.Checked = true; vitaminPackCheckBox.Checked = false; energyBoosterCheckBox.Checked = false; ladiesCheckBox.Checked = false; itemPriceTextBox.Clear(); quantityTextBox.Text = "1"; } private decimal findExtrasPrice() { // Find price for additives. decimal extrasDecimal = 0m; if (vitaminPackCheckBox.Checked) extrasDecimal += .5m; if (energyBoosterCheckBox.Checked) extrasDecimal += .5m; if (ladiesCheckBox.Checked) extrasDecimal += .5m; return extrasDecimal; } private void vitaminPackCheckBox_CheckedChanged(object sender, EventArgs e) { // Check price of additives and display current price. // Handles all three check boxes. drinkDecimal = itemSizeDecimal + findExtrasPrice(); itemPriceTextBox.Text = drinkDecimal.ToString("C"); } private void aboutToolStripMenuItem_Click(object sender, EventArgs e) { // Display information in a message box. string aboutString = "Programmed by A. Programmer\nVersion 1.1"; string captionString = "About Look Sharp Fitness Center Juice Bar Orders"; MessageBox.Show(aboutString, captionString); } private void fontToolStripMenuItem_Click(object sender, EventArgs e) { // Change the label’s font. // Initialize the dialog box. fontDialog1.Font = titleLabel.Font; // Display the dialog box. fontDialog1.ShowDialog(); // Assign the new font. titleLabel.Font = fontDialog1.Font; }
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 private void colorToolStripMenuItem_Click(object sender, EventArgs e) { // Change the form’s ForeColor. // Applies to all controls on the form that haven’t had their // ForeColor explicitly modified. // Initialize the dialog box. colorDialog1.Color = this.ForeColor; // Display the dialog box. colorDialog1.ShowDialog(); // Assign the new color. this.ForeColor = colorDialog1.Color; } } }
 
 Summary 1. The Visual Studio Menu Designer enables you to create menus by using MenuStrips, which contain ToolStripMenuItems that can have keyboard access keys assigned. 2. In the Menu Designer, you can set and modify the order and level of menu items. 3. You can modify menu items in the MenuStrip’s Items Collection Editor. 4. A menu item can have a second list of choices, which is called a submenu. 5. Menu items can be disabled by setting the Enabled property = false and can be made to appear with a check mark by setting the Checked property = true. 6. Menus should follow Windows standards, use standard keyboard shortcuts, and include an ellipsis if further choices will be offered. 7. Each menu item has a Click event. The code to handle the actions for a menu item belongs in the item’s Click event-handling method. 8. Common dialog boxes allow C# programs to display the predefined Windows dialog boxes for Color, Font, Open File, Save File, and Folder browser. These dialog boxes are part of the operating environment; therefore, it is an unnecessary duplication of effort to have each programmer create them again. 9. Context menus, or shortcut menus, are created using a ContextMenuStrip component and the Menu Designer. Context menus pop up when the user right-clicks. 10. The programmer can write reusable code in general methods. These methods may be called from any other procedure in the form class and may or may not return a value. 11. Methods that return a value must specify the data type of the return value and set the value to return using a return statement, which sends the value back to the location from which the method was called. If the return type is void, no value can be returned.
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 6. 7. 8. 9.
 
 modal 228 modeless 228 return statement 237 return value 237 separator bar 222 shortcut menu 231 ShowDialog method 228 submenu 222 ToolStripMenuItem 218 void 234
 
 Questions
 
 Explain the difference between a menu and a submenu. How can the user know if a menu item contains a submenu? What is a separator bar and how is it created? Name at least three types of common dialog boxes. What is a context menu? How would you attach a context menu to a control? Why would you need methods that are not attached to an event? Code the necessary statements to produce a color dialog box and use it to change the background color of a label. Explain the difference between a method that returns a value and a method that doesn’t return a value. What is a return value? How can it be used?
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 call 234 Checked property 225 common dialog 227 context menu 231 ContextMenuStrip component 231 disabled 225 Enabled property 225 general method 234 menu 218 Menu Designer 218 MenuStrip component 218
 
 1. 2. 3. 4. 5.
 
 Text
 
 Exercises
 
 5.1 Modify Programming Exercise 4.6 (piecework pay) to replace buttons with menus and add a method. This project will input the number of pieces and calculate the pay for multiple employees. It also must display a summary of the total number of pieces, the number of workers, the total pay, and the average pay for all employees.
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 Menu: The menu bar must have these items: File Calculate Pay Summary Exit
 
 Edit Clear Clear All
 
 Help About
 
 Font… Color…
 
 Piecework workers are paid by the piece. Workers who produce a greater quantity of output may be paid at a higher rate. Use text boxes to obtain the name and the number of pieces completed. The Calculate Pay menu item calculates and displays the dollar amount earned. The Summary menu item displays the total number of pieces, the total number of workers, the total pay, and the average pay per person in a message box. The Clear menu choice clears the name and the number of pieces for the current employee and resets the focus. The Color item should change the ForeColor of the objects on the form and Font items should change the font of the information displayed for the Amount Earned. Use a message box to display the program name and your name for the About option on the Help menu. Write a method to find the pay rate and return a value to the proper event-handling method.
 
 Pieces completed
 
 Price paid per piece for all pieces
 
 1 to 199
 
 .50
 
 200 to 399
 
 .55
 
 400 to 599
 
 .60
 
 600 or more
 
 .65
 
 Optional Extra: Add a context menu to the Amount Earned label with the choices for font and color. Consider adding another context menu to the form for calculating and clearing. Note: For help in basing a new project on an existing project, see “Basing a New Project on an Existing Project” in this chapter. 5.2 Redo the checking account programming exercises from Chapter 4 (4.3, 4.4, and 4.5) using menus and methods. Menu: File Transaction Summary Print Exit
 
 Edit Clear Font… Color…
 
 Help About
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 Form: Use radio buttons to indicate the type of transaction—deposit, check, or service charge. Use a text box to allow the user to enter the amount of the transaction. Display the balance in a label or ReadOnly text box. Include validation that displays a message box if the amount of the transaction is a negative number. If there is not enough money to cover a check, display a message box with the message “Insufficient Funds.” Do not pay the check, but deduct a service charge of $10. Write methods for processing deposits, checks, and service charges. The deposit method adds the deposit to the balance; the check method subtracts the transaction amount from the balance; the service charge method subtracts the transaction amount from the balance. Each of the methods must return the updated balance. The Summary menu item displays the total number of deposits and the dollar amount of deposits, the number of checks, and the dollar amount of the checks in a message box. The Clear menu item clears the radio buttons and the amount and resets the focus. The Color menu item should change the form’s ForeColor and the Font menu item should change the font of the information displayed for the balance. Use a message box to display the program name and your name as the programmer for the About option on the Help menu. Note: For help in basing a new project on an existing project, see “Basing a New Project on an Existing Project” in this chapter. 5.3 A salesperson earns a weekly base salary plus a commission when sales are at or above quota. Create a project that allows the user to input the weekly sales and the salesperson name, calculates the commission, and displays summary information. Form: The form should have text boxes for the salesperson name and his or her weekly sales. Menu: File Pay Summary Print Exit
 
 Edit Clear
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 Help About
 
 Font… Color…
 
 Use constants to establish the base pay, the quota, and the commission rate. The Pay menu item calculates and displays the commission and the total pay for that person. However, if there is no commission, do not display the commission amount (do not display a zero-commission amount). Write a method to calculate and return the commission. The method must compare sales to the quota. When the sales are equal to or greater than the quota, calculate the commission by multiplying sales by the commission rate.
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 Each salesperson receives the base pay plus the commission (if one has been earned). Format the dollar amounts to two decimal places; do not display a dollar sign. The Summary menu item displays a message box that holds total sales, total commissions, and total pay for all salespersons. Display the numbers with two decimal places and dollar signs. The Clear menu item clears the name, sales, commission, and pay for the current employee and then resets the focus. The Color menu item should change the ForeColor of the objects on the form. The Font menu items should change the font of the information displayed for commission and total pay. Use a message box to display the program name and your name as programmer for the About option on the Help menu. Test Data: Quota = 1000; Commission rate = .15 (15%); and Base pay = $250.
 
 Name
 
 Sales
 
 Sandy Smug
 
 1,000.00
 
 Sam Sadness
 
 999.99
 
 Joe Whiz
 
 2,000.00
 
 Totals should be
 
 Sales
 
 $3,999.99
 
 Commissions Pay
 
 450.00 1,200.00
 
 5.4 The local library has a summer reading program to encourage reading. The staff keeps a chart with readers’ names and bonus points earned. Create a project using a menu and a method that determines and returns the bonus points. Menu: File Points Summary Print Exit
 
 Edit Clear
 
 Help About
 
 Font… Color…
 
 Form: Use text boxes to obtain the reader’s name and the number of books read. Display the number of bonus points. The Points menu item should call a method to calculate the points using this schedule: the first three books are worth 10 points each. The next three books are worth 15 points each. All books over six are worth 20 points each.
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 The Summary menu item displays the average number of books read for all readers that session. The Clear menu item clears the name, the number of books read, and the bonus points and then resets the focus. The Color menu item should change the color of the controls on the form; the Font menu item should change the font of the bonus points. Use a message box to display the program name and your name as programmer for the About option on the Help menu. Test Data: 7 books = 95 points. 5.5 Modify Programming Exercise 2.2 (the flag viewer) to use a menu instead of radio buttons, check boxes, and buttons. Include check marks next to the name of the currently selected country and next to the selected display options. Use a message box to display the program name and your name as programmer for the About option on the Help menu. Menu: File Print Exit
 
 Country United States Canada Japan Mexico
 
 Display Title Country Name Programmer
 
 Help About
 
 Note: For help in basing a new project on an existing project, see “Basing a New Project on an Existing Project” in this chapter.
 
 Case Studies Custom Supplies Mail Order Modify the case study project from Chapter 4 to use menus and a method. Refer to Chapter 4 for project specifications. Write a method to calculate and return the shipping and handling based on the weight for an entire order. (Do not calculate shipping and handling on individual items—wait until the order is complete.) Apply the user’s font changes to the Total Due; apply color changes to the form’s ForeColor. Use a message box to display the program name and your name as programmer for the About option on the Help menu.
 
 Menu: File Update Summary Exit
 
 Edit Add This Item Clear
 
 Help About
 
 Font. . . Color. . .
 
 Note: For help in basing a new project on an existing project, see “Basing a New Project on an Existing Project” in this chapter.
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 Christopher’s Car Center Modify the case study project from Chapter 4 to use menus and a method. Refer to Chapter 4 for project specifications. Write a method to calculate and return the sales tax. Menu: File Exit
 
 Edit Calculate Clear
 
 Help About
 
 Apply the user’s font changes to the Amount Due; apply the color changes to the form’s ForeColor. Consider adding keyboard shortcuts to the menu commands. Note: For help in basing a new project on an existing project, see “Basing a New Project on an Existing Project” in this chapter.
 
 Font. . . Color. . .
 
 Xtreme Cinema Modify the case study from Chapter 4 to use menus and a method. Refer to Chapter 4 for project specifications. Write a method to calculate and return the rental fee based on the type of video. The Help menu About option should display a message box with information about the program and the programmer. The Color option should change the background color of the form; the font changes can change the control of your choice.
 
 Menu: File Summary Exit
 
 Edit Calculate Clear for Next Item Order Complete
 
 Help About
 
 Color. . . Font. . .
 
 Optional extra: Set keyboard shortcuts for the menu commands. Note: For help in basing a new project on an existing project, see “Basing a New Project on an Existing Project” in this chapter.
 
 Cool Boards Modify your case study project from Chapter 4 to add a menu and a method. Refer to Chapter 4 for the project specifications. Write a method to calculate and return the price of shirts; display the About box in a message box. Allow the user to change the font size and font color of the label that displays the company slogan. Include keyboard shortcuts for the menu commands. Menu: File Summary Exit
 
 Sale Add to Order Clear This Item Order Complete
 
 Display Font. . . Color. . .
 
 Help About
 
 Slogan Logo
 
 The Slogan and Logo: Make up a slogan for the company, such as “We’re Number One” or “The Best
 
 in Boards.” The logo should be a graphic; you can use an icon, any graphic you have available, or a graphic you create yourself with a draw or paint program. The Slogan and Logo menu choices must toggle and display a check mark when selected. For example, when the slogan is displayed, the Slogan menu command is checked. If the user selects the Slogan command again, hide the slogan and uncheck the menu command. The Slogan and Logo commands operate independently; that is, the user may select either, both, or neither item. When the project begins, the slogan and logo must both be displayed and their menu commands appear checked. Note: For help in basing a new project on an existing project, see “Basing a New Project on an Existing Project” in this chapter.
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 try { C Convert H A input P T values E R to numeric and assign // quantityInteger = int.Parse(quantityTextBox.T try { priceDecimal = decimal.Parse(priceTextBox // Calculate values. extendedPriceDecimal = quantityInteger * discountDecimal = Decimal.Round( (extendedPriceDecimal * DISCOUNT_RATE_ amountDueDecimal = extendedPriceDecimal totalAmountDecimal += amountDueDecimal; numberTransactionsInteger++; // Format and display answers. extendedPriceTextBox.Text = extendedPrice
 
 6
 
 Multiform Projects
 
 at the completion of this chapter, you will be able to . . . 1. Include multiple forms in an application. 2. Use a template to create an About box form. 3. Create a new instance of a form’s class and show the new form. 4. Use the Show, ShowDialog, and Hide methods to display and hide forms. 5. Understand the various form events and select the best method for your code. 6. Declare variables with the correct scope and access level for multiform projects. 7. Create new properties of a form and pass data values from one form to another. 8. Create and display a splash screen. 9. Run your project outside of the IDE.
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 Using Multiple Forms All the projects that you have created up to now have operated from a single form. It has probably occurred to you that the project could appear more professional if you could use different windows for different types of information. Consider the example in Chapter 5 in which summary information is displayed in a message box when the user presses the Summary button. You have very little control over the appearance of the message box. The summary information could be displayed in a much nicer format in a new window with identifying labels. Another window in C# is actually another form. The first form a project displays is called the startup form. You can add more forms to the project and display them as needed. A project can have as many forms as you wish.
 
 Creating New Forms To add a new form to a project, select Add Windows Form from the Project menu. The Add New Item dialog box appears (Figure 6.1), in which you can select from many installed templates. You will learn about some of the other form types later in the chapter. For now, choose Windows Forms for Category and Windows Form for Template to add a regular new form. Figure
 
 6.1
 
 Select Windows Forms for Category and the Windows Form template to add a new form to a project. Your dialog box may have more or fewer item templates, depending on the version of Visual Studio you are using.
 
 Adding a New Form to a Project You can add a new form to a project following these steps: STEP 1:
 
 Select Add Windows Form from the Project menu. Note: If the Project menu does not contain the Add Windows Form item, click in the main Document window to make it active and open the Project menu again.
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 In the Categories pane of the Add New Item dialog box, select Windows Forms. Then select the Windows Form from the Templates list. STEP 3: Enter a name for the new form and click on Add. STEP 2:
 
 The new form will display on the screen and be added to the Solution Explorer window (Figure 6.2). View Code View Designer
 
 Figure
 
 6.2
 
 After adding a new form, the Solution Explorer shows the filename of the new form.
 
 While in design time, you can switch between forms in several ways. In the Solution Explorer window, you can select a form name and click the View Designer button or the View Code button. Double-clicking a form name opens the form in the designer. But the easiest way to switch between forms is to use the tabs at the top of the Document window that appear after the form has been displayed (Figure 6.3). If there isn’t room to display tabs for all open Figure Form Designer window
 
 Code window
 
 Form Designer window
 
 6.3
 
 Click on the tabs at the top of the Document window to switch among the Form Designer and Editor windows.
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 documents, you can click the Active Files button to drop down a list and make a selection (Figure 6.4). Each form is a separate class and is stored in its own files. Later in this chapter, you will learn to display and hide each of the forms in a project. Figure You can drop down the list of available windows and select a form to view. Active Files button
 
 Adding and Removing Forms The Solution Explorer window shows the files that are included in a project. You can add new files and remove files from a project. Adding Existing Form Files to a Project Forms may be used in more than one project. You might want to use a form that you created for one project in a new project. Each form is saved as three separate files with the extensions .cs, designer.cs, and .resx. All of the information for the form resides in the files, which includes the code methods and the visual interface as well as all property settings for the controls. To add an existing form to a project, use the Add Existing Item command on the Project menu and navigate to the form file to be added. You select only one filename: FormName.cs; all three files are automatically copied into the project folder. You can add an existing form to a project by following these steps: STEP 1: STEP 2: STEP 3:
 
 Select Add Existing Item from the Project menu. In the Add Existing Item dialog box, locate the folder and file desired. Click on Add.
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 Removing Forms from a Project If you want to remove a file from a project, select its name in the Solution Explorer window. You can then either press the Delete key or right-click on the filename to display the context menu and choose Delete. You also can choose Exclude From Project to remove the form from the project but not delete the files. Creating a New Instance of a Form Each form in your project is a class, which you can use to create a new object. This is similar to the controls that you place on forms such as buttons, labels, and text boxes. You must create a new instance of a form before you can display it. Note: See “Displaying an About Form” on page 266 for more explanation of creating a new instance.
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 TIP Use the F7 key to switch to the Form
 
 Code tab and Shift + F7 for the Form Designer Window tab (depending on the keyboard settings). Use Ctrl + Tab to cycle through all open Document windows: while holding Ctrl, press Tab multiple times; when you reach the item you want, release the Ctrl key. ■
 
 private void summaryButton_Click(object sender, EventArgs e) { // Show the summary form. // Declare a variable and instantiate the new object. SummaryForm aSummaryForm = new SummaryForm(); // Show the new form object. aSummaryForm.ShowDialog(); }
 
 An About Box One popular type of form in a project is an About box, such as the one you find in most Windows programs under Help / About. Usually an About box gives the name and version of the program as well as information about the programmer or company. You can create your own About box by creating a new form and entering the information in labels. Of course, you may use any of the Windows controls on this new form, but About boxes typically hold labels and perhaps a picture box for a logo. Figure 6.5 shows a typical About box. Figure
 
 6.5
 
 A typical About box that contains labels and a button.
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 Using the About Box Template You also can use Visual Studio’s About Box template to create a new About box. Choose Add Windows Form from the Project menu, select Windows Forms for Category, and select About Box from the Templates list (Figure 6.6). A new form named AboutBox1 is added to your project (Figure 6.7) with controls you can modify. You can change the captions and image by setting the properties as you would on any other form. Once you create the form in your project, it is yours and may be modified as you please.
 
 Figure
 
 6.6
 
 Figure
 
 6.7
 
 Select the About Box template to add a preformatted AboutBox form to a project.
 
 A new form created with the About Box template. You can customize the form by setting properties of the controls, adding controls, or removing controls.
 
 Setting Assembly Information Notice in Figure 6.7 that the About Box template form includes the product name, version, copyright, company name, and description. You can manually set the Text properties of the controls, but there’s a better way that provides this
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 information for the entire project. Open the Project Designer (Figure 6.8) from Project / ProjectName Properties. Click on the Assembly Information button and fill in the desired information in the Assembly Information dialog box (Figure 6.9).
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 Figure
 
 6.8
 
 Open the Project Designer and click on the Assembly Information button to display the project’s assembly information.
 
 Figure
 
 6.9
 
 Enter or modify the project’s information on the Assembly Information dialog box.
 
 Once the information is entered into the Assembly Information, the code behind the AboutBox form retrieves and displays the information. Typically you find much of this same information on an application’s splash screen. Splash screens are discussed later in this chapter in the section “A Splash Screen.”
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 Feel free to customize the AboutBox form. You may change the picture, the fonts, or the fields to make it your own. If you want the OK button to close the form, you must code the okButton_Click event handler.
 
 Displaying an About Form In order to display the About Box template, you must create a new object of the form’s class in code. You declare a new instance of the form by using the keyword new. Notice that the template you add to a project gets named the default name of AboutBox1. You can use that as a data type to create an aboutForm object. // Create a new instance of the AboutBox1 form class. AboutBox1 aboutForm = new AboutBox1();
 
 Once you have created the form object, you can display it using a Show method or a ShowDialog method. These methods are discussed in more detail later in the chapter. private void aboutToolStripMenuItem_Click(object sender, EventArgs e) { // Display the about form. // Create a new instance of the AboutBox1 form class. AboutBox1 aboutForm = new AboutBox1(); // Show the new aboutForm object. aboutForm.ShowDialog(); }
 
 Using the Methods and Events of Forms In code, you can use several methods to show, hide, and close forms.
 
 Showing a Form You generally display a new form in response to a user clicking a button or a menu item. In the event handler for the button or menu item, you can use either the Show or the ShowDialog method to display the new form. Modal versus Modeless Forms The Show method displays a form as modeless, which means that both forms are open and the user can navigate from one form to the other. When you use the ShowDialog method, the new form displays as modal; the user must respond to the form in some way, usually by clicking a button. No other program code can execute until the user responds to and hides or closes the modal form. However, if you display a modeless form, the user may switch to another form in the project without responding to the form. Note: Even with a modal form, the user can switch to another application within Windows. The Show Method—General Form General Form
 
 FormObjectName.Show();
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 The Show method displays a form object modelessly. The FormObjectName is the name of the form you wish to display. Note that you must first declare a form object in order to show it. Each time you use the new keyword you create a new object. The Show Method—Example Example
 
 SummaryForm aSummaryForm = new SummaryForm(); aSummaryForm.Show();
 
 The ShowDialog Method—General Form General Form
 
 FormObjectName.ShowDialog();
 
 Use the ShowDialog method when you want the user to notice, respond to, and close the form before proceeding with the application. The ShowDialog Method—Example Example
 
 SummaryForm aSummaryForm = new SummaryForm(); aSummaryForm.ShowDialog();
 
 You generally place this code in a menu item or a button’s click event handler: private void summaryButton_Click(object sender, EventArgs e) { // Show the summary form. // Create a new instance of the summary form. SummaryForm aSummaryForm = new SummaryForm(); // Show the new form. aSummaryForm.ShowDialog(); }
 
 Hiding or Closing a Form You already know how to close the current form: this.Close();. You also can use the Close method to close any other form: aSummaryForm.Close();
 
 The Close method behaves differently for a modeless form (using the Show method) compared to a modal form (using the ShowDialog method). For a modeless form, Close destroys the form instance and removes it from memory; for a modal form, the form is only hidden. A second ShowDialog method of the same object displays the same form instance, which can have data left from the previous time the form was displayed. In contrast, a second Show method creates a new instance, so no leftover data can appear.
 
 275
 
 © The McGraw−Hill Companies, 2010
 
 267
 
 276
 
 Bradley−Millspaugh: Programming in Visual C# 2008
 
 6. Multiform Projects
 
 268
 
 © The McGraw−Hill Companies, 2010
 
 Text
 
 V
 
 I
 
 S
 
 U
 
 A
 
 L
 
 C#
 
 Note: Each time you use the new keyword, you create a new object. If you want to display the same form object several times, you must not use the new keyword each time. You also can choose to use a form’s Hide method, which sets the form’s Visible property to false and keeps the form instance in memory. The Hide Method—General Form General Form
 
 FormObjectName.Hide();
 
 Hiding conceals a form but keeps it in memory, ready to be redisplayed. Use the Hide method rather than Close when the user is likely to display the form again. A good example might be a form with instructions or Help text, which the user may display multiple times. The Hide Method—Example Example
 
 aSummaryForm.Hide();
 
 Responding to Form Events The two primary events for which you may need to write code are the FormName.Load and FormName.Activated. The first time a form is shown in an application, both the Load and Activated events occur. The Load event occurs when the form is loaded into memory; the Activated event occurs after the Load event, just as control is passed to the form. Each subsequent time the form is shown, the Activated event occurs but the Load event does not. Therefore, if a form may be displayed multiple times, you may want to place initializing steps into the Activated event handler rather than into the Load. Also, if you wish to set the focus in a particular place on the new form, place the Focus method in the FormName_Activated method.
 
 The Sequence of Form Events Although you don’t need to write event handlers for all of these form events, it’s helpful to know the order in which they occur: Load
 
 Activated Paint
 
 Occurs before the form is displayed for the first time. Happens only once for any one form unless the form is closed rather than hidden. Occurs each time the form is shown. This event handler is the correct location for initialization or SetFocus. Occurs each time any portion of the form is redrawn, which happens each time a change is made or the form is moved or uncovered.
 
 Multiform Projects
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 Occurs when the form is no longer the active form, such as when the user clicks on another window or the form is about to be hidden or closed. Occurs as the form is about to close. Occurs after the form is closed.
 
 Notice that the Form.Load event occurs only once when the form is loaded into memory and the Form.Activated event occurs each time the form is shown. You will want to use the Form.Activated event to display data values that must be updated for current values, such as a summary form.
 
 Writing Event Handlers for Selected Events You are accustomed to double-clicking a control or form to open an event handler for its default event. If you double-click a form, the default event is FormName.Load. To open an event handler for the other events, you can select an event using the Properties window in the Form Designer. Click on the form to show its properties in the Properties window and click on the Events button to display the available events (Figure 6.10). The default event appears selected, but you can double-click any other event to create its event handler. You also can select a previously written method from the drop-down list for any event. When you want to switch the Properties window back to viewing properties, click on the Properties button. Figure
 
 6.10
 
 Click on the Events button in the Properties window to see the list of possible events for which to write an event handler. Double-click on the event to create an empty event handler.
 
 Properties button Events button
 
 Double-click on the event
 
 Variables and Constants in Multiform Projects When you have multiple forms in a project, the scope, access level, and lifetime of the variables and constants become a little more complicated. If you want class-level variables to be available in more than one form in a project, you must declare them as public. This approach presents a security problem and should be avoided.
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 In object-oriented programming, each object has properties that expose its values to other objects. For example, each Form object has many properties that you can view and some that you can change, such as the Name property and the Text property. Many other values are used internally by the Form class but are not available or visible to other code. Hiding internal values and exposing only certain values as properties is one of the key principles of objectoriented programming. (See Chapter 12 for a discussion of the theory and principles of object-oriented programming.) When you want to pass variables from one form object to another, the correct approach is to set up properties of the form’s class. For example, consider a total in a calculation form that you would like to display on a summary form. The variable for the total is private in the calculation form. You add a private variable in the summary form to hold the data and then use a property method to pass the value from one form to the other.
 
 Creating Properties in a Class To set up a new property of a form class, generally you need a private classlevel variable to store the value and public property methods that allow other classes to view and/or set the property. The private class-level variable is available only to the methods and property blocks within the class. When your program creates objects from your class, you will need to assign values to the properties. The class controls access to its properties through property methods. Property Blocks The way that your class allows its properties to be retrieved and set is with accessor methods in a property block. The block may contain a get accessor method to retrieve a property value and/or a set accessor method to assign a value to the property. The name that you use for the property block becomes the name of the property to the outside world. Create “friendly” property names, such as LastName or EmployeeNumber, that describe the property without using a data type or abbreviation. The Property Block—General Form General Form
 
 // Class-level variable to hold the value internally. Private DataType MemberVariable; public DataType PropertyName { get { return MemberVariable; } set { // Statements, such as validation. MemberVariable = value; } }
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 The set statement uses the value keyword to refer to the incoming value for the property. You must specify the property block as public to allow external objects (objects created in other classes) to access them. The get accessor method is similar to a method declared with a return value: Somewhere inside the method, before the closing brace, you must assign a return value. The data type of the incoming value for a set must match the type of the return value of the corresponding get. The Property Block—Example Example
 
 private string lastNameString; public string LastName { get { return lastNameString; } set { lastNameString = value; } }
 
 Remember, the private class-level variable stores the value of the property. The get and set accessor methods in the property block retrieve the current value and/or assign a new value to the property. Read-Only Properties In some instances, you may wish to have a property that can be retrieved by an object but not changed. You can write a property block that contains only a get to create a read-only property. // Private class-level variable to hold the property value. private decimal payDecimal; // Property block for read-only property. public decimal Pay { get { return payDecimal; } }
 
 Write-Only Properties At times you may need to have a property that can be assigned by an object but not retrieved. You can create a property block that contains only a set to create a write-only property.
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 // Private class-level variable to hold the property value. private decimal hoursDecimal; // Property block for write-only property. public decimal Hours { set { hoursDecimal = value; } }
 
 Applying the Properties to Multiple Forms Now let’s apply this theory to display a total on a separate summary form. The hands-on projects in Chapters 4 and 5 calculate a decimal variable that holds the total sales. In those two projects, the total is displayed in a message box, but now it’s time to create a new summary form to display a nicely formatted total. The summary form must contain a private variable to hold the value for the total sales as well as a property set method to allow the value to be assigned. The name TotalSales is the “friendly” property name and totalSummarySalesDecimal is the private class-level variable to hold the value inside the class. public partial class SummaryForm : Form { private decimal totalSummarySalesDecimal; public decimal TotalSales { set { totalSummarySalesDecimal = value; } } // . . . More code for the rest of the Form class.
 
 You already know how to display the summary form from another form, but first we need to pass the value from the private variable totalSalesDecimal in the main calculation form to the property of the summary form called TotalSales, which will be stored internally in the SummaryForm as totalSummarySalesDecimal. The following code appears on the main calculation form, which has a button or menu item to display the summary information. Notice that you assign the private variable totalSalesDecimal from the calculation form to the property TotalSales that is a property of the summary form. // Event-handling method in the main calculation form. private void summaryButton_Click(object sender, EventArgs e) { // Display the summary form. SummaryForm aSummaryForm = new SummaryForm(); aSummaryForm.TotalSales = totalSalesDecimal; aSummaryForm.ShowDialog(); }
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 Passing Summary Values among Forms Occasionally, you may need to calculate in one form and display summary information in another form, but the summary form is not displayed from the calculation form. This situation can occur when a main form instantiates and displays both a data entry form, where the calculations are performed, and the summary form. The menu on the main form allows the user to display either the data entry form or the summary form as desired. Earlier you learned to create a public property of a form, which is available to other objects in the project. But consider the example of a main form, a data entry form, and a summary form; each time the main form instantiates and displays the data entry form, a new fresh version of each property is created. If you want to maintain the value of a property for multiple instances of a class, you must declare the property as static. You can declare as static a total or a count that you wish to use in a summary calculation. private static decimal totalDueDecimal;
 
 Static variables retain their values for every object that is instantiated using the new keyword. Therefore, every call to the data entry form continues to increase the total. You use the static keyword on both the private variable and the property method. When you use the static keyword in a property method, you are creating a public property that can be accessed from anywhere in the project without instantiating a specific object of the class. For more information about static properties, see “Instance Variables versus Static Variables” in Chapter 12. In the following example, the data entry form, called OrderForm, accumulates the static variable totalDueDecimal. The OrderForm object exposes the total with a ReadOnly property called Total. The summary form can retrieve the current value of the property by referring to OrderForm.Total. // OrderForm private static decimal totalDueDecimal; public static decimal Total { get { return totalDueDecimal; } }
 
 By placing the static variable and property method in the data entry form, you can now access the total in the summary form. // SummaryForm private void SummaryForm_Activated(object sender, EventArgs e) { // Display the total. totalTextBox.Text = OrderForm.Total.ToString("C"); }
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 ➤ Feedback 6.1
 
 1. What is the purpose of a property method? 2. Write the statement to assign the private variable drinksSoldInteger to the DrinksSold property of aSummaryForm. 3. Write the property set method for DrinksSold.
 
 A Splash Screen Perhaps you have noticed the logo or window that often appears while a program is loading, such as the one in Figure 6.11. This initial form is called a splash screen. Professional applications use splash screens to tell the user that the program is loading and starting. It can make a large application appear to load and start faster, since something appears on the screen while the rest of the application loads.
 
 Figure
 
 6.11
 
 A custom splash screen created from a standard Windows form.
 
 Creating a Splash Screen A splash screen is simply another form in a project. Typically you want to adjust some of the features such as eliminating the title bar and the close button. We will control the length of time that the splash screen appears using a Timer component. After adding a form to the project, set the StartPosition to CenterScreen, leave the Text property blank, and set ControlBox to false. The control box eliminates the resize buttons and the close button. If you also leave the Text property blank, the title bar will disappear. Property
 
 Setting
 
 StartPosition
 
 CenterScreen
 
 Text
 
 (blank)
 
 ControlBox
 
 False
 
 TopMost
 
 True
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 On the form, add graphics and any information about your program that you wish to display. Many programs will use the same AssemblyInfo that displays on the AboutBox. In this example, we’re going to just use text.
 
 Controlling the Time a Splash Form Displays In an application that must load data or has other time-consuming activities, the length of time the splash screen displays is governed by those activities. But in smaller applications, such as the ones you are writing, the splash form disappears before you have a chance to see it. So for these applications, we will control the display using a Timer component. To use a timer on a splash screen form, you add a Timer component from the Components section of the toolbox. Then you can set properties of the timer to fire an event at a specified time interval and write code for the event in an event-handling method. When you add a Timer component to a form, you must set two properties: Enabled and Interval. By default, the timer is not enabled, so you must set the Enabled property to true. Note that you can set the Enabled property either at design time or in code, but for a splash form, you will set it at design time. Set the timer’s Interval property for the number of milliseconds the splash screen should display. For example, to make the form display for approximately five seconds, set the Interval to 5000. Timer property
 
 Setting
 
 Enabled
 
 True
 
 Interval
 
 Number of milliseconds to pass before firing an event.
 
 When the specified interval passes, the timer’s Tick event fires. This code for the timer closes the splash screen. private void timer1_Tick(object sender, EventArgs e) { // Close the splash form. this.Close(); }
 
 Making the Splash Form Display First C# programs actually begin execution in the file called Program.cs, which you can see in the Solution Explorer. Double-click on the filename to open the file and locate the Main method; you add code to the Main method to create the splash screen before the program begins execution. static void Main() { Application.EnableVisualStyles(); Application.SetCompatibleTextRenderingDefault(false); SplashForm aSplashForm = new SplashForm(); Add these statements to display the splash form aSplashForm.ShowDialog(); Application.Run(new MainForm()); } Name of the startup form
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 After the splash screen displays and the timer closes the splash screen, the application runs the startup form, MainForm in the preceding example. Note: You can use either the Show or ShowDialog method to display the splash form. Using ShowDialog, the main form does not appear until the splash form closes; using Show, the main form appears behind the splash form.
 
 Running Your Program Outside the IDE Every time that you create and run an application, the executable file is placed in the project’s bin\Debug folder. You can move that .exe file to another computer, place the file on the system desktop, or use it as a shortcut just like any other application on your system. If you copy the executable file to another system, you must make sure that the computer has the correct version of the Microsoft .NET Framework. Although Visual Studio 2008 includes an option to select a particular version of the .NET Framework, by default the programs target the .NET 3.5 Framework. It is possible to download the framework for free from the Microsoft Web site. You also may want to change the icon for your program. The default icon is a standard window image. To change the icon to something more interesting, open the Project Designer (Project / ProjectName Properties). On the Application tab (Figure 6.12), click the Browse button next to Icon and browse to find another file with an .ico extension. When you select a new icon, the .ico file is copied into your project folder. Many icon files are in various folders in Windows, with a few in the StudentData folder. You must recompile (build) the project again after setting the icon. Figure Select a different icon for your project in the Project Designer.
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 Your Hands-On Programming Example Modify the hands-on project from Chapter 5 to include multiple forms. This version of the project requires four forms: JuiceBarForm, SummaryForm, SplashForm, and AboutBox. Note: Follow the instructions in Chapter 5 “Basing a New Project on an Existing Project” or Appendix C “Copy and Move a Project” to begin this hands-on example. JuiceBarForm: This is the JuiceBarForm form from Chapter 5, with a few modifications to display output on new forms rather than in message boxes. SummaryForm: Create a form with the appropriate labels and text boxes for the summary information. AboutBox form: Replace the message box for the Help / About menu item from Chapter 5 with a new form using the About Box template. Set the assembly information in the Project Designer. SplashForm: Create a splash screen that displays the company name. Planning the Project Sketch the four forms (Figure 6.13), which the users approve and sign off as meeting their needs.
 
 Figure
 
 6.13
 
 The planning sketches of the forms for the hands-on programming example. a. the main form (JuiceBarForm); b. the summary form (SummaryForm); c. the about form (AboutBox1); and d. the splash form (SplashForm). JuiceBarForm File Edit Help Look Sharp Fitness Center Size
 
 groupBox1
 
 Select the drink type
 
 twelveOunceRadioButton
 
 12 Ounce 3.00
 
 sixteenOunceRadioButton
 
 16 Ounce 3.50
 
 Fruit
 
 twentyOunceRadioButton
 
 20 Ounce 4.00
 
 Veggie
 
 groupBox3 Quantity
 
 Juices
 
 Extras - $0.50 each
 
 groupBox2
 
 quantityTextBox
 
 Item Price
 
 invisible
 
 noSizeRadioButton
 
 1
 
 itemPriceTextBox
 
 Add to Order Smoothies Pomegranate
 
 vitaminPackCheckBox
 
 Vitamin Pack
 
 energyBoosterCheckBox
 
 Energy Booster
 
 Strawberry Banana
 
 ladiesCheckBox
 
 For the Ladies
 
 WheatBerry
 
 a. wheatberrySmoothieRadioButton strawberryBananaRadioButton pomegranateSmoothieRadioButton veggieJuiceRadioButton fruitJuiceRadioButton
 
 Order Complete Summary Report Exit
 
 addToOrderButton orderCompleteButton summaryButton exitButton
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 Figure (concluded) Juice Bar Sales Summary
 
 Drinks Sold
 
 drinksSoldTextBox
 
 Number of Orders
 
 numberOrdersTextBox
 
 Total Sales
 
 totalSalesTextBox
 
 OK
 
 okButton
 
 b.
 
 About Look Sharp Fitness Center Juice Bar Sales Product Name Version Copyright Company Name
 
 OK c.
 
 Look Sharp Fitness Center Juice Bar Sales Version 1.0
 
 d.
 
 okButton
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 Plan the Objects and Properties for the Main Form (JuiceBarForm) See the hands-on exercise for Chapter 5 for the objects and properties of JuiceBarForm, which are unchanged for this project. The only changes are to the methods that display the summary form and the About form. Plan the Methods for the JuiceBarForm Most of the methods for JuiceBarForm are unchanged from the project in Chapter 5.You need two additional methods: Object
 
 Method
 
 Actions
 
 summaryButton
 
 Click
 
 Pass values to summary form properties. Display the summary form.
 
 aboutToolStripMenuItem
 
 Click
 
 Display the About Box form.
 
 Plan the Objects and Properties for the Summary Form Object
 
 Property
 
 Setting
 
 SummaryForm
 
 Name AcceptButton Title
 
 SummaryForm okButton Juice Bar Sales Summary
 
 label1
 
 Name Text
 
 label1 Drinks Sold
 
 drinksSoldTextBox
 
 Name ReadOnly
 
 drinksSoldTextBox true
 
 label2
 
 Name Text
 
 label2 Number Orders
 
 numberOrdersTextBox
 
 Name ReadOnly
 
 numberOrdersTextBox true
 
 label3
 
 Name Text
 
 label3 Total Sales
 
 totalSalesTextBox
 
 Name ReadOnly
 
 totalSalesTextBox true
 
 okButton
 
 Name Text
 
 okButton &OK
 
 Plan the Methods for the Summary Form Object
 
 Method
 
 Actions
 
 SummaryForm
 
 Activated
 
 Set the values of the labels from the form properties.
 
 okButton
 
 Click
 
 Close this form.
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 Summary Form Properties Create new properties of the form: Property
 
 Data type
 
 Access
 
 TotalSales
 
 decimal
 
 write-only
 
 NumberOrders
 
 int
 
 write-only
 
 DrinksSold
 
 int
 
 write-only
 
 Plan the Objects and Properties for the About Form Use the About Box template and consider changing the graphic. Fill in the Assembly Information in the Project Designer so that the screen fields appear filled. Plan the Method for the About Box Object
 
 Method
 
 Actions
 
 okButton
 
 Click
 
 Close this form.
 
 Plan the Objects and Properties for the Splash Screen Object
 
 Property
 
 Setting
 
 SplashForm
 
 Name Controlbox Text StartupPosition TopMost
 
 SplashForm False (blank) CenterScreen True
 
 timer1
 
 Enabled Interval
 
 True 2000
 
 label1
 
 Text Font
 
 Look Sharp Fitness Center Arial, 14 pt
 
 Plan the Method for the Splash Screen Object
 
 Method
 
 Actions
 
 timer1
 
 Tick
 
 Close this form.
 
 Plan the Code for Program.cs Add code to create and display the splash screen. Write the Project Follow the instructions in Chapter 5 “Basing a New Project on an Existing Project” or Appendix C “Copy and Move a Project” to base this project on Ch05HandsOn. If you have not written Ch05HandsOn, do so first before beginning this project.
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 Follow the sketches in Figure 6.13 to create the new forms. Use the About Box template. Figure 6.14 shows the completed forms. •
 
 Set the properties of each of the objects according to your plan.
 
 •
 
 Create new properties in the summary form.
 
 •
 
 Write the additional code. Working from the pseudocode, write each method.
 
 •
 
 When you complete the code, use a variety of data to thoroughly test the project.
 
 Figure
 
 6.14
 
 The completed forms for the hands-on programming example. a. the main form (JuiceBarForm); b. the summary form (SummaryForm); c. the about form (AboutBox1); and d. the splash form (SplashForm).
 
 a.
 
 b.
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 Figure (concluded)
 
 d.
 
 The Project Coding Solution JuiceBarForm /* * Program Name: * Programmer: * Date: * * Description: * * * * */ using using using using using using using
 
 Ch06HandsOn Bradley/Millspaugh June 2009 This project calculates the amount due based on the customer selection and accumulates summary data for the day. Includes menus, common dialog boxes, a switch statement, and general methods.
 
 System; System.Collections.Generic; System.ComponentModel; System.Data; System.Drawing; System.Text; System.Windows.Forms;
 
 namespace Ch06HandsOn { public partial class JuiceBarForm : Form { // Declare class variables. decimal itemSizeDecimal, totalOrderDecimal, totalSalesDecimal; decimal drinkDecimal; int drinksInteger, ordersInteger; public JuiceBarForm() {
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 InitializeComponent();
 
 } private void addToOrderButton_Click(object sender, EventArgs e) { // Add the current item price and quantity to the order. if (noSizeRadioButton.Checked) { MessageBox.Show("You must select a drink and size.", "Missing required entry"); } else { try { int quantityInteger = int.Parse(quantityTextBox.Text); if (quantityInteger != 0) { drinksInteger += quantityInteger; totalOrderDecimal += drinkDecimal * quantityInteger; clearForNextItem(); orderCompleteButton.Enabled = true; } else { MessageBox.Show("Please enter a quantity", "Missing Required Entry"); } } catch (FormatException) { MessageBox.Show("Invalid Quantity", "Data Entry Error"); quantityTextBox.Focus(); quantityTextBox.SelectAll(); } } } private void orderCompleteButton_Click(object sender, EventArgs e) { // Order is complete, add to summary and clear order. // Check if the last item was added to the total. if (itemPriceTextBox.Text != "") { DialogResult responseDialogResult; string messageString = "Current Item not recorded. Add to order?"; responseDialogResult = MessageBox.Show(messageString, "Verify Last Drink Purchase", MessageBoxButtons.YesNo, MessageBoxIcon.Question); if (responseDialogResult == DialogResult.Yes) { addToOrderButton_Click(sender, e); } } // Display amount due. string dueString = "Amount Due " + totalOrderDecimal.ToString("C"); MessageBox.Show(dueString, "Order Complete");
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 // Add to summary totals. ordersInteger ++; totalSalesDecimal += totalOrderDecimal; // Reset all for new order. summaryButton.Enabled = true; summaryToolStripMenuItem.Enabled = true; orderCompleteButton.Enabled = false; orderCompleteToolStripMenuItem.Enabled = false; totalOrderDecimal = 0m; } private void summaryButton_Click(object sender, EventArgs e) { // Display the summary form. SummaryForm aSummaryForm = new SummaryForm(); aSummaryForm.DrinksSold = drinksInteger; aSummaryForm.NumberOrders = ordersInteger; aSummaryForm.TotalSales = totalSalesDecimal; aSummaryForm.ShowDialog(); } private void exitButton_Click(object sender, EventArgs e) { // End the application. this.Close(); } private void clearForNextItem() { // Clear option buttons, check boxes, text boxes. noSizeRadioButton.Checked = true; fruitJuiceRadioButton.Checked = true; vitaminPackCheckBox.Checked = false; energyBoosterCheckBox.Checked = false; ladiesCheckBox.Checked = false; itemPriceTextBox.Clear(); quantityTextBox.Text = "1"; } private void twelveOunceRadioButton_CheckedChanged(object sender, EventArgs e) { // Calculate and display the price for the selected item. // Handles all check boxes and radio buttons. // Cast the sender to a RadioButton type. RadioButton selectedSizeRadioButton = (RadioButton)sender; switch (selectedSizeRadioButton.Name) { case "twelveOunceRadioButton": itemSizeDecimal = 3m; break; case "sixteenOunceRadioButton":
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 itemSizeDecimal = 3.5m; break; case "twentyOunceRadioButton": itemSizeDecimal = 4m; break; } drinkDecimal = itemSizeDecimal + findExtrasPrice(); itemPriceTextBox.Text = drinkDecimal.ToString("C"); } private decimal findExtrasPrice() { // Find price for additives. decimal extrasDecimal = 0m; if (vitaminPackCheckBox.Checked) extrasDecimal += .5m; if (energyBoosterCheckBox.Checked) extrasDecimal += .5m; if (ladiesCheckBox.Checked) extrasDecimal += .5m; return extrasDecimal; } private void vitaminPackCheckBox_CheckedChanged(object sender, EventArgs e) { // Check price of additives and display current price. drinkDecimal = itemSizeDecimal + findExtrasPrice(); itemPriceTextBox.Text = drinkDecimal.ToString("C"); } private void aboutToolStripMenuItem_Click(object sender, EventArgs e) { // Display about form. AboutBox1 aboutForm = new AboutBox1(); aboutForm.ShowDialog(); } private void fontToolStripMenuItem_Click(object sender, EventArgs e) { // Change the label’s font. // Initialize the dialog box. fontDialog1.Font = titleLabel.Font; // Display the dialog box. fontDialog1.ShowDialog(); // Assign the new font. titleLabel.Font = fontDialog1.Font; } private void colorToolStripMenuItem_Click(object sender, EventArgs e) { // Change the form’s ForeColor. // Applies to all controls on the form that haven’t had their // ForeColor explicitly modified.
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 // Initialize the dialog box. colorDialog1.Color = this.ForeColor; // Display the dialog box. colorDialog1.ShowDialog(); // Assign the new color. this.ForeColor = colorDialog1.Color; } } }
 
 SummaryForm /* * Program Name: * Programmer: * Date: * Class: * * Description: */ using using using using using using using
 
 Ch06HandsOn Bradley/Millspaugh June 2009 SummaryForm Display the summary information.
 
 System; System.Collections.Generic; System.ComponentModel; System.Data; System.Drawing; System.Text; System.Windows.Forms;
 
 namespace Ch06HandsOn { public partial class SummaryForm : Form { decimal totalSalesDecimal; int numberOrdersInteger, drinksSoldInteger; public decimal TotalSales { set { totalSalesDecimal = value; } } public int NumberOrders { set { numberOrdersInteger = value; } } public int DrinksSold { set { drinksSoldInteger = value; } }
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 public SummaryForm() { InitializeComponent(); } private void okButton_Click(object sender, EventArgs e) { // Close the summary form. this.Close(); } private void SummaryForm_Activated(object sender, EventArgs e) { // Get and display the summary data. drinksSoldTextBox.Text = drinksSoldInteger.ToString(); numberOrdersTextBox.Text = numberOrdersInteger.ToString(); totalSalesTextBox.Text = totalSalesDecimal.ToString("C"); } } }
 
 AboutBox1 private void okButton_Click(object sender, EventArgs e) { // Close this form. this.Close(); }
 
 SplashForm /* * Program Name: * Programmer: * Date: * Class: * * Description: */ using using using using using using using
 
 Ch06HandsOn Bradley/Millspaugh June 2009 Splash Form Display the splash form at startup.
 
 System; System.Collections.Generic; System.ComponentModel; System.Data; System.Drawing; System.Text; System.Windows.Forms;
 
 namespace Ch06HandsOn { public partial class SplashForm : Form { public SplashForm() { InitializeComponent(); }
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 private void timer1_Tick(object sender, EventArgs e) { // Close the splash form. this.Close(); } } }
 
 Program.cs /* * Program Name: * Programmer: * Date: * Class: * * Description: */
 
 Ch06HandsOn Bradley/Millspaugh June 2009 Program Control program execution.
 
 using System; using System.Collections.Generic; using System.Windows.Forms; namespace Ch06HandsOn { static class Program { /// /// The main entry point for the application. /// [STAThread] static void Main() { Application.EnableVisualStyles(); Application.SetCompatibleTextRenderingDefault(false); SplashForm aSplashForm = new SplashForm(); aSplashForm.ShowDialog(); Application.Run(new JuiceBarForm()); } } }
 
 Summary 1. Projects may need more than one form—there is virtually no limit to the number of forms that can be used within a single project. The first form in the application (after the splash form) is called the startup form. 2. Forms used for one project can be added to another project. Forms also can be removed from a project. 3. To display a new form, you must declare and instantiate a form object. 4. An About box, which typically contains information about the version of an application and the programmer and copyrights, may be created by adding a new form. C# has an About Box template form that you can use to create an About box.
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 5. The About Box template automatically inserts information on the form from the project’s assembly information; you can enter the information in the Assembly Information dialog box. 6. The Show (modeless) and ShowDialog (modal) methods are used to display a form on the screen. 7. A form displayed as modal requires a response from the user; it must be closed or unloaded before any execution continues. When a form is displayed as modeless, the user can switch to another form without closing the form. 8. The Form.Hide method hides the form but keeps it loaded in memory; the Form.Close method removes a modeless form from memory; the Form.Close method for a modal form actually hides the form rather than closing it. 9. The form’s Load event occurs once for each loaded form; the form’s Activated event can occur multiple times, each time the form is shown. 10. The form’s FormClosing event occurs just before the form closes. You can write event handlers for any of the form’s events. 11. Use property methods to transfer the values from the private variables in one form to the private variables in a second form. 12. To create a new property of a form, set up a private class-level variable to hold the value internally and write public accessor methods to allow the property to be set and retrieved. A property may be ReadOnly or WriteOnly if the property block contains only the appropriate get or set method. 13. To display a second form and pass a value to a property of the form, instantiate a new form object, assign a value to the form object’s property, and show the form. 14. A splash screen is a form that appears as an application loads, before the main or startup form. A splash screen is created as a form without the title bar and the control buttons. Code to display the splash form belongs in the Main method of Program.cs. 15. Use a Timer component to control the length of time the form appears. Set the timer’s Interval property to the number of milliseconds; the component’s Tick event fires when the interval passes. 16. You can run a project outside the VS IDE by moving and running the .exe file. The target machine must have the correct version of the .NET Framework installed.
 
 Key
 
 Terms
 
 About box 263 accessor methods 270 Form.Activated event 269 Form.Load event 269 Hide method 268 modal 266 modeless 266 property block 270
 
 297
 
 © The McGraw−Hill Companies, 2010
 
 Show method 266 ShowDialog method
 
 266 splash screen 274 startup form 260 static keyword 273 Timer component 275 value keyword 271
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 Questions
 
 List some of the items generally found in an About box. What is the purpose of a splash screen? What is the term used for the first form to display in a project? Explain how to include an existing form in a new project. What is the assembly information? How can you change the information? How can you use the information? Explain the difference between modal and modeless. How does the Show method differ from the ShowDialog method? Explain when the form’s Load event and Activated event occur. In which event handler should you place code to initialize screen fields? Is the answer always the same? How are variable values passed from one form to another? How can you run a compiled C# program outside the Visual Studio IDE?
 
 Programming
 
 Exercises
 
 Note: For help in basing a new project on an existing project, see “Copy and Move a Project” in Appendix C. 6.1 Modify Programming Exercise 5.5 (the flag viewer) to include a splash screen and an About box. 6.2 Create a project that will produce a summary of the amounts due for Pat’s Auto Repair Shop. Display a splash screen first; then display the Job Information form. If you wish, you can add a graphic to the form. The Job Information Form Menu: File Exit
 
 Edit Calculate Clear
 
 Help About
 
 Job Information Form: The Job Information form must have text boxes for the user to enter the job number, customer name, amount charged for parts, and the hours of labor. Include labels and text boxes for Parts, Labor, Subtotal, Sales Tax, and Total. The Calculate menu item finds the charges and displays them in labels. The tax rate and the hourly labor charge should be set up as named constants so that they can be easily modified if either changes. Current charges are $50 per hour for labor and 8 percent (.08) for the sales tax rate. Sales tax is charged only on parts, not on labor. The Clear menu item clears the text boxes and resets the focus in the first text box. The Exit menu item closes the Job Information form. 6.3 Modify Programming Exercise 6.2 so that summary information is maintained for the total dollar amount for parts, labor, sales tax, and total for all customers.
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 Add a Summary menu item under the File menu before the Exit item; include a separator bar between the two menu items. When the user selects the Summary menu item, display the summary information in a Summary form. The Summary form should have an OK button that closes the Summary form and returns the user to the Job Information form. 6.4 A battle is raging over the comparative taste of Prune Punch and Apple Ade. Each taste tester rates the two drinks on a scale of 1 to 10 (10 being best). The proof of the superiority of one over the other will be the average score for the two drinks. Display a splash screen and then the New Tester form. You can add a graphic if you wish. New Tester Form Menus: File Exit
 
 Ratings Add Your Scores
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 Help About
 
 Summary
 
 The New Tester form allows the user to input test scores for each drink. When the user clicks the Add Your Scores menu item, add the score for each type of drink to the drink’s total, clear the text boxes, and reset the focus. If either score is blank when the menu item is selected, display a message in a message box and reset the focus to the box for the missing data. Summary Menu Item: The Summary item displays a form that contains the current results of the taste test. It should display the winner, the total number of taste testers, and the average rating for each drink. The form contains an OK button that returns to the New Tester form. (The user will be able to display the summary at any time and as often as desired.) About Box: The About box should display information about the program and the programmer. Include an OK button that returns the user to the New Tester form. 6.5 Modify Programming Exercise 5.1 (piecework pay) to add a Splash form, an About box, and a Summary form. Add a slogan and a logo that the user can hide or display from menu choices on the main form. Splash Form: The Splash form must appear when the project begins execution. It should display the project name, programmer name, and at least one graphic. About Box: The About box should have the program name, version number, and programmer name, as well as a graphic and an OK button. It must be displayed as modal. Summary Form: The Summary form should display the summary information. Note that in Chapter 5 the summary information was displayed in a message box. You must remove the message box and display the summary information only on the Summary form. An OK button closes the form. Slogan and Logo: Make up a slogan for the company, such as “We’re Number One” or “We Do Chicken Right.” For the logo, you can use an icon or any graphic you have available, or create one yourself with a draw or paint program.
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 The Slogan and Logo menu choices must toggle and display a check mark when selected. For example, when the slogan is displayed, the Slogan menu item is checked. If the user selects the Slogan command again, hide the slogan and uncheck the menu item. The Slogan and Logo commands operate independently; that is, the user may select either, both, or neither item. When the project begins, the slogan and logo must both be displayed on the main form and their menu items appear checked.
 
 Case Studies Custom Supplies Mail Order Modify the Custom Supplies Mail Order project from Chapter 5 to include a Splash screen, an About box, and a summary form.
 
 Delete the summary information from the form from Chapter 5 and display the information on the summary form. Include an image on both the Splash form and the About box.
 
 Christopher’s Car Center Create a project that uses four forms. Add the form from the Chapter 5 Christopher’s Car Center case study and create a Main form, a Splash screen, and an About box. Main Form: The Main form should display a large label with the words “Christopher’s Car Center— Meeting all your vehicle’s needs” and appropriate image(s). You must change the project’s startup form to the new Main form. See page 275 for help in changing the startup form.
 
 Main Form Menus: File Input Sale Exit
 
 Edit Color. . . Font. . .
 
 Help About
 
 The Input Sale item should display the form from Chapter 5. The Color and Font items should allow the user to change the large label on the form.
 
 Xtreme Cinema Modify the Xtreme Cinema project from Chapter 5 to separate the project into multiple forms. Include
 
 a summary form, a Splash screen, and an About box.
 
 Cool Boards Modify the Cool Boards project from Chapter 5 to separate the project into multiple forms. Include
 
 a summary form, a Splash screen, and an About box.
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 try { C Convert H A input P T values E R to numeric and assign // quantityInteger = int.Parse(quantityTextBox.T try { priceDecimal = decimal.Parse(priceTextBox // Calculate values. extendedPriceDecimal = quantityInteger * discountDecimal = Decimal.Round( (extendedPriceDecimal * DISCOUNT_RATE_ amountDueDecimal = extendedPriceDecimal totalAmountDecimal += amountDueDecimal; numberTransactionsInteger++; // Format and display answers. extendedPriceTextBox.Text = extendedPrice
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 at the completion of this chapter, you will be able to . . . 1. Create and use list boxes and combo boxes. 2. Differentiate among the available types of combo boxes. 3. Enter items into list boxes using the Items collection in the Properties window. 4. Add and remove items in a list at run time. 5. Determine which item in a list is selected. 6. Use the Items.Count property to determine the number of items in a list. 7. Display a selected item from a list. 8. Use do, while, and for loops to execute a series of statements. 9. Skip to the next iteration of a loop by using the continue statement. 10. Send information to the printer or the Print Preview window using the PrintDocument class.
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 Often you will want to offer the user a list of items from which to choose. You can use the Windows ListBox and ComboBox controls to display lists on a form. You may choose to add items to a list during design time, during run time, or perhaps a combination of both. Several styles of list boxes are available; the style you use is determined by design and space considerations as well as by whether you will allow users to add items to the list.
 
 List Boxes and Combo Boxes Both list boxes and combo boxes allow you to have a list of items from which the user can make a selection. Figure 7.1 shows the toolbox tools for creating the controls; Figure 7.2 shows several types of list boxes and combo boxes, including simple list boxes, simple combo boxes, drop-down combo boxes, and drop-down lists. The list boxes on the left of the form in Figure 7.2 are all created with the list box tool; the boxes on the right of the form are created with the combo box tool. Notice the three distinct styles of combo boxes. ListBox controls and ComboBox controls have most of the same properties and operate in a similar fashion. One exception is that a combo box control has a DropDownStyle property, which determines whether or not the list box also has a text box for user entry and whether or not the list will drop down (refer to Figure 7.2). Both list boxes and combo boxes have a great feature. If the box is too small to display all the items in the list at one time, C# automatically adds a scroll bar. You do not have to be concerned with the location of the scroll box in the scroll bar; the scrolling is handled automatically. When you add a list control to a form, choose the style according to the space you have available and how you want the box to operate. Do you want the user to select from an existing list? If so, use a simple list box or a drop-down Figure
 
 7.1
 
 Use the ListBox tool and ComboBox tool to create list boxes and combo boxes on your forms.
 
 ComboBox
 
 ListBox
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 Figure
 
 7.2
 
 Various styles of list boxes and combo boxes.
 
 List boxes
 
 Drop-down combo box (User can type in text box at the top.) Simple combo box (User can type in text box at the top.)
 
 Drop-down list (No text box at top; user cannot type new text at run time.)
 
 list (ComboBox DropDownStyle = DropDownList). Do you want the user to be able to type a new entry if necessary? In this case, use one of the two styles with an added text box: the drop-down combo box (DropDownStyle = DropDown) or the simple combo box (DropDownStyle = Simple). At design time, the behavior of list boxes and combo boxes differs. For list boxes, C# displays the Name property in the control; for combo boxes, the Text property displays. Don’t spend any time trying to make an empty list box appear empty during design time; the box will appear empty at run time. Combo boxes have a Text property, which you can set or remove at design time. List boxes also have a Text property, but you can access it only at run time.
 
 The Items Collection The list of items that displays in a list box or combo box is a collection. C# collections are objects that have properties and methods to allow you to add items, remove items, refer to individual elements, count the items, and clear the collection. In the sections that follow, you will learn to maintain and refer to the Items collection. You can refer to the items in a collection by an index, which is zero based. For example, if a collection holds 10 items, the indexes to refer to the items range from 0 to 9. To refer to the first item in the Items collection, use Items[0].
 
 Filling a List You can use several methods to fill the Items collection of a list box and combo box. If you know the list contents at design time and the list never changes, you can define the Items collection in the Properties window. If you must add items
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 to the list during program execution, you will use the Items.Add or Items. method in a program method. In Chapter 11 you will learn to fill a list from a data file on disk, which allows the list contents to vary from one run to the next.
 
 Insert
 
 Using the Properties Window The Items property, which is a collection, holds the list of items for a list box or combo box. To define the Items collection at design time, select the control and scroll the Properties window to the Items property (Figure 7.3). Click on the ellipsis button to open the String Collection Editor (Figure 7.4), and type your list items, ending each line with the Enter key. Click OK when finished. You can open the editor again to modify the list, if you wish. Figure
 
 7.3
 
 Select the Items property of a list box to enter the list items.
 
 Click here to open the String Collection Editor
 
 Figure
 
 7.4
 
 In the String Collection Editor that opens, type each list item and press Enter to go to the next line.
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 Using the Items.Add Method To add an item to a list at run time, use the Items.Add method. You can choose to add a variable, a constant, the contents of the text box at the top of a combo box, or the Text property of another control. The Items.Add Method—General Form General Form
 
 Object.Items.Add(ItemValue);
 
 ItemValue is the string value to add to the list. If the value is a string literal, enclose it in quotation marks. The new item generally goes at the end of the list. However, you can alter the placement by setting the control’s Sorted property to true. Then the new item will be placed alphabetically in the list. The Items.Add Method—Examples Examples
 
 schoolsListBox.Items.Add("Harvard"); schoolsListBox.Items.Add("Stanford"); schoolsListBox.Items.Add(schoolsTextBox.Text); majorsComboBox.Items.Add(majorsComboBox.Text); majorsComboBox.Items.Add(majorString);
 
 When the user types a new value in the text box portion of a combo box, that item is not automatically added to the list. If you want to add the newly entered text to the list, use the Items.Add method: coffeeComboBox.Items.Add(coffeeComboBox.Text);
 
 Similarly, you can add the contents of a text box to a list box. schoolsListBox.Items.Add(schoolTextBox.Text);
 
 Using the Items.Insert Method You can choose the location for a new item added to the list. In the Items. Insert method, you specify the index position for the new item, which must be an existing position or the end of the list. The Items.Insert Method—General Form General Form
 
 Object.Items.Insert(IndexPosition, ItemValue);
 
 The index position is zero based. To insert a new item in the first position, use index position = 0.
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 The Items.Insert Method—Examples Examples
 
 schoolsListBox.Items.Insert(0, "Harvard"); majorsComboBox.Items.Insert(1, majorsComboBox.Text);
 
 If you choose the index position of an item using the Insert method, do not set the list control’s Sorted property to true. A sorted list is always sorted into alphabetic order, regardless of any other order that you request. Inserting an item beyond the end of the list throws an exception.
 
 The SelectedIndex Property When a project is running and the user selects (highlights) an item from the list, the index number of that item is stored in the SelectedIndex property of the list box. Recall that the index of the first item in the list is 0. If no list item is selected, the SelectedIndex property is set to negative 1 (−1). You can use the SelectedIndex property to select an item in the list or deselect all items in code. Examples // Select the fourth item in list. coffeeTypesListBox.SelectedIndex = 3; // Deselect all items in list. coffeeTypesListBox.SelectedIndex = −1;
 
 The Items.Count Property You can use the Count property of the Items collection to determine the number of items in the list. We will use the Items.Count property later in this chapter to process each element in the list. Items.Count is also handy when you need to display the count at some point in your project. Remember: Items.Count is always one more than the highest possible SelectedIndex since the indexes begin with 0. For example, if there are five items in a list, Items.Count is 5 and the highest index is 4 (Figure 7.5). Examples totalItemsInteger = itemsListBox.Items.Count; MessageBox.Show("The number of items in the list is " + itemsListBox.Items.Count.ToString());
 
 Figure Items.SelectedIndex [0] [1] [2] [3] [4]
 
 Items.Count = 5 Harvard Stanford University of California Miami University University of New York
 
 7.5
 
 For a list of five items, the indexes range from 0 to 4.
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 Referencing the Items Collection If you need to display one item from a list, you can refer to one element of the Items collection. The Items collection of a list box or combo box holds the text of all list elements. You specify which element you want by including an index. This technique can be useful if you need to display a list item in a label or on another form. Later in this chapter, we will use the Items property to send the contents of the list box to the printer. Using the Items Collection—General Form
 
 TIP Use square brackets to reference the index position of a list; use parentheses for method arguments:
 
 namesListBox.Items[index Integer]; and namesListBox. Items.Add("New Name");. ■
 
 General Form
 
 Object.Items[IndexPosition];
 
 The index of the first list element is 0, so the highest index is Items.Count − 1. Notice that you use brackets, rather than parentheses. You can retrieve the value of a list element or set an element to a different value. Using the Items Collection—Examples Examples
 
 schoolsListBox.Items[2] = "University of California"; majorLabel.Text = majorsComboBox.Items[indexInteger].ToString(); selectedMajorLabel.Text = majorsComboBox.Items[majorsComboBox.SelectedIndex].ToString(); selectedMajorLabel.Text = majorsComboBox.Text;
 
 To refer to the currently selected element of a list, you combine the Items property and the SelectedIndex property: selectedFlavorString = flavorListBox.Items[flavorListBox.SelectedIndex].ToString();
 
 You also can retrieve the selected list item by referring to the Text property of the control: selectedMajorLabel.Text = majorsComboBox.Text;
 
 Note that if you assign a value to a particular item, you replace the previous contents of that position. For example, schoolsListBox.Items[0] = "My School";
 
 places “My School” into the first position, replacing whatever was there already. It does not insert the item into the list or increase the value in Items.Count.
 
 Removing an Item from a List You can remove individual items from a list by specifying either the index of the item or the text of the item. Use the Items.RemoveAt method to remove
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 an item by index and the Items.Remove method to remove by specifying the text. The Items.RemoveAt Method—General Form General Form
 
 Object.Items.RemoveAt(IndexPosition);
 
 The index is required; it specifies which element to remove. The index of the first list element is 0, and the index of the last element is Items.Count − 1. If you specify an invalid index, the system throws an IndexOutOfRange exception. The Items.RemoveAt Method—Examples Examples
 
 // Remove the first name from the list. namesListBox.Items.RemoveAt(0); // Remove the item in position indexInteger. schoolsComboBox.Items.RemoveAt(indexInteger); // Remove the currently selected item. coffeeComboBox.Items.RemoveAt(coffeeComboBox.SelectedIndex);
 
 The Items.Remove Method—General Form General Form
 
 Object.Items.Remove(TextString);
 
 The Items.Remove method looks for the specified string in the Items collection. If the string is found, it is removed; however, if it is not found, no exception is generated. The Items.Remove Method—Examples Examples
 
 // Remove the specified item. namesListBox.Items.Remove("My School"); // Remove the matching item. schoolsComboBox.Items.Remove(schoolTextBox.Text); // Remove the currently selected item. coffeeComboBox.Items.Remove(coffeeComboBox.Text);
 
 Clearing a List In addition to removing individual items at run time, you also can clear all items from a list. Use the Items.Clear method to empty a combo box or list box. The Items.Clear Method—General Form General Form
 
 Object.Items.Clear();
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 The Items.Clear Method—Examples Examples
 
 schoolsListBox.Items.Clear(); majorsComboBox.Items.Clear();
 
 // Confirm clearing the majors list. DialogResult responseDialogResult; responseDialogResult = MessageBox.Show("Clear the majors list?", "Clear Majors List", MessageBoxButtons.YesNo, MessageBoxIcon.Question); if (responseDialogResult == DialogResult.Yes) { majorsComboBox.Items.Clear(); }
 
 List Box and Combo Box Events Later in the chapter, we will perform actions in event-handling methods for events of list boxes and combo boxes. Some useful events are the SelectedIndexChanged, TextChanged, Enter, and Leave. Note: Although we haven’t used these events up until this point, many other controls have similar events. For example, you can code event-handling methods for the TextChanged, Enter, and Leave events of text boxes. The TextChanged Event As the user types text into the text box portion of a combo box, the TextChanged event occurs. Each keystroke generates another TextChanged event. A list box does not have a TextChanged event because list boxes do not have associated text boxes.
 
 TIP To write a method for an event that isn’t the default event, you cannot just double-click the control. Instead, select the control, click on the Events button in the Properties window, and double-click on the event for which you want to write a handler; the Editor window will open with the method header written for you. ■
 
 The Enter Event When a control receives the focus, an Enter event occurs. As the user tabs from control to control, an Enter event fires for each control. Later you will learn to make any existing text appear selected when the user tabs to a text box or the text portion of a combo box. The Leave Event You also can write code for the Leave event of a control. The Leave event fires when the control loses focus. Often Leave event handlers are used for validating input data. When the user tabs from one control to another, the Leave event is triggered before the Enter event of the next control.
 
 ➤ Feedback 7.1
 
 Describe the purpose of each of the following methods or properties for a list box or combo box control. 1. Sorted 2. SelectedIndex 3. Items
 
 (continued on next page)
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 DropDownStyle Items.Count Items.Add Items.Insert Items.Clear Items.RemoveAt Items.Remove
 
 The while and do/while Loops Until now, there has been no way to repeat the same steps in a method without calling it a second time. The computer is capable of repeating a group of instructions many times without calling the method for each new set of data. The process of repeating a series of instructions is called looping. The group of repeated instructions is called a loop. An iteration is a single execution of the statement(s) in the loop. In this section, you will learn about the while and do/while loops. Later in this chapter, you will learn about another type of loop—a for loop. A while or do/while loop terminates based on a condition that you specify. Execution of the statements in the loop continues while a condition is true. Generally, you use while or do/while loops when you don’t know ahead of time the exact number of iterations needed. (Later you will learn about for loops, which you use when you do know the exact number of iterations.) The while and do/while Loop Statements—General Form General Form
 
 while (Condition) { // Statements in loop. }
 
 or do { // Statements in loop. } while (Condition);
 
 The first form shown above, the while loop, tests for completion at the top of the loop. With this type of loop, also called a pretest or entry test, the statements inside the loop may never be executed if the terminating condition is true the first time it is tested. Example totalInteger = 0; while (totalInteger != 0) { // Statements in loop (will never be done). }
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 Because totalInteger is 0 the first time the condition is tested, the condition is false and the statements inside the loop will not execute. Control will pass to the statement following the end of the loop. The do/while tests for completion at the bottom of the loop, which means that the statements inside the loop will always be executed at least once. This form of loop is sometimes called a posttest or exit test. Changing the example to a posttest, you can see the difference. totalInteger = 0; do { // Statements in loop (will be done only once). } while (totalInteger != 0);
 
 In this case, the statements inside the loop will be executed at least once. Assuming the value for totalInteger does not change inside the loop, the condition (totalInteger != 0) will be false the first time it is tested and control will pass to the first statement following the while statement. Figure 7.6 shows UML action diagrams of pretest and posttest loops, using both while and do/while. Figure
 
 7.6
 
 UML action diagrams of loops: a. pretest (while) loop, and b. posttest (do/while) loop. Posttest do/while loop (Exit test)
 
 Pretest while loop (Entry test)
 
 [Loop condition false]
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 [Loop condition true]
 
 Statements in loop
 
 Statements in loop [Loop condition false]
 
 Loop complete
 
 Loop complete
 
 The while and do/while Loop Statements—Examples Examples
 
 while (itemInteger = 10M && amountDecimal					    
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