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 INTRODUCTION
 
 The "C" programming language evolved from a succession of programming languages developed at Bell Laboratories in the early 1970s. It was not until the late 1970s, however, that this programming language began to gain widespread popularity and support. This was because until that time C compilers were not readily available for commercial use outside of Bell Laboratories. Furthermore, C's growth in popularity has been spurred in part by the equal, if not faster, growth in popularity of the UNIX! operating system. This operating system, which was also developed at Bell Laboratories, has C as its "standard" programming language. In fact, well over 90 percent of the operating system itself is written in the C language! C is a so-called "higher-level language," yet it provides capabilities that enable the user to "get in close" with the hardware and deal with the computer on a much lower level. This is because, while the C language is a general purpose structured programming language, it was designed with systems programming applications in mind and, as such, provides the user with an enormous amount of power and flexibility. In fact, programming applications exist that could be easily handled by the C language but that would be difficult, if not impossible, to develop in other languages such as Pascal, FORTRAN, or BASIC. This book proposes to teach you how to program in C. It assumes no previous exposure to the language whatsoever and was designed to appeal to both the novice and experienced programmer alike. If you have previous programming experience, then you will find that C has a unique way of doing things that will probably differ significantly from any language you have used. Even if you are coming from a Pascal background-a language that C superficially resembles-you will quickly discover that there are many features that are unique to this language, such as pointers, character strings, and bit operations. Every feature of the C language is treated in this text. As each new feature is presented, a small complete program example is usually provided to
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 illustrate the feature. This reflects the overriding philosophy that has been used in writing this book: to teach by example. Just as a picture is worth a thousand words, so is a properly chosen program example. If you have access to a computer facility that supports the C programming language, then you are strongly encouraged to enter and run each program that is presented in this book, and to compare the results obtained on your system to those shown in the text. By doing so not only will you learn the language and its syntax, but you will also become familiar with the process of typing in, compiling, and running C programs. The style that is used for teaching the C language is one of posing a particular problem for solution on a computer and then proceeding to develop a program in C to solve the problem. In this manner, new language constructs are introduced as they are needed to solve a particular problem. You will find that program readability has been stressed throughout the book. This is because I strongly believe that programs should be written so that they may be easily read-either by the author himself or by somebody else. Through experience and common sense you will find that such programs are almost always easier to write, debug, and modify. Furthermore, developing programs that are readable is a natural result of a true adherence to a structured programming discipline. Because this book was written as a tutorial, the material covered in each chapter is based on previously presented material. Therefore, maximum benefit will be derived from this book by reading each chapter in succession, and you are highly discouraged from "skipping around." You should also work through the exercises that are presented at the end of each chapter before proceeding to the next chapter. Chapter 2, which covers some fundamental terminology about higherlevel programming languages and the process of compiling programs, has been included to make sure that we are speaking the same language throughout the remainder of the text. From Chapter 3 on, you will be slowly introduced to the C language. By the time Chapter 16 rolls around, all of the essential features of the language will have been covered. Chapter 16 goes into more depth about input! output (I/O) operations in C. Finally, Chapter 17 includes those features of the language that are of a more advanced or esoteric nature. Appendix A provides a summary of the syntax of the language, among other things, and is provided for reference purposes. A comprehensive index is also provided so that you may quickly find explanations and program examples of particular C language features. This book makes no assumptions about a particular computer system or operating system on which the C language is implemented. However, since C is most often found running under the UNIX operating system, special attention is given to using C under UNIX. The text describes how to compile and execute programs under UNIX, and the Appendix provides a summary of many of the UNIX runtime library routines, as well as a description of the cc command and the program lint.
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 If you are using a C compiler under an operating system other than UNIX, then you may find slight anomalies exist between the C language at your installation and the language described in the text. This is because as of this writing there exists no standard definition for the C language.
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 SOME FUNDAMENTALS
 
 This chapter describes some fundamental terms that you must understand before you learn how to program in C. A general overview of the nature of programming in a higher-level language is provided, as is a discussion of the process of compiling a program developed in such a language.
 
 • Programming
 
 •
 
 Computers are really very dumb machines indeed, since they do only what they are told to do. Most computer systems perform their operations on a very primitive level. For example, most computers know how to add 1to a number, or how to test if a number is equal to zero or not. The sophistication of these basic operations usually does not go much further than that. The basic operations of a computer system form what is known as the computer's instruction set. Some computers have very limited instruction sets. For example, the DEC PDP-8 computer has just a handful of instructions, while the DEC VAX machines contain instruction sets consisting of hundreds of basic operations. In order to solve a problem using a computer, we must express the solution to the problem in terms of the instructions of the particular computer. A computer program is actually just a collection of the instructions necessary to solve a specific problem. The approach or method that is used to solve the problem is known as an algorithm For example, if we wish to develop a program that tests if a number is odd or even, then the set of statements that solves the problem becomes the program. The method that is used to test if the number is even or odd is the algorithm. Normally, to develop a program to solve a particular problem, we first express the solution to the problem in terms of an algorithm and then develop a program that implements that algorithm. So the algorithm for solving the even! odd problem might be expressed as follows: "First divide the number by two. If the remainder of the division is zero then the number is even; otherwise the number is odd." With the algorithm in hand, we can then proceed to write the instructions necessary
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 to implement the algorithm on a particular computer system. These instructions would be expressed in the statements of a particular computer language, such as BASIC, Pascal, or C.
 
 • Higher-Level Languages
 
 •
 
 When computers were first developed, the only way they could be programmed was in terms of binary numbers that corresponded directly to specific machine instructions and locations in the computer's memory. The next technological software advance occurred in the development of assembly languages, which enabled the programmer to work with the machine on a slightly higher level. Instead of having to specify sequences of binary numbers to carry out particular tasks, the assembly language permits the programmer to use symbolic names to perform various operations and to refer to specific memory locations. A special program, known as an assembler, translates the assembly language program from its symbolic format into the specific machine instructions of the computer system. Because there still exists a one-to-one correspondence between each assembly language statement and a specific machine instruction, assembly languages are regarded as low-level languages. The programmer must still learn the instruction set of the particular computer system in order to write a program in assembly language, and the resulting program is not transportable; that is, the program will not run on a different computer model without being rewritten. This is because different computer systems have different instruction sets, and since assembly language programs are written in terms of these instruction sets, they are machine dependent. Then, along came the so-called higher-level languages, of which FORTRAN was one of the first. Programmers developing programs in FORTRAN no longer had to concern themselves with the architecture of the particular computer, and operations performed in FORTRAN were of a much more sophisticated or "higher level," far removed from the instruction set of the particular machine. One FORTRAN instruction or statement would result in many different machine instructions being executed, unlike the one-to-one correspondence found between assembly language statements and machine instructions. Standardization of the syntax of a higher-level language meant that a program could be written in the language to be machine independent. That is, a program could be run on any machine that supported the language with little or no changes. In order to support a higher-level language, a special computer program must be developed that translates the statements of the program developed in the higher-level language into a form that the computer can understand-in other words, into the particular instructions of the computer. Such a program is known as a compiler.
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 Before we proceed with our discussion of compilers, it is worthwhile discussing the role that is played by a computer program known as an operating system. An operating system is a program that controls the entire operation of a computer system. All 110 operations that are performed on a computer system are channeled through the operating system. The operating system must also manage the computer system's resources, and must handle the execution of programs. One of the most popular operating systems today is the UNIX operating system, which was developed at Bell Laboratories. UNIX is a rather unusual operating system in that it can be found on many different types of computer systems. Historically, operating systems were typically associated with only one type of computer system. But because UNIX is written primarily in the C language and makes very few assumptions about the architecture of the computer, it has been successfully transported to many different computer systems with a relatively small amount of effort.
 
 · Compiling Programs
 
 ·
 
 A compiler is a software program that is in principle no different from the ones you will be seeing in this book, although it is certainly much more complex. A compiler analyzes a program developed in a particular computer language and then translates it into a form that is suitable for execution on your particular computer system. Figure 2-1 shows the steps that are involved in entering, compiling, and executing a computer program developed in the C programming language. The program that is to be compiled is first typed into a file on the computer system. Computer installations have various conventions that are used for naming files, but in general, the choice of the name is up to you. Under UNIX, C programs can be given any name provided the last two characters are '.c'. So the name program.c would be a valid file name for a C program running under UNIX. To enter the C program into a file, the use of a text editor is usually required. The editor ed is most commonly used for entering programs under UNIX. In order to be able to try the programs presented in this book, you will first have to learn how to use such an editor. Check with someone at your installation for getting help and the appropriate documentation for using the locally available text editor. The program that is entered into the file is known as the source program, since it represents the original form of the program expressed in the C language. Once the source program has been entered into a file, we can then have it compiled.
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 UNIX COMMAND
 
 ed
 
 cc
 
 a.out
 
 Done
 
 Fig. 2-1. The process of entering, compiling, and executing a C program (showing typical UNIXcommands).
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 The compilation process is initiated by typing in a special command on the system. When this command is entered, the name of the file that contains the source program must also be specified. For example, under UNIX, the command to initiate program compilation is called cc. Typing the line cc prograM.c
 
 would have the effect of initiating the compilation process with the source program contained in program.c. In the first step of the compilation process, the compiler examines each program statement contained in the source program and checks it to ensure that it conforms to the syntax and semantics of the language. If any mistakes are discovered by the compiler during this phase, then they will be reported to the user and the compilation process will end right there. The errors will then have to be corrected in the source program (with the use of the text editor), and the compilation process restarted. Typical errors reported during this phase of compilation might be due to an expression that has unbalanced parentheses (syntactic error) or due to the use of a variable that is not "defined" (semantic error). When all of the syntactic and semantic errors have been removed from the program, the compiler will then take each statement of the program and translate it into a "lower" form. On most machines, this means that each statement will be translated by the compiler into the equivalent statement or statements in assembly language to perform the identical task. After the program has been translated into an equivalent assembly language program, the next step in the compilation process is to translate the assembly language statements into actual machine instructions. This step may or may not involve the execution of a separate program known as an assembler. Under UNIX, a separate assembler is executed automatically whenever the cc command is used to compile a program. Other operating systems may require that you issue another command at this point to have the assembly language program translated. The assembler takes each assembly language statement and converts it into a binary format known as object code, which is then written into another file on the system. This file will have the same name as the source file under UNIX, with the last letter an '0' instead of a 'c.' After the program has been translated into object code, it is then ready to be linked. This process is once again performed automatically whenever the cc command is issued under UNIX. Other operating systems may require issuance of another command to perform this task. The purpose of the linking phase is to get the program into a final form for execution on the computer. If the program uses other programs that were previously processed by the compiler, then during this phase the programs are "linked" together. Programs that are used from the system's program "library" are also lin~dfogether with the object program during this phase.... The final linked file, which is in an executable object code format, is stored in another file on the system, ready to be run or executed. Under UNIX, this file
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 is called a.out by default. To subsequently execute this program, all we have to do under UNIX is to type in the name of the executable object file. So the command ' a.out
 
 would have the effect of loading the program~called a.out into the computer's memory and initiating its execution. ; When the program is executed, each of the statements of the program is sequentially ex~cuted in tum. If the program requests any data from the user. known as input, then the program will temporarily suspend its execution so that the input may be entered. Results that are displayed by the program, known as output, will normally appear at the terminal from which the program was executed. ; If all goes well (and it probably won't' the first time the program is executed), then the program will perform its intended functions. If the program does not produce the desired results, then it will be necessary to go back and reanalyze the program's logic. This is known as the debugging phase, during which an attempt is made to remove all of the known problems or bugs from the program. In order to do so, it will most likely be necessary to make changes in the original source program. In that case, the entire process of compiling, linking, and executing the program must be repeated until the desired results are obtained. Before leaving this discussion of the compilation process, we should point out that there is another method used for analyzing and executing programs developed in a higher-level language. With this method, programs are not compiled but are interpreted. An interpreter analyzes and executes the statements of a program at the same time. The BASIC programming language is the primary example of a language in which programs are interpreted and not compiled. But since programs developed in C are compiled, we will not go into any further detail here about the interpretive process.
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 \I\IRITING A PROGRAM IN C
 
 In this chapter you will be introduced to the C language so that you can get a feeling as to what programming in C is all about. But what better way to gain an appreciation for this language than by taking a look at an actual program written in C? To begin with, let's pick a rather simple example-a program that displays the phrase "Programming is fun." at the terminal. Without further ado, then, here is a C program to accomplish this task. Program 3"1 Main
 
 ()
 
 -:: printf
 
 ("F'rOgraMMing
 
 is fun.\ro");
 
 ", ..•.
 
 In the C programming language, lower-case and upper-case letters are distinct. In most other programming languages, such as FORTRAN, COBOL, PL/I, or BASIC, upper-case letters are used exclusively. If you are used to programming in any of these languages the use of lower-case letters may take some getting used to. \ Also unlike many other programming languages, C does not particularly care where on the line you begin typing. Some languages such as FORTRAN and COBOL are very fussy about such things, but in C you may begin typing your statement at any position, on the line. This fact can be used to advantage in developing programs that are easier to read. Returning to our first C program, if we were to type this program into the computer, issue the proper commands to the system to have it compiled, and then execute it, we could expect the following results or output to appear at the terminal (minus the "Program 3-1 Output,", of course). Program 3-1 Output
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 Let's take a closer look at our first program. The first line of the program informs the system that the name of the program is main. main is a special name used by the C system that indicates precisely where the program is to begin execution. The open and closed parentheses immediately following main specify that no "arguments" or parameters are expected by this routine. (This concept will be explained in more detail in Chapter 8 when we discuss functions.) Now that we have told the system that the name of our program is main, we are ready to specify precisely what function this routine is to perform. This is done by enclosing all program statements of the routine within a pair of braces. (For those readers who are familiar with Pascal, the braces in Care somewhat analogous to the BEGIN and END block declarators of that language.) All program statements included between the braces will be taken as part of the main routine by the system. In Program 3-1, we have only one such statement. This statement specifies that a routine named printf is to be invoked or called The parameter or argument to be passed or handed to the printf routine is the string of characters IIPr-D; ("c / d )I( d = :Y.f\n", c / d )I( d>; ("-a = :Y.d\n". -a>;
 
 )I(
 
 0
 
 27
 
 b);
 
 )
 
 Program 4-3 Output
 
 =
 
 6 + a / 5 )I( b 16 a / b )I( b 2"t c / d )I( d = 25.000000 -a -25
 
 =
 
 We inserted extra blank spaces between int and the declaration of a, b, and result in the first three statements to align the declaration of each variable. This helps to make the program more readable. You also may have noticed in each program presented thus far that a blank space was placed around each operator. This too is not required and is done solely for esthetic reasons. In general, you may add extra blank spaces just about anywhere that a single blank space is allowed. A few extra presses of the space bar will prove worthwhile if the resulting program is easier to read. The expression in the first printf call of Program 4-3 reinforces the notion of operator precedence. Evaluation of this expression proceeds as follows: 1. Since division has higher precedence than addition, the value of a (25) is divided by 5 first. This gives the intermediate result of 5. 2. Since multiplication also has higher precedence than addition, the intermediate result of 5 is next multiplied by 2, the value of b, giving a new intermediate result of 10. 3. Finally, the addition of 6 and 10 is performed,
 
 giving a final result of 16.
 
 The second printf statement introduces a new twist. We would expect that dividing a by b and then multiplying by b would return to us the value of a, which we have set to 25. But this does not seem to be the case, as shown by the output display of 24. Did the computer lose a bit somewhere along the way? Very unlikely. The fact of the matter is that this expression was evaluated using
 
 integer arithmetic. If you glance back at the declarations for the variables a and b, you will recall that they were both declared to be of type int. Now, whenever a term to be evaluated in an expression consists of two integers, the C system performs the operation using integer arithmetic. In such a case, all decimal portions of numbers are lost. Therefore, when the value of a is divided by the value of b, or 25 is divided by 2, we get an intermediate result of 12 and not 12.5 as you might expect. Multiplying this intermediate result by 2 gives us the final result of 24, thus explaining the "lost" digit. As can be seen from the next-to-Iast printf statement in Program 4-3, if we perform the same operation using floating point values instead of integers, we obtain the expected result.
 
 ~---,;--------------------------------
 
 ---
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 The decision of whether to use a float variable or an Int variable should be made based on the variable's intended use. If you don't need any decimal places, then use an integer variable. The resulting program will be more efficient-that is, it will execute faster on most computers. On the other hand, if you need the decimal place accuracy, then the choice is clear. The only question that you then must decide is whether to use a float or double. The answer to this question will depend on the desired accuracy of the numbers you are dealing with, as well as their magnitude. In the last prlntf statement, the value of the variable a is negated by use of the unary minus operator. A unary operator is one that operates on a single value, as opposed to a binary operator, which operates on two values. The minus sign actually has a dual role: as a binary operator it is used for subtracting two values. As a unary operator, it is used to negate a value. The unary minus operator has higher precedence than all other arithmetic operators, so the expression c
 
 =
 
 -a
 
 b;
 
 lK
 
 will result in the multiplication of -a by b. Once again, in Appendix A you will find a table summarizing the various operators and their precedences.
 
 The Modulus Operator The last operator to be presented in this chapter is the modulus operator, which is symbolized by the percent sign (%). Try to determine how this operator works by analyzing the output from the following program. Program 4.4 IlK The
 
 Maira
 
 Modulus
 
 operator
 
 lKl
 
 ()
 
 {
 
 irat
 
 a
 
 prirat~f priratf priratf priratf
 
 =
 
 25,
 
 b = 5,
 
 =
 
 Program 4-4 Output 0 5
 
 "d
 
 "I
 
 lK
 
 =
 
 10,
 
 ("a 7.7.b = 7.d\ra", a ("a 7.7.c 7.d\ra", a ("a 7.7.d = 7.d\ra", a ("a I d lK d + a 7.7.d a / d lK d + a 7.
 
 }
 
 a 7.b a 7. c a a I d
 
 c
 
 d + a "d
 
 25
 
 d
 
 =
 
 7;
 
 7. b); 7. c); 7. d); = 7.d\ra", d);
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 The first statement inside main declares and initializes the variables a, h, c, and d in a single statement. In the first printf call, you will notice that we used two percent signs in the format string; yet, if you examine the program's output, you will notice that only a single percent sign was printed. The reason for this is due to the special significance of the % sign to the printf routine. As you know, the printf routine uses the character that immediately follows the percent sign to determine how to print the next argument. However, if it is another percent sign that follows, then the printf routine takes this as an indication that you really intend to display a percent sign, and inserts one at the appropriate place in the program's output. You are correct if you concluded that the function of the modulus operator % is to give the remainder of the first value divided by the second value. In the first example, the remainder after 25 is divided by 5 is displayed as O.If we divide 25 by 10, we get a remainder of 5, as verified by the second line of output. Dividing 25 by 7 gives a remainder of 4, as shown in the third output line. The last line of output in Program 4-4 requires a bit of explanation. First, you will notice that the program statement has been written on two lines. This is perfectly valid in C. In fact, a program statement may be continued onto the next line at any point where a blank space could be used. (An exception to this is when dealing with character strings-a topic to be discussed in Chapter to.) At times, it may not only be desirable, but perhaps even necessary, to continue a program statement onto the next line. The continuation of the printf call in Program 4-4 was indented to visually show that it is a continuation of the preceding program statement. Let us now turn our attention to the expression that is evaluated in this last statement. You will recall that any operations between two integer values in C are performed with integer arithmetic. Therefore, any remainder resulting from the division of two integer values will simply be discarded. Dividing 25 by 7, as indicated by the expression a / d, gives an intermediate result of 3. Multiplying this value by the value of d, which is 7, produces the intermediate result of 21. Finally, adding in the remainder of dividing a by d, as indicated by the expression a % d, leads to the final result of 25. It is no coincidence that this value is the same as the value of the variable a. In general, the expression a I b
 
 *
 
 b + a Z b
 
 will always equal the value of a, assuming of course that a and h are both integer values. (In fact, the modulus operator % is defined to work only with integer values.) As far as precedence is concerned, the modulus operator has equal precedence to the multiplication and division operators. This implies, of course, that an expression such as table
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 % TABLE_SIZE)
 
 Integer and Floating Point Conversions In order to effectively develop C programs, it will be necessary for you to understand the rules that are used for the implicit conversion of floating point and integer values in C. In Chapter 14, the rules that are followed for conversion between other data types are described in detail. Program 4-5 /* Basic
 
 conversions
 
 in C */
 
 ",ain () {
 
 float int char
 
 fl = 123.125. f2: i1. i2 = -150: c = ., a' :
 
 il = fl: /* floating to integer conversion */ printf ("Xf assigned to an int prodL1ces i::d\n".fl. il>: fl = i2: /* integer to floating printf ("Xd assigned to a float produces
 
 conversion */ i::f\n".i2. fl):
 
 =
 
 fl i2 / 100: /* integer divided b~ integer */ printf ("Xd divided b~ 100 prodLlces i::f\n".i2. f1):
 
 ;* integer
 
 f2 = i2 / 100.0: printf ("Xd divided
 
 divided b~ a float */ b~ 100.0 produces i::f\n".i2. f2);
 
 )
 
 Program 4-5 Output 123.125000 assigned to an int produces 123 -150 assigned to a float prbduces -150.003000 -150 divided b~ 100 produces -1.000000 -150 divided b~ 100~0 produces -1.500000
 
 Whenever a floating point value is assigned to an integer variable in C, the decimal portion of the number gets truncated. So when the value of f1 .is assigned to 11in the above program, the number 123.125 gets truncated, which means that only its integer portion, or 123, is stored into 11.The first line of the program's output verifies that this is the case. Assigning an integer variable to a floating variable does not cause any change in the value of the number. The value is simply converted by the system and stored into the floating variable. The second line of the program's output verifies that the value of 12, -150, was correctly converted and stored into the float variable £1. . The next two lines of the program's output illustrate two points that must be remembered when forming arithmetic expressions. The first has to do with
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 integer arithmetic, which we have already discussed in this chapter. Whenever two operands in an expression are integers (and this applies to short, unsigned, and long integers as well), the operation is carried out under the rules of integer aIithmetic. Therefore, any decimal portion resulting from a division operation will be discarded, even if the result is assigned to a floating variable (as we did in the program). So when the integer variable i2 is divided by the integer constant 100, the system performs the division as an integer division. The result of dividing -150 by 1DO,which is -I, is therefore the value that is stored into the float variable £1. The next division that is performed in the above program involves an integer variable and a floating point constant. Any operation between two values in C will be performed as a floating point operation if either value is a floating point variable or constant. Therefore, when the value of i2 is divided by 100.0, the system treats the division as a floating point division and produces the result of -1.5, which is assigned to the float vaIiable £1. We have reached the end of our discussions on variables, data types, and expressions. If you are familiar with other programming languages, you may have noticed that there is no operator for raising a number to a power (exponentiation). Many computer systems provide a function in the program library for performing exponentiation, or you can always compute the value yourself (for raising a number to an integer power by simply multiplying the number by itself the required number of times). Try your hand at the exercises presented on the following pages before proceeding to the next chapter, which introduces the concept of program looping.
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 1. If you have access to a computer facility that supports the C programming language, type in and run the five programs presented in this chapter. Compare the output produced by each program with the output presented after each program. 2. Which of the following are invalid variable names? Why? Int calloc floati.ng ReIni.ti.ali.ze
 
 char X;.: _.1312 A$
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 3. Which of the following are invalid constants. Why? 123."t56
 
 0).:10.5
 
 OXOG1
 
 0001
 
 OJ.:FFFF
 
 123L
 
 OXab05
 
 OL
 
 -597.25
 
 123.5e2
 
 .0001
 
 +12.5
 
 0996
 
 -12E-12
 
 07777
 
 4. Write a program that converts 27° from degrees Fahrenheit Celsius (C) using the formula
 
 c=
 
 (F-
 
 (F) to degrees
 
 32)/1.8
 
 5. What output would you expect from the following program? Main
 
 ()
 
 -(
 
 c, d;
 
 char c d
 
 =
 
 =
 
 'd';
 
 c;
 
 print.f
 
 (lid
 
 = :Y.c\n", d);
 
 ::6. Write a program to evaluate the polynomial 3x3
 
 -
 
 5x1
 
 +6
 
 for x = 2.55. 7. Write a program that evaluates the following expression and displays the result. (Remember to use exponential format to display the result.) (3.31 X 10-8 + 2.10 X 10-7)
 
 /
 
 (7.16 X 106
 
 + 2.01 X 108)
 
 8. To round off an integer i to the next largest even multiple of another integer j, the following formula can be used: Next-multiple
 
 =i
 
 +j -
 
 i %j
 
 For example, to round off 256 days to the next largest number of days evenly divisible by a week, values of i= 256 and j= 7 can be substituted into the above formula as follows. Next-multiple
 
 = 256 + 7 = 256 + 7 = 259
 
 256 % 7 4
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 :;
 
 Write a program to find the next largest even multiple for the following values of i and j. 1
 
 365 12,258
 
 996
 
 7 23
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 If we were to arrange 15 dots into the shape of a triangle, we would end up with an arrangement that might look something like this: o
 
 o
 
 o
 
 o
 
 o
 
 o
 
 o
 
 o
 
 0
 
 o
 
 o
 
 o
 
 o
 
 o
 
 o
 
 The first row of the triangle contains one dot, the second row two dots, and so on. In general, the number of dots it would take to form a triangle containing n rows would be the sum of the integers from 1through n. This sum is known as a triangular number. If we start at 1, then the fourth triangular number would be the sum of the consecutive integers 1 through 4 (1 + 2 + 3 + 4), or 10. Suppose we wished to write a program that calculated and displayed the value of the eighth triangular number at the terminal. Obviously, we could easily calculate this number in our heads, but for the sake of argument, let us assume that we wanted to write a program in C to perform this task. Such a program is shown below. Program 5-1 /*
 
 PrograM
 
 Main
 
 to calculate'the
 
 eighth
 
 triangular
 
 nUMber
 
 */
 
 ()
 
 {
 
 triangular_nUMber printf
 
 =
 
 1 + 2 + 3 + 4 + 5 + 6 + 7 + 8;
 
 ("The eight.h t.riangular n'.IMberis %d\n", t.riangular_nuMber);
 
 }
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 Program 5.1 Output The eighth
 
 triangular
 
 nUMber
 
 is 36
 
 The above technique works fine for calculating relatively small triangular numbers. But what would happen if we needed to find the value of the 200th triangular number, for example? It certainly would be a bit tedious to have to modify the above program to explicitly add up all of the integers from 1to 200. Luckily, there is an easier way. One of the fundamental properties of a computer is its ability to repetitively execute a set of statements. These looping capabilities enable programmers to develop concise programs containing repetitive processes that could otherwise require thousands or even millions of program statements to perform. The C programming language contains three different program statements for program looping. They are known as the for statement, the while statement, and the do statement. Each of these statements will be described in detail in this chapter. Why don't we dive right in and take a look at a program that uses the for statement. The purpose of this program is to calculate the 200th triangular number. See if you can determine how the for statement works. Program 5-2 1* PrograM to calculate the ZUOth triangular 1* Introduction of the for stateMent Main
 
 nUMber
 
 *1 *1
 
 ()
 
 {
 
 for ( n = 1; n (= triangular_nuMber printf -, ..•.
 
 ZOO; n = n + 1 ) = triangular_nuMb,r
 
 ("The ZOOth triang'.Ilar nUMber triangular_nuMber);
 
 + n;
 
 is rod\n",
 
 Program 5-2 Output The ZOOth
 
 triangular
 
 nUMber
 
 is Z0100
 
 Some explanation is owed for the above program. The method employed to calculate the 200th triangular number is really the same as that used to calculate the 8th triangular number in the previous program-the integers from 1 up to 200 are summed. The for statement provides the mechanism that enables us to avoid having to explicitly write out each integer from 1to 200. In a sense, this statement is used to "generate" these numbers for us. The general format of the for statement is as follows:
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 for ( iniLexpression; loop_condition; loop_expression) program statement; The three expressions enclosed within parentheses-iniLexpression, loop_condition, and loop_express ion-set up the environment for the program loop. The program statement that immediately follows can be any valid C program statement and constitutes the body of the loop. This statement will be executed as many times as specified by the parameters set up in the for statement. The first component of the for, labeled iniLexpression, is used to set the initial values before the loop begins. In Program 5-2, this portion of the for statement is used to set the initial value of n to 1.As you can see, an assignment is a valid form of an expression. The second component of the for statement specifies the condition or conditions that are necessary in order for the loop to continue. In other words, looping continues as long as this condition is satisfied. Once again referring to Program 5-2, we find that the loop_condition of the for is specified by the relational expression n
 
 ; printf ("Nl.mber of faill.res = 7.d\n", fail •.• re_count>; }
 
 Program 6-2 Output How Man~
 
 grades
 
 will
 
 ~ou be ehtering?
 
 7
 
 Enter 93 Enter
 
 grade
 
 t1
 
 grade
 
 t2
 
 grade
 
 t3
 
 grade
 
 4:4
 
 grade
 
 4:5
 
 63 Enter
 
 87 Enter 65 Enter 62
 
 Enter grade 88 Ent,er grade 76
 
 t6 t7
 
 Grade average = 76.29 NUMber of failures 2
 
 =
 
 *1
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 The variable grade_total, which is used to keep a cumulative total of the grades as they are typed in at the terminal, is initially set to O. The number of failing test grades is stored in the variable failure_count whose value is also initially set to O. The variable average is declared to be of type float, since the average of a set of integers is not necessarily an integer itself. The program then proceeds to ask the user to enter the number of grades that will be keyed in and stores the value that is entered into the variable number_of~rades. A loop is then set up that will be executed for each grade. The first part of the loop prompts the user to enter in the grade. The value that is entered is stored into the variable called, appropriately enough, grade. The value of grade is then added into grade_total, after which a test is made to see if it is a failing test grade. If it is, then the value of failure_count is incremented by 1.The entire loop is then repeated for the next grade in the list. When all of the grades have been entered and totaled, the program then proceeds to calculate the grade average. On impulse, it would seem that a statement such as
 
 would do the trick. However, you will recall that if the above statement were used, then the decimal portion of the result of the division would be lost. This would be due to the fact that an integer division would be performed, since both the numerator and the denominator of the division operation are integers. There are really two different solutions to this problem. One would be to declare either number-Of~rades or grade_total to be of type float. This would then guarantee that the division would be carried out without the loss of the decimal places. The only problem with this approach is that the variables number-Of~rades and grade_total are used by the program to store only integer values. Declaring either of them to be of type float would only obscure their use in the program and is generally not a very clean way of doing things. The other solution as used by the program is to actually convert the value of one of the variables to a floating point value for the purposes of the calculation. The type cast operator (float) has the effect of converting the value of the variable grade_total to type float for purposes of evaluation of the expression. In no way does this operator permanently affect the value of the variable grade_total; it is a unary operator that behaves like other unary operators. And as the expression -a has no permanent effect on the value of a, neither does the expression (float) a. The type cast operator has higher precedence than all arithmetic operators but the unary minus. Of course, if necessary, parentheses can always be used in an expression to force the terms to be evaluated in any desired order. As some other examples of use of the type cast operator, the expression Cint) 29.55
 
 will be evaluated
 
 + Cint)
 
 in C as
 
 21.99;
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 29 + 21;
 
 since the effect of casting a floating value to an integer is one of truncating floating point value. The expression (float)
 
 will produce (float)
 
 6 / (float)
 
 the
 
 ~;
 
 a result of 1.5; as will the expression 6 / "I;
 
 Returning to our program, since the value of grade_total is cast into a floating point value before the division takes place, the C system will treat the operation as the division of a floating value by an integer. Since one of the operands is now considered a floating point value, the division operation will be carried out as a floating point operation. This means, of course, that we will get those decimal places that we want in the average. Once the average has been calculated, it is displayed at the terminal to two decimal places of accuracy. If a decimal point followed by a number (known collectively as a precision modifier) is placed directly before the format character f (or e) in a printf format string, then the corresponding value will be displayed to the specified number of decimal places. So in Program 6-2 above, the precision modifier .2 is used to cause the value of average to be displayed to two decimal places of accuracy. After the program has displayed the number of failing grades, execution of the program is complete.
 
 •
 
 The If.else Construct
 
 •
 
 If someone asks you whether a particular number is even or odd, you will most likely make the determination by examining the last digit of the number. If this digit is either 0, 2, 4, 6, or 8, then you will readily state that the number is even. Otherwise, you will claim that the number is odd. An easier way for a computer to determine whether a particular number is even or odd is effected not by examining the last digit of the number to see if it is 0, 2, 4, 6, or 8, but by simply determining if the number is evenly divisible by 2 or not. If it is, then the number is even, else it is odd. We have already seen how the modulus operator % is used to compute the remainder of one integer divided by another. This makes it the perfect operator to use in determining if an integer is evenly divisible by 2 or not. If the remainder after division by 2 is 0, then it is even, else it is odd. Let us now write a program that determines whether an integer value typed in by the user is even or odd, and then displays an appropriate message at the terminal.
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 Program 6.3 PrograM
 
 /*
 
 to deterMine
 
 if a nUMber is even or odd
 
 */
 
 Main () {
 
 printf ("Enter ,';:jour nUMber to be tested.\n"): scanf (""d", &nuMber_to_test)J
 
 if ( reMalnder == 0 ) printf (liThe nUMber is even.\n")J if ( reMainder != 0 ~ printf (liThe nUMber is odd.\n")J )
 
 Program 6.3 Output Enter
 
 ';:jour nUMber
 
 to be tested.
 
 2"155
 
 The nUMber
 
 is odd.
 
 Program 6-3 Output (Re.run) Enter
 
 ';:jour nUMber
 
 to be tested.
 
 1210 The nUMber
 
 is even.
 
 After the number is typed in by the user, the remainder after division by 2 is calculated. The first if statement tests the value of this remainder to see if it is equal to O. If it is, then the message "The number is even." is displayed at the terminal. The second if statement tests the value of remainder to see if it is notequal to zero. If it is not, then a message is displayed to inform the user that the number is odd. The fact of the matter is that whenever the first if statement succeeds, the second one must fail, and vice versa. If you recall from our discussions of even/ odd numbers at the beginning of this section, we said that if the number is evenly divisible by 2 then it is even; else it is odd. When writing programs, this "else" concept is so frequently required that almost all modern programming languages provide a special construct to handle this situation.lln~, this isJmow!!; scanf ("r.d", 8.~ear); reM_'i :: ~ear r. 'i; reM_100 = ~ear r. 100; reM_'iOO = ~ear r. 'i00;
 
 -, -,'
 
 if ( (reM_'i == 0 8.8. reM_100 '= 0) II reM_'iOO printf ("It's a leap ~ear.\n"); else printf ("Nope, it's not a leap ~ear.\n");
 
 Program 6-5 Output Enter 1955 Nope,
 
 the ~ear to be tested. it's not a leap ~ear.
 
 Program 6-5 Output (Re-run) Enter the ~ear to be tested. 2000 It's a leap ~ear.
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 Program 6-5 Output (Re-run) Enter 1800 Nope,
 
 the ~ear to be tested. it's not a leap ~ear.
 
 In the above examples, we used a year that was not a leap year because it wasn't evenly divisible by 4 (1955), a year that was a leap year because it was evenly divisible by 400 (2000), and a year that wasn't a leap year because it was evenly divisible by 100 but not by 400 (1800). To complete the run of test cases, we should also try a year that is evenly divisible by 4 and not by 100. This is left as an exercise for the reader. We mentioned above that C gives the programmer a tremendous amount of flexibility in forming expressions. For instance, in the above program we did not have to calculate the intermediate results rem_4, rem_IOO, and reIl1-400-we could have performed the calculation directly inside the if statement as follows: if
 
 (
 
 ( ~ear
 
 7. 'f
 
 ==
 
 0
 
 ~ear 7. 'f00
 
 8.8.
 
 ==
 
 ~ear 7. 100
 
 !=
 
 0)
 
 I I
 
 0 )
 
 The use of blank spaces to set off the various operators still makes the above expression readable. If we decided to ignore adding blanks, and removed the unnecessary set of parentheses, we could end up with an expression that looked like this: if(~earX'f==O&&~earXl00!=OI l~earX'fOO==O)
 
 This expression is perfectly valid and would (believe it or not) execute identically to the expression shown immediately above it. Obviously, those extra blanks go a long way toward aiding our understanding of complex expressions.
 
 • Nested If Statements
 
 •
 
 In discussions of the general format of the if statement, we mdicated that if the result of evaluating the expression inside the parentheses were TRUE, then the statement that immediately followed would be executed. It is perfectly valid that this program statement be another if statement, as in the statement if ( gaMe_is_over == 0 ) if ( pla~er_to_Move == YOU pr intf ("Yo')r Move\n");
 
 )
 
 If the value of game.Js-over is zero, then the following statement will be executed, which is in turn another if statement. This if statement will compare the value of player_to-lllove against YOU. If the two values are equal, then the
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 message "Your Move" will be displayed at the terminal. Therefore, the printf statement will be executed only if game.Js-over equals 0 andplayer_to-lllove .equals YOU. In fact, this statement above could have been equivalently formulated using compound relationals as follows if ( gaMe_is_over == 0 && printf ("Your Move\n");
 
 pla~er_to_Move
 
 A more practical example of "nested" if statements an else clause to the above example as shown if ( gaMe_is_over == 0 ) if ( pla~er_to_Move == YOU printf ("Your Move\n"); else printf ("M~ Move\n");
 
 == YOU
 
 )
 
 would be if we added
 
 )
 
 Execution of this statement proceeds as described above. However, if game.Js-Over equals 0, and the value of player_to-lllove is not equal to YOU, then the else clause will be executed. This will display the message "My Move" at the terminal. If game.Js-Over does not equal 0, then the entire if statement that follows, including its associated else clause, will be skipped. Note how the else clause is associated with the if statement that tests the value of player_to-lllove, and not with the if statement that tests the value of game.Js-Over. The general rule is that an else clause is always associated with the last if statement that does not contain an else. We can go one step further and can add an else clause to the outermost if statement in the above example. This else clause would be executed if the value of game.Js-over is not O. if ( gaMe_is_over == 0 ) if ( pla~er_to_Move == YOU ) printf ("Your Move\n">; else printf ("M~ Move\n"); else printf ("The gaMe is over\n");
 
 Obviously, the proper use of indentation in the above example goes a long way toward aiding our understanding of the logic of this complex statement. Of course, even if we use indentation to indicate the way we think a statement will be interpreted in the C language, it may not always coincide with the way the system will actually interpret the statement. For instance, removing the first else clause from the above example if ( gaMe_is_over == 0 ) if ( pla~er_to_Move == YOU ) pr intf ("Yol'r Move\n"); else printf ("The gaMe is over\n");
 
 will not result in the statement being interpreted Instead, this statement will be interpreted as
 
 as indicated by its format.
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 if ( gaMe_is_over == 0 > if ( pla~er_to_Move == YOU > printf ("Your Move\n">; else pi'intf ("The gaMe is over\n">;
 
 since the else clause is associated with the last un-elsed if. We could force a different association in those cases in which an innermost if does not contain an else but an outer if does by the use of braces. The braces have the effect of "closing off" the if statement. Thus, if ( gaMe_is_over
 
 ==
 
 0 >
 
 -::
 
 ==
 
 if ( pla~er_to_Move YOU printf ("Your Move\n">;
 
 >
 
 -, -,"
 
 else printf
 
 ("The gaMe
 
 is over\n">;
 
 will achieve the desired effect, with the message "The game is over" being displayed if the value of game-is-over is not equal to O.
 
 • The else If Constmct
 
 •
 
 We have seen how the else statement comes into play when we have a test against two possible conditions-either the num ber is even, else it is odd; either the year is a leap year, else it is not. However, programming decisions that we have to make are not always so black and white. Consider the task of writing a program that displayed -I if a number typed in by a user were less than zero, 0 if the number typed in were equal to zero, and 1 if the number were greater than zero. (This is actually an implementation of what is commonly called the sign function.) Obviously, we must make three tests in this case-to determine if the number that is keyed in is negative, if it is zero, or if it is positive. Our simple if-else construct will not work. Of course, in this case we could always resort to three separate if statements, but this solution will not always work in general-especially if the tests that are made are not mutually exclusive. We can handle the situation described above by adding an if statement to our else clause. We mentioned that the statement that followed an else could be any valid C program statement, so why not another if? Thus, in the general case, we could write
 
 if ( expression 1 ) program statement 1; else if ( expression 2 ) program statement 2; else program statement 3;
 
 ---_. _.-
 
 -
 
 ._---~-~~-
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 which effectively extends the if statement from a two-valued logic decision to a three-valued logic decision. We can continue to add if statements to the else clauses in the manner shown above to effectively extend the decision to an n-valued logic decision. The above construct is so frequently used that it is generally referred to as an else if construct, and is usually formatted differently from that shown above as if ( expression 1)
 
 program statement 1; else if ( expression 2 ) program statement 2; else program statement 3; This latter method of formatting improves the readability of the statement and makes it clearer that a three-way decision is being made. The next program illustrates the use of the else if construct by implementing the sign function discussed above. Program 6-6 PrOgraM
 
 /*
 
 Main
 
 to iMPleMent
 
 the sign
 
 function
 
 */
 
 ()
 
 -:: int
 
 nUMber.
 
 sign;
 
 pr intf ("Please t~pe in a nllMber.\n") ; scanf ("/.d". &nuMber); if ( nUMber < 0 ) sign = -1; else if ( nUMber sign 0; else sign 1; printf
 
 ("Sign
 
 ::-
 
 1121 Sign
 
 =
 
 t~pe
 
 in a nUMber.
 
 1
 
 Program 6-6 Output (Re-run) Please
 
 -158 Sign
 
 =
 
 t~pe -1
 
 /*
 
 Must be positive
 
 /.d\n". sign);
 
 Program 6-6 Output Please
 
 o
 
 in a nUMber.
 
 */
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 Program 6-6 Output (Re-run) Please
 
 t~pe
 
 in a nUMber.
 
 o = 0
 
 Sign
 
 If the number that is entered is less than zero, then sign is assigned the value -1; otherwise, if the number is equal to zero, then sign is assigned the value 0; otherwise the number must be greater than zero, so sign is assigned the value 1. The next program analyzes a character that is typed in from the terminal and classifies it as either an alphabetic character (a - Z or A - Z), a digit (0-9), or a special character (anything else). In order to read a single character from the terminal, the format characters O/OC are used in the scanf call. Program 6-7 1* This prograM categorizes a single character that is entered at the terMinal Main
 
 */
 
 ()
 
 -:: char
 
 c;
 
 printf ("Enter a single scanf ("roc"t &c); if ( (c printf else if printf else printf
 
 character:\n");
 
 >=
 
 'a' && c = ' A ' && ("It's an alphabetic character.\n"); (c >= '0' && c ':d and
 
 :>':d is
 
 ,
 
 I.',
 
 1,/);
 
 0
 
 {
 
 =
 
 teMp
 
 I.' :>.: 1,/;
 
 •..• =
 
 v;
 
 1,/
 
 teMP;
 
 printf
 
 =
 
 (":>':d\n",•..• );
 
 }
 
 Main
 
 ()
 
 {
 
 gcd gcd gcd
 
 (150, 35); (1026, "105); (83, 2"10);
 
 )
 
 Program 8.5 Output The The The
 
 gcd of 150 and 35 is 5 gcd of 1026 and "105 is 27 gcd.of 83 and 2"10 is 1
 
 The function gcd is defined to take two arguments as indicated by the formal parameters u and v. These parameters are defined in the very next line to be of type Int. After declaring the variable temp to be of type Int, the program displays the values of the arguments u and v, together with an appropriate message at the terminal. The function then proceeds to calculate and display the greatest common divisor of the two integers. You may be wondering why we have two prlntf statements inside the function gcd. If you reflect a moment on the way that the function operates, the reason will become clear. We must display the values of u and v before we enter the while loop, since their values are changed inside the loop. If we waited until after the loop had finished, the values displayed for u and v would not at all resemble the original values that were passed to the routine. Another solution to this problem would have been to assign the values of u and v to two variables before entering the while loop. The values of these two variables could have then been displayed together with the value of u (the greatest common divisor) using a single prlntf statement after the while loop was completed.
 
 •
 
 Returning Function Results
 
 •
 
 The functions in Programs 8-4 and 8-5 performed some straightforward calculations and then displayed the results of the calculations at the terminal. However, we may not always wish to have the results of our calculations
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 displayed. The C language provides us with a convenient mechanism whereby the results of a function may be returned back to the calling routine. The syntax of this construct is straightforward enough: return (expression);
 
 This statement indicates that the function is to return the value of expression back to the calling routine. However, this is not enough.tWh~!t_t!i~Juilc!io!!J \dech:lration is made, we must declare the type oftnevalUe thelt is returned 'by (tIu} 7ii!lctlO1J:, This-deClaration -is placed-immediateIybeforefJie 'mimi ofthe function. Thus,
 
 would begin the definition of a function kmh_to-lllph, which takes one argument called km...speed, and which returns a floating poin! value. Similarly, int
 
 gcd
 
 (u, v)
 
 defines a function gcd with arguments u and v that returns an integer value. In fact, why don't we modify Program 8-5 so that the greatest common divisor is not displayed by the function gcd but is instead returned to the main routine. Program 8-6 1* This function nonnegative
 
 finds the Greatest COMMon Divisor of two integer values and returns the result *1
 
 int gcd (,-" v) int '-',v; {
 
 int
 
 teMP;
 
 whi Ie ( v
 
 '=
 
 0
 
 ,teMP = '.' % v; u
 
 v;
 
 =
 
 v
 
 ::-
 
 teMP;
 
 ., -,'
 
 Main
 
 ()
 
 ,-
 
 ".
 
 int
 
 ::-
 
 result;
 
 result printf
 
 =
 
 result printf
 
 =
 
 printf
 
 ("The gcd of 83 and 210
 
 gcd (150, 35); \ (liThe gcd of 150 and 35 is %d\n", gcd (1026, 105); ("The gcd of 1026 and 105
 
 result);
 
 is :r.d\n",res •.. ,lt);
 
 is :r.d\n",gcd
 
 (83, 210»;
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 Program 8.6 Output The gcd of 150 and 35 is 5 The gcd of 1026 and ~05 is 27 The gcd of 83 and 2~0 is 1
 
 The declaration of gcd tells the C system that the function will return an integer value. Once the value of the greatest common divisor has been calculated by the function, the statement return
 
 (,.I);
 
 is executed. This has the effect the greatest common divisor, You might be wondering to the calling routine. As you cases the value that is returned the statement result
 
 =
 
 gcd
 
 of returning the value of u, which is the value of back to the calling routine. what we can do with the value that is returned can see from the main routine, in the first two is stored in the variable result. More precisely,
 
 (150. 35);
 
 instructs the C system to execute the function called gcd with the arguments 150 and 35 and to store the value that is returned by this function into the variable result. The result that is returned by a function call does not have to be assigned to a variable as you will readily observe by the last statement in the main routine. In this case, the result returned by the call gcd
 
 (83. 2~0)
 
 is passed directly to the printf function, where its value is displayed. A C function can only return a single value in the manner that we have just described. Unlike FORTRAN or Pascal, C makes no distinction between subroutines (procedures) and functions. In C, there is only the function, which mayor may not return a value. Default Return Type and the Type void If the declaration of the type returned by a function is omitted, then the C compiler assumes that the function will return an integer-if it returns a value at all. Many C programmers take advantage of this fact and omit the return type declaration on functions that return integers. This is a bad programming habit that should be avoided. Whenever a program returns a value, make sure that you declare the type of value returned in the function declaration, if only for the sake of improving the program's readability. In this manner, you will always be able to tell from the function declaration not only the function's name and the number and type of its arguments, but also ilit returns a value and what the type of the returned value is. A more recent addition to the C language is a new data type called void. A function declaration that is preceded by the keyword void explicitly informs
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 the compiler that the function does not return a value. A subsequent attempt at using the function in an expression as if a value were returned, will result in a compiler error message. For example, since the calculate_trlangular-llumber function of Program 8-4 did not return a value, the declaration of the function could have been written as
 
 Subsequently
 
 attempting
 
 to use this function as if it returned
 
 a value, as in
 
 would result in a compiler error. The void data type is used mainly for the purpose as illustrated above. In a sense, the void data type is actually defining the absence of a data type. Therefore, a variable or function declared to be of type void has no value, and cannot be used in an expression as if it does. In Chapter 6 we wrote a program to calculate and display the absolute value of a number. Let us now write a function that takes the absolute value of its argument and then returns the result. Instead of using integer values as we did in Program 6-1, let us write this function to take a floating value as an argument and to also return the answer as type float. Program 8- 'ZJ 1* Function
 
 to calculate
 
 float absolute_value float >:; ( :.( ~
 
 the absolute
 
 value
 
 of a nUMber
 
 (x)
 
 )
 
 = -~.~;
 
 return
 
 (:d;
 
 ::Main ,.
 
 ()
 
 ".
 
 ::-
 
 float int float
 
 fl = -15.5, il = -716; result;
 
 result printf printf
 
 =
 
 result printf
 
 =. absolute_value (f2) + absolute_value ("result =. :r..2f\n", resl'lt);
 
 result printf
 
 =. absolute_value ( (float) il ("result =. :r..2f\n", result);
 
 printf
 
 (":r..2f\n", absolute_value
 
 f2
 
 20.0,
 
 f3
 
 -5.0;
 
 absolute_value (fl); ("result =. :r..2f\n", res,.,lt); ("fl = :r..2f\n", fl); (f3);
 
 );
 
 (-6.0)
 
 1 .q
 
 >;
 
 *1
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 Program 8-7 Output result = 15.50 f1 = -15.50 resl.olt 25.00 result 716.00 1.50
 
 =
 
 The absolute_value function is relatively straightforward. The formal parameter called x is tested against O. If it is less than 0, then the value is negated to take its absolute value. The result is then returned back to the calling routine with an appropriate return statement. There are some interesting points worth mentioning with respect to the main routine that tests out the absolute_value function. In the first call to the function, the value of the variable fl, initially set to -15.5, is passed. Inside the function itself, this value is assigned to the formal parameter x. Since the result of the If test will be TRUE, the statement that negates the value of x will be executed, thereby setting the value of x to 15.5. In the next statement, the value of x is returned to the main routine where it is assigned to the variable result and then displayed. It should be stressed that when the value of x is changed inside the absolute_value function, this in no way affects the value of the variable f1. When fl was passed to the absolute_value function, its value was automatically copied into the formal parameter x by the C system. So, any changes made to the value of x inside the function affect only the value of x and not the value of f1. This is verified by the second prlntf call, which displays the unchanged value of fl at the terminal. The next two calls to the absolute_value function illustrate how the result returned by a function can be used in an arithmetic expression. The absolute value of f2 is added to the absolute value of f3 and the sum is assigned to the variable result. The fourth call to the absolute_value function introduces the notion that the type of argument that is passed to a function must agree with the type of the argument as declared inside the function. Since the function absolute_value expects a floating value as its argument, we must first cast our integer variable 11 to type float before the call is made. Failing to do so would have resulted in erroneous results. The final call to the absolute_value function shows that the rules for evaluation of arithmetic expressions also pertain to values returned by functions. Since the value returned by the absolute_value function is declared to be of type float, the C system treats the division operation as the division of a floating point number by an integer. As you will recall, if one operand of an expression is of type float, then the operation is performed using floating arithmetic. In accordance with this rule, the division of the absolute value of -6.0 by 4 produces a result of 1.5. Now that we have defined a function that computes the absolute value of a number, we can use it in any future programs where we might need such a calculation performed. In fact, the next program is just such an example.
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 · Functions Calling Functions Calling Functions . ..
 
 ·
 
 With today's pocket calculators as commonplace as wristwatches, it is usually no big deal to find the square root of a particular num ber should the need arise. But years ago, students were taught manual techniques that could be used to arrive at an approximation of the square root of a number. One such approximation method that lends itself most readily to solution by a computer is known as the Newton-Raphson Iteration Technique. In the next program, we shall write a square root function that uses this technique to arrive at an approximation of the square root of a number. The Newton-Raphson method may be easily described as follows. We begin by selecting a "guess" at the square root of the number. The closer that this guess is to the actual square root, the fewer the number of calculations that will have to be performed to arrive at the square root. For the sake of argument, however, we will assume that we are not very good at guessing and will therefore always make an initial guess of 1. The number whose square root we wish to obtain is divided by the initial guess and is then added to the value of the guess. This intermediate result is then divided by 2. The result of this division becomes the new guess for another go-around with the formula. That is, the number whose square root we are calculating is divided by this new guess, added into this new guess, and then divided by 2. This result then becomes the new guess and another iteration is performed. Obviously, we don't wish to continue this iterative process forever, so we need some way of knowing when to stop. Since the successive guesses that are derived by repeated evaluation of the formula get closer and closer to the true value of the square root, we can set a limit that we can use for deciding when to terminate the process. The difference between the square of the guess and the number itself can then be compared against this limit-usually called epsilon (t). If the difference is less than t, then the desired accuracy for the square root will have been obtained and the iterative process can be terminated. The above procedure can be formalized by expressing it in terms of an algorithm as shown. Method to Compute the Square Root of x
 
 Newton-Raphson
 
 Step 1: Set the value of guess to 1. Step 2: If Iguess2
 
 -
 
 xl < t then
 
 proceed to Step 4.
 
 Step 3:
 
 Set the value of guess to (x / guess to Step 2.
 
 Step 4:
 
 guess is the approximation
 
 + guess)
 
 / 2 and return
 
 of the square root.
 
 It is necessary to test the absolute difference of guess2 and x against t in Step 2, since the value of guess can approach the square root of x from either side.
 
 110
 
 a
 
 PROGRAMMING
 
 IN C a
 
 Now that we have an algorithm for finding the square root at our disposal, it once again becomes a relatively straightforward task to develop a function to calculate the square root. For the value of f in the following function, .00001 was chosen. Program 8-8 1* Function
 
 to calculate
 
 float absolute_value float ).:; "
 
 the absolute
 
 value
 
 of a nUMber
 
 *1
 
 (x)
 
 ,-
 
 if
 
 ;
 
 "
 
 .,'
 
 ::Ma i n
 
 ()
 
 {
 
 static
 
 int
 
 saMple_Matrix[3][5J {
 
 {
 
 =
 
 7, 16, 55, 13, 12 -:: 12, 10, e:''''', 0, 7 "'£0' .t -2, 1, 2, If, 9
 
 "
 
 _1°
 
 .
 
 }, ),
 
 ::-
 
 ,
 
 printf ("Original Matri:d\n"); displa~_Matrix (saMPle_Matrix);
 
 printf ("\nMultiplied b~ 2:\n">; displa~_Matrix (saMPle_Matrix);
 
 printf ("\nThen MI.,ltiplied b~ -1:\n"); displa~_Matrix (saMPle_Matrix); " .,'
 
 Program 8.13 Output Original Matrix: 7 16 55 12 10 52 -2 1 2
 
 13 0
 
 M,.oltiplied b~ 2: 1"f 32 110 21f 20 101f -If 2 If
 
 26
 
 If
 
 o
 
 8
 
 12 7 9
 
 21f llf 18
 
 Then Multiplied b~ -1: -1"f -32 -110 -26 -21f -21f -20 -101f 0 -1"f If -If -2 -8 -18
 
 The main routine defines the matrix sample_matrix and then proceeds to call the displaY-l11atrix function to display its initial values at the terminal. Inside the displaY-l11atrix routine you will notice the nested for statements, The first or outermost for statement sequences through each row in the matrix, so the value of the variable row varies from 0 through 2. For each value of row, the innermost for statement is executed. This for statement sequences
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 through each column of the particular row, so the value of the variable column ranges from 0 through 4. The printf statement displays the value contained in the specified row and column using the format characters %5dto ensure that the elements line up in the display. After the innermost for loop has finished execution-meaning that an entire row of the matrix has been displayed-a newline character is displayed so that the next row of the matrix is displayed on the next line of the terminal. The first call to the scalar-lllutiply function specifies that the sample-lllatrix array is to be multiplied by 2. Inside the function, a simple set of nested for loops is set up to sequence through each element in the array. The element contained in matrix[row ] [column] is multiplied by the value of scalar in accordance with the use of the assigment operator *=. After the function returns to the main routine, the display -lllatrix function is once again called to display the contents of the sample-lllatrix array. The program's output verifies that each element in the array has in fact been multiplied by 2. The scalar-llluitiply function is called a second time to multiply the now-modified elements of the sample-lllatrix array by -1. The modified array is then displayed by a final call to the displaY-lllatrix function, and program execution is then complete.
 
 · Global Variables
 
 ·
 
 We are now ready to tie together many of the principles that we have learned in this chapter, as well as learn some new ones. What we would like to do now is take Program 7-7, which converted a positive integer to another base, and rewrite it in function form. In order to do this, we must conceptually divide the program into logical segments. If you glance back at that program, you will see that this is readily accomplished simply by looking at the three comment statements inside main. They suggest the three primary functions that the program is performing: getting the number and base from the user, converting the number to the desired base, and then displaying the results. We can define three functions to perform an analogous task. The first function we will call get-llumber -and_base. This function will prompt the user to enter the number to be converted and the base and will read these values in from the terminal. Here we will make a slight improvement over what was done in Program 7-7. If the user types in a base value that is less than 2 or greater than 16, then the program will display an appropriate message at the terminal and set the value of the base to 10. In this manner, the program will end up redisplaying the original number to the user. (Another approach might be to let the user re-enter a new value for the base, but this is left as an exercise for the reader.) The second function we will call convert-llumber. This function will take the value as typed in by the user and convert it to the desired base, storing the
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 digits resulting from the conversion process inside the convertec:Lnumber array. The third and final function we will call display _converted-llumber. This function will take the digits contained inside the converted-llumber array and will display them to the user in the correct order. For each digit to be displayed, a lookup will be made inside the base_digits array so that the correct character is displayed for the corresponding digit. The three functions that we will define will communicate with each other by means of global variables. It has been previously noted that one of the fundamental properties of a local variable is that its value can be accessed only by the function in which the variable is defined. As you might expect, this restriction does not apply to global variables. That is, a global variable's value can be accessed by any function in the program. The distinguishing quality of a global variable declaration versus a local variable declaration is that the former is made outside of any function. This indicates its global nature-it does not "belong" to any particular function. Any function in the program can then access the value of that variable and can also change its value if desired. In the following program, four global variables are defined. Each of these variables is used by at least two functions in the program. Since the base_digits array and the variable nexLdigit are used only by the display_convertec:L number function, they are not defined as global variables. Instead, they are defined locally within the display_converted-llumber function. Program 8-14 1* PrograM int llmg int int int
 
 to convert
 
 a positive
 
 integer
 
 to another
 
 base *1
 
 converted_nuMberC64J; nUMber_to_convert; base; inde:.(= 0;
 
 get_nuMber_and_base
 
 ()
 
 .
 
 {
 
 printf ("NuMber to be converted?\n"); scanf (""ld", 8.nuMber_to_convert); printf ("E:ase?\n"); scanf (""d", 8.base); if
 
 (base
 
 

 
 16 )
 
 {
 
 ::-
 
 ::.
 
 pr intf ("E:ad base - M•..• st. be between base = 10;
 
 convert_nuMber {
 
 ()
 
 2 and 16\n");
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 do {
 
 :;.
 
 converted_nUMber[indexJ = nUMber_to_convert ++inde:; scanf ("?d?d?d", .8.this_da~.Month, 8.this_dcl~.da~, 8.this_da~.~ear);
 
 prin1:.f("ToMorl'clw'S date is %d/?d/?d.\n",ne:.:t_dcl~.Month, next_da~.da~, next_da~.~ear ? 100);
 
 1* Function
 
 to calculate
 
 struct date date_update struct date toda~;
 
 tOMorrow's
 
 date *1
 
 (toda~)
 
 -::
 
 struct
 
 date
 
 tOMorrow;
 
 2The same applies as with passing structures as arguments to functions: your particular C compiler may not allow structures to be returned from functions.
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 tOMorrow.da~ = toda~.da~ + 1; tOMorrow. Month = toda~.Month; tOMorrow.~ear = toda~.~ear;
 
 ==
 
 if ( toda~.Month
 
 1* end of ~ear *1
 
 12 )
 
 "
 
 =
 
 tOMorrow.da~ tOMorrow. Month tOMorrow.~ear
 
 ::-
 
 1;
 
 =
 
 =
 
 1; toda~.~ear
 
 + 1;
 
 elSE! ,-
 
 1* end of Month
 
 "
 
 -, "
 
 -, -,'
 
 =
 
 tOMorrow.da~ t6Morrow.Month tOMorrow.~ear
 
 return
 
 1* Function
 
 *1
 
 1;
 
 =
 
 =
 
 toda~.Month toda~.~ear;
 
 +
 
 1;
 
 (toMorrow);
 
 to find the nUMber
 
 int nUMber_of_da~s str'-,ctdate d;
 
 of da~s
 
 in a Month
 
 *1
 
 (d)
 
 {
 
 int answer; static int da~s_per_Month[12J { 31, 28, 31, 30, 31, 30, 31, 31, 30, 31, 30, 31 ::.; if ( is_leap_~ear (d) && d.Month == 2 ) answer 29; else answer = da~s_per_Month[d.Month - lJ; return
 
 (answer);
 
 )
 
 1* Function
 
 to deterMine
 
 if it's a leap ~ear *1
 
 int is_leap_~ear (d) str'-,ctdate d; {
 
 ==
 
 o && d.~ear /. 100 != 0) /. 1 0 ) d.~ear /. 100 leap_~ear_flag 1; 1* It's a leap ~ear *1 else leap_~ear_flag 0; 1* Not a leap ~ear *1 if
 
 «d.~ear
 
 ::Program 9-4 Output Enter toda~'s date (MM dd ~~~~): 2 28 1981 TOMorrow's date is 2/29/81.
 
 ==
 
 II
 
 148
 
 o
 
 PROGRAMMING
 
 IN C
 
 0
 
 Program 9.4 Output (Re.run) Enter toda~'s date (MM dd ~~~~): 10 2 1983 TOMorrow's date is 10/3/83.
 
 Inside main, the date_update function is declared to return a value of type struct date. This is necessary because the date_update function is defined further in the program (after it is called), and does not return an into The statement
 
 illustrates the ability to pass a structure to a function and to return one as well. The header of the date_update function has the appropriate declaration to indicate that the function returns a value of type struct date. Inside the function is the same code that was included in the main routine of Program 9-3. The functions number_of-days and is.Jeap_year remain unchanged from that program. Make sure that you understand the hierarchy of function calls in the above program: the main function calls date_update, which in turn calls number_of-days, which itself calls the function is.Jeap_year.
 
 A Structure for Storing the Time Suppose we had the need to store values inside a program that represented various times expressed as hours, minutes, and seconds. Since we have seen how useful our date structure has been in helping us to logically group the day, month, and year, it seems only natural to use a structure that we could call appropriately enough, time, to group the hours, minutes, and seconds. The structure definition would be straightforward enough, as shown: str'.'cttiMe " "'.
 
 int int into
 
 hour; Min'.,tes; seconds;
 
 Most computer installations choose to express the time in terms of a 24-hour clock, known as military time. This representation avoids the "hassle" of having to qualify a time with "AM" or "PM." The hour begins with 0 at 12 midnight and increases by 1until it reaches 23, which represents 11:00 PM. So, for example, 4:30 means 4:30 AM while 16:30 represents 4:30 PM; and 12:00 represents noon, while 0:01 represents 1 minute after midnight. Most computer systems have a clock contained within the system that is always running. This clock is used for such diversified purposes as informing the user as to the current time, causing certain events to occur or programs to be executed at specific times, or for recording the time that a particular event occurs. There are one or more computer programs that are usually
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 "associated" with the clock. One of these programs might be executed every second, for example, to update the current time that is stored somewhere in the computer's memory. Suppose we wished to mimic the function of the program described above-namely, develop a program that updated the time by one second. If you think about this for a second (pun intentional), you will realize that this problem is quite analogous to the problem of updating the date by one day. Just as finding the next day had some special requirements, so does the process of updating the time. In particular, the following special cases must be handled: 1. If the number of seconds reaches 60, then the seconds must be reset to and the minutes increased by 1. 2. If the number of minutes reaches 60, thenthe and the hour increased by 1.
 
 ininutes must be reset to
 
 ° °
 
 3. If the number of hours reaches 24, then the hours, minutes, and seconds must be reset to 0. The following program uses a function called time_update, which takes as its argument the current time and returns a time that is one second later. Program 9.5 1* PrOgraM struct
 
 Main
 
 the
 
 tiMe
 
 b~
 
 one
 
 second
 
 *1
 
 tiME!
 
 int int int
 
 ", _,Ot
 
 to update
 
 .
 
 hOUT'; Minutes; ~;ec()nds;
 
 ()
 
 ,.•..
 
 struct struct
 
 tiMe tiMe
 
 tiMe_update current_tiMe,
 
 (); next_tiMe;
 
 pr intf ("Ent(;~r thf.!'t,:iME! (hh: MM: SS) :\n") ; scanf (":r.d::r.d: :r.d", 8.C.O .. 1T'rE!nt_ tiMe. hour', 8.current_tiMe.Minutes, 8.current_tiMe.seconds);
 
 pri.ntf ", -,'
 
 1* Function
 
 ("lJpdat(;~d tiME! is :r.OZd::r.OZd:/.O~~d\n",ne;.:t ... tiMe.l1clur', next_tiMe.Minutes, next_tiMe. seconds );
 
 to update
 
 the
 
 struct tiMe tiMe_update(now) struct tiMe now; ,-
 
 "-
 
 tiMe
 
 b~ one
 
 second
 
 *1
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 if ( new_tiMe. seconds ,"'-
 
 new_tiMe. seconds ++new_tiMe.Minutes;
 
 =
 
 IN C
 
 0
 
 60 1* next Minute
 
 *1
 
 0;
 
 ==
 
 if ( new_tiMe. Minutes
 
 60
 
 {
 
 new_tiMe.Minutes ++new_tiMe.l1our;
 
 -, ,"
 
 =
 
 0;
 
 if (new_tiMe.hour new_tiMe.l1our = 0;
 
 24) 1* Midnight
 
 *1
 
 ::Program 9-5 Output Enter
 
 the tiMe
 
 (hh:MM:SS):
 
 12~23~SS Updated
 
 tiMe
 
 is 12:23:56
 
 Program 9-5 Output (Re-run) Enter
 
 the tiMe
 
 (hh:MM:SS):
 
 16112~S9 Updated
 
 tiMe
 
 is 16:13:00
 
 Program 9.5 Output (Re-run) Enter
 
 the tiMe
 
 (hh:MM:SS):
 
 23~S9~S9 Updated
 
 tiMe
 
 is 00:00:00
 
 The main routine asks the user to enter the time. The scanf call uses the format string "r.d:r.d:r.d"
 
 for reading in the data. Specifying a nonformat character such as ':' in a format string signals to the scanf function that the particular character is expected as input. Therefore, the format string listed above specifies that three integer values are to be input, the first separated from the second by a colon, and the second from the third by a colon. We will see in a later chapter how the scanf function returns a value that may be tested to determine if the values were entered in the correct format. After the time has been entered, the program calls the time_update function, passing along the current_time as the argument. The result returned by the function is assigned to the struct time variable next_time, which is then displayed with an appropriate printf call. You will recall that the format
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 characters %02d are used to specify that two integer digits are to be displayed with zero fill. This ensures that we get the proper display for times such as 00:00:00. The time_update function begins execution by copying the values contained in the structure now to the local structure new_time. The function then proceeds to "bump" the time in new _time by one second. A test is then made to determine if the number of seconds has reached 60. If it has, then the seconds are reset to 0 and the minutes are bumped by 1. Another test is then made to see if the number of minutes has now reached 60, and if it has, the minutes are reset to 0 and the hour is increased by 1. Finally, if the two preceding conditions are satisfied, a test is then made to see if the hour is equal to 24; that is, if it is precisely midnight. If it is, then the hour is reset to O.The function then returns the value of new _time, which contains the updated time, back to the calling routine.
 
 · Initializing Structures · Initialization of structures is similar to initialization of arrays-the elements are simply listed inside a pair of braces, with each element separated by a comma. As with arrays, automatic structure variables cannot be initialized. However, it is valid to initialize global and static structure variables. A structure variable is made static simply by placing the keyword static directly before the declaration, as in static struct date
 
 toda~;
 
 To initialize the variable today to July 2, 1983, the statement static struct date
 
 toda~ = ( 7, 2, 1983
 
 >;
 
 can be used. The statement static struct tiMe
 
 this_tiMe = ( 3, 29, 55
 
 >;
 
 defines the struct time variable this_time and sets its value to 3:29:55 AM. As with the initialization of any static variable, a structure can only be initialized with constant values or constant expressions. As with the initialization of an array, fewer values may be listed than contained in the structure. So the statement static struct tiMe
 
 tiMe1 = ( 12, 10
 
 >;
 
 sets time I.hour to 12 and time I.minutes to 10,but gives no explicit initial value to timel.seconds. In such a case, its initial value is set to 0 by default.
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 • Arrays of Structures
 
 •
 
 We have seen how useful the structure is in enabling us to logically group related elements together. With the time structure, for instance, it is only necessary to keep track of one variable, instead of three, for each time that is used by the program. So if we had to handle 10 different times in a program, then we would only have to keep track of 10 different variables, instead of 30. An even better method for handling the 10 different times involves the combination of two powerful features of the C programming language: structures and arrays. C does not limit the user to the storing of simple data types inside an array; it is perfectly valid to define an array of structures. For example, struct
 
 tiMe
 
 experiMents[10J;
 
 defines an array called experiments, which consists of 10 elements. Each element inside the array is defined to be of type struct time. Similarly, the definition struct
 
 date
 
 birthda~s[15J;
 
 defines the array birthdays to contain 15 elements of type struct date. Referencing a particular structure element inside the array is quite natural. To set the second birthday inside the birthdays array to February 4, 1955, the sequence of statements birthda~s[l].Month birthda~s[l].da~ birthda~s[l].~ear
 
 2; "I; 1955;
 
 will work just fine. To pass the entire time structure contained in experiments [4] to a function called check-time, the array element is specified: check_tiMe
 
 (experiMents["I]);
 
 As is to be expected, the check_time function declaration must specify that an argument of type struct time is expected: check_tiMe (to) struct tiMe to;
 
 -::
 
 -, -,"
 
 Initialization of arrays containing structures multi-dimensional arrays. So the statement static
 
 struct tiMe run_tiMe [5] = C C12. O. 0). C12. 30. 0).
 
 is similar to initialization of
 
 C13.
 
 15. 0) );
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 sets the first three times in the array run_time to 12:00:00, 12:30:00, and 13:15:00. The inner pairs of braces are optional, meaning that the above statement could be equivalently expressed as
 
 =
 
 static
 
 struct tiMe run_tiMeC5J -::12, 0, 0, 12, 30, 0, 13, 15, O ',.MI.'
 
 The program that follows sets up an array of time structures called tesLtimes. The program then proceeds to call our time_update function from Program 9-5. The time_update function was not included in the following program listing to conserve space. However, a comment statement was inserted to indicate where in the program the function could be included. Program 9.6 1*
 
 PrograM
 
 to illustrate
 
 arra~s
 
 of structures
 
 *1
 
 struct tiMe "." int hour; int Minutes; int seconds; Main
 
 ()
 
 -(
 
 struct static
 
 int for
 
 '.::
 
 tiMe tiMe_update (); struct tiMe test_tiMesC5J -:: -::11,59,59 ::',-::12,0,0 }, .:"1,29,59}, -::23, 59, 59 }, -::19, 12, 27} }; i;
 
 ( i
 
 =
 
 0;
 
 i
 
 
;
 
 Obviously, the first form of the statement is easier to type and easier to read. The above discussion implies that character string constants in the C language are automatically terminated by the null character. This is precisely the case. This fact helps functions such as printf determine when the end of a character string has been reached. So in the call printf
 
 ("PrograMMing
 
 in C is
 
 fun.\n");
 
 the null character is automatically placed after the newline character in the character string, thereby enabling the printf function to determine when it has reached the end of the format string. The other feature to be mentioned here involves the display of character strings. The special format characters %s inside a printf format string can be used to display an array of characters that is terminated by the null character. So with the definition of word above, the prlntf call printf
 
 ("r.s\n".
 
 w.ord);
 
 can be used to display the entire contents of the word array at the terminal. The prlntf function assumes when it encounters the %s format characters that the corresponding argument is a character string that is terminated by a null character. The two features described above were incorporated into the main routine of the following program, which illustrates our revised concatenate function. Since we are no longer passing the number of characters in each string as arguments to the function, the function must determine when the end of each string is reached by testing for the null character. Also, when stringl is copied into the result array, we want to be sure not to also copy the null character, since this would end the string in the result array right there. We do need, however, to place a null character into the result array
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 after strlng2 has been copied to signal the end of the newly created string. Program 10.3 1* Function
 
 to concatenate
 
 two character
 
 strings
 
 *1
 
 concatenate (string1. string2. result) char string1[J. string2[J. result[J; {
 
 int
 
 i. j;
 
 1* cop~ string1
 
 to result
 
 *1
 
 for ( i = 0; string1[iJ!= resultCiJ = string1~iJ;
 
 1* cop~ string2
 
 to result
 
 '\0';
 
 ++i)
 
 *1
 
 for ( j = 0; string2[jJ!= '\0'; result[i + jJ = string2[jJ; concatenated result
 
 [i + jJ-=
 
 )
 
 Main
 
 '\0';
 
 ++j
 
 string
 
 )
 
 with a null *1
 
 ~~~~~~~
 
 ()
 
 {
 
 static static char
 
 char char
 
 concatenate printf
 
 sl[J = s2[] = s3[20J;
 
 {
 
 {
 
 "Test" "works.
 
 1I
 
 ::-; };
 
 (sl. s2. s3);
 
 ("'r.s\n".s3);
 
 )
 
 Program 10-3 Output Test works.
 
 In the first for loop of the concatenate function, the characters contained inside string 1 are copied into the result array until the null character is reached. Since the for loop will terminate as soon as the null character is matched, it will not get copied into the result array. In the second loop, the characters from strlng2 are copied into the result array directly after the last character from string 1. This loop makes use of the fact that when the previous for loop finished execution, the value of Iwas equal to the number of characters in strlngl, excluding the null character. Therefore, the assignment statement result[i
 
 + jJ
 
 =
 
 string2[jJ;
 
 is used to copy the characters from strlng2 into the proper locations of result.
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 After the second loop is completed, the concatenate function puts a null character at the end of the string. Study the function to make sure that you understand the usage of I and j. Many program errors when dealing with character strings involve the use of an index number that is off by 1 in either direction. Remember, to reference the first character of the array, an index number of 0 is used. And if the character string contains n characters, excluding the null character, then strlng[n-l] references the last (non-null) character in the string while strlng[ n] references the null. Furthermore, string must be defined to contain at least n + 1 characters, bearing in mind that the null character occupies a location in the array. Returning to our program, the main routine defines two static char arrays sl and s2 and sets their values using the new initialization technique previously described. The array s3 is defined to contain 20 characters, thus ensuring that sufficient space is reserved for the concatenated character string and also saving us from the trouble of having to precisely calculate its size. The concatenate function is then called with the three strings sl, s2, and s3 passed as arguments. The final result as contained in 83 after the concatenate function returns is displayed using the %8 format characters. Although s3 is defined to contain 20 characters, the prlntf function only displays characters from the array up to the null character. Testing Two Character Strings for Equa11ty We cannot directly test two strings to see if they are equal in C with a statement such as if ( string!
 
 == string2
 
 )
 
 since the equality operator can only be applied to simple variable types such as float's, Int's or char's and not to more sophisticated types such as structures or ,arrays. In order to determine if two strings are equal, we therefore must explicitly compare the two character strings character by character. If we reach the end of both character strings at the same time, and all of the characters up to that point are identical, then the two strings are equal; otherwise they are not. It might be a good idea to develop a function that could be used to compare two character strings for us. We can call the function equal-strlngs and have it take as arguments the two character strings to be compared. Since we are only interested in determining if the two character strings are equal or not, we can have the function return 1 (TRUE) if in fact the two strings are identical and 0 (FALSE) if they are not. In this way, the function can be used directly inside test statements, such as in if
 
 ....
 
 (equal_strings
 
 (string1, stringZ)
 
 )
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 Program 10-4 1* Function
 
 to deterMine
 
 if two strings
 
 are equal
 
 *1
 
 int equal_strings (51, 52) char sl[], s2[]; ",,-
 
 int
 
 =
 
 i
 
 while
 
 0, answer;
 
 ( sl[i]
 
 == 52 [i]
 
 &&
 
 sl[i] s2[i]
 
 &&
 
 != !=
 
 '\0' '\0'
 
 ++i; if (sl[i] answer else answer return
 
 Main
 
 == '\0' ) equal *1
 
 1;
 
 && s2[i] 1* strings
 
 0;
 
 1* not equal
 
 '\0'
 
 (answer);
 
 ()
 
 ,"'-
 
 static static printf printf printf
 
 char char
 
 stra[] strb[]
 
 =
 
 =
 
 "string COMpare "string";
 
 ("rod\n", eqUal_stl'ings ("rod\n", equal_strings ("rod\n", equal_strings
 
 test";
 
 (stl'a, strb»; (stra, stra»; (strb, "string"»;
 
 -, ,"
 
 Program 10-4 Output
 
 o 1 1
 
 The equal-strings function uses a while loop to sequence through the character strings sl and s2. The loop will be executed so long as the two character strings are equal (sl[l] == s2[1]) and so long as the end of either string is not reached (sl[l] !='\O' && s2[i] !='\O'). The variable I, which is used as the index number for both arrays, is incremented each time through the while loop. The if statement, which is executed after the while loop has terminated, determines if we have simultaneously reached the end of both strings sl and s2. (Why could we have used the statement if ( sl[i]
 
 == s2[i]
 
 )
 
 instead to achieve the same results?) If we are at the end of both strings, then the strings must be identical, in which case the value of answer is set to 1 and returned to the calling routine. Otherwise, the strings are not identical and the value of answer is set to 0 and returned.
 
 _. ---_.
 
 __
 
 ._-
 
 ---_ .._---
 
 ----_
 
 ..
 
 --
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 In main, two character arrays stra and strb are set up and assigned the indicated initial values. The first call to the equal-strings function passes these two character arrays as arguments. Since the strings contained in these two arrays are not equal, the function correctly returns the value o. The second call to the equal-strings function passes the array stra twice. The function correctly returns the value 1to indicate that the character strings are equal, as verified by the program's output. The third call to the equaLstrings function is a bit more interesting. As you can see from this example, we can pass a constant character string to a function that is expecting an array of characters as an argument. In the next chapter, which deals with pointers, you will see how this works. The equaLstrlngs function compares the character string contained in strb to the character string "string" and returns a 1 to indicate that the two strings are equal.
 
 Inputting Character Strings By now you are used to the idea of displaying a character string using the %s format characters. But what about reading in a character string from the terminal? Well, on your particular system there are probably several library functions that you can use to input character strings. The scanf function can be used with the %s format characters to read in a string of characters up to a blank space or up to the end of the line, whichever occurs first. So the statements char
 
 string[81J;
 
 scanf
 
 ("7.s", string);
 
 will have the effect of reading in a character string from the terminal and storing it inside the character array string. Note that unlike previous scanf calls, in the case of an array of characters the & is not required before the variable name (the reason for this will also be explained in the next chapter). If the above scanf call were executed, and the following characters typed in at the terminal: Shawshank
 
 then the' tring "Shawshank" would be read in by the scanf function and would be stored inside the string array. If the following line of text were typed instead: scanf
 
 test
 
 then just the string "scanf" would be stored inside the string array, since the blank space after the word 'scanf' would terminate the string. If the scanf call were executed again, then this time the string "test" would be stored inside the string array, since the scanf function always continues scanning from the last character that was read in.
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 The scanf function automatic all terminates the strin that is read with a
 
 null c aracter. So execution of the above scanf call with the line of text abcdefghijklMnopqrstuvwx~z
 
 would result in the entire lower-case alphabet being stored in the first 26 locations of the string array, with string[26] being automatically set to the null character. If sl, s2, and s3 were defined to be character arrays of appropriate sizes, then execution of the statement scanf
 
 ("/.:s/.:s/.:s", sl, s2, s3);
 
 with the line of text Micro
 
 COMPuter
 
 s~steM
 
 would result in the assignment of the string "micro" to sl, "computer" to s2, and "system" to s3. If the following line of text were typed instead s~5teM
 
 expansiDn
 
 then this would result in assignment of the string "system" to sl, and "expansion" to s2. Since no further characters appear on the line, the scanf function would then wait for more input to be entered from the terminal.. Program 10-5 1* PrOgraM Main
 
 to illustrate
 
 the /.:5scanf
 
 forMat
 
 characters
 
 *1
 
 ()
 
 {
 
 char
 
 51[81],
 
 52[81J,
 
 s3[81];
 
 printf .("Enter text:\n"); scanf ("r-5/.:S/.:S", '51, 52, 53); printf ("sl = /.:s\ns2= /.:s\ns3
 
 -,
 
 /.:s\n".sl, 52. s3>;
 
 -,'
 
 Program 10-5 Output Enter te:.:t: s~steM expansion bus
 
 51 52 53
 
 = =
 
 s~steM e).:p ans ion bus
 
 The scanf function was called in the above program to read in three character strings: sl, s2, and s3. Since the first line of text contained only two character strings-where the definition of a character string to the scanf call is a sequence of characters up to a space or the end of the line-the program waited for more text to be entered. After this was done, the printf call was used
 
 _.~
 
 - _ ... -
 
 _._----------_
 
 .._----~--
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 to verify that the strings "systems", "expansion", and "bus" were correctly stored inside the string arrays st, s2, and s3, respectively.
 
 Single Character Input Most computer installations that support the C language provide functions for the express purposes of reading and writing single characters and entire character strings. On such systems, a function called getchar is most likely available for reading a single character from the terminal. Repeated calls to the getchar function will return successive single characters from the input. When the end of the line has been reached, the function will return the newline character '\n'. So if the characters 'abc' are typed at the terminal, followed immediately by the "Return" key, then the first call to the getchar function will return the character 'a', the second call the character 'b', the third call 'c', and the fourth call the newline character '\n'. A fifth call to this function will cause the program to wait for more input to be entered from the terminal. You may be wondering why we need the getchar function when we already know how to read in a single character with the %c format characters of the scanf function. The fact of the matter is that using the scanf function for this purpose is a perfectly valid approach. However, the getchar function is a more direct approach, since its sole purpose is for reading in single characters, and therefore does not require any arguments. The function returns a single character that may be assigned to a variable or used as desired by the program. In many text-processing applications, we need to read in an entire line of text from the terminal. This line of text is frequently stored in a single placegenerally called a "buffer"-where it will be processed further. Using the scanf call with the %s format characters will not work in this case, since the string is terminated as soon as a space is encountered in the input. Available from the function library on most systems that support C is another function called gets. The sole purpose of this function-you guessed it-is to read in a single line of text from the terminal. As an interesting program exercise, we will show how a function similar to the gets function-we will call it here read-llne-can be developed using the getchar function. The function will take a single argument: a character array where the line of text is to be stored. Characters read from the terminal up to, but not including, the newline character will be stored into this array by the function. Before proceeding with this program, it is necessary to point out that on most systems a spes;ial program statement must be inserted at the beginning of the program in order to use the getchar function. On UNIX systems, this statement takes the following form: tinclude
 
 (stdio.h)
 
 On other systems, this statement may have a slightly different format. For example, on the VAX-II running VMS, the appropriate statement is tinclu,:Jf~ stdio
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 If you are using a C compiler on a different system, then check with your system manager to find out the proper format of this statement. The #include statement will be described in detail in a later chapter. For now, just remember to insert it at the beginning of any program that uses the getchar function. Program 10-6 tinclude
 
 <stdjo.h)
 
 1* Function
 
 to read
 
 in a line of text froM the terMinal
 
 *1
 
 read_line (buffer) char buffeT'C]; {
 
 char int
 
 characteT'; i = 0;
 
 do {
 
 getchar (); char acteT';
 
 characteT' bufferCi] ++i;
 
 while
 
 ( character
 
 !=
 
 '\n' );
 
 - 1] = '\0';
 
 bufferCi
 
 ::Main
 
 ()
 
 -:: int char
 
 i; lineC81J;
 
 for
 
 i
 
 =
 
 0; i < 3; ++i
 
 )
 
 {
 
 read_line (line); printf (l7.s\n\n". linell
 
 ::::-
 
 Program 10-6 Output This is a saMPle This is a saMple
 
 line of text. line of text.
 
 8bcdefghiJklMnOpqrstuvwx~% abcdefghiJklMnOpqrstuvwx~z runtiMe runtiMe
 
 libr.r~ librar~
 
 routine. routines
 
 The do loop in the read.Jlne function is used to build up the input line inside the character array buffer. Each character that is returned by the getchar function is stored into the next location of the array. When the newline character is reached, signaling the end of the line, the loop is exited. The null
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 character is then stored inside the array to terminate the character string, replacing the newline character that was stored there the last time that the loop was executed. The index number I- 1 indexes the correct position in the array, since the index number was incremented one extra time inside the loop the last time it was executed. The main routine defines a character array called line with enough space reserved to hold 81 characters. This will ensure that an entire line from most terminals (80 characters + the null character) can be stored inside the array. (However, even on terminals that can hold 80 characters per line we are still in danger of overflowing the array if we were to continue typing past the end of the line without pressing the "Return" key on the keyboard. It would be a good idea to extend the read-llne function to accept as a second argument the size of the array. In this way, the function could check if the size of the array had been exceeded, and take some appropriate action if it had.) The program then enters a for loop, which simply calls the read-llne function three times. Each time that this function is called, a new line of text is read in from the terminal. This line is simply echoed back at the terminal in order to verify proper operation of the function. After the third line of text has been displayed, execution of Program 10-6 is then complete. For our next program example, let us consider a practical text -processing application: counting the number of words in a portion of text. We will develop a function called count_words, which will take as its argument a character string and which will return the number of words contained in that string. For the sake of simplicity, we can assume here that a "word" will be defined as a sequence of one or more alphabetic characters. The function can scan the character string for the occurrence of the first alphabetic character, and consider all subsequent characters up to the first non alphabetic character as part of the same word. Then the function should continue scanning the string for the next alphabetic character, which identifies the start of a new word. Program 10.7 1* Function
 
 to deterMine
 
 int alphabetic char c;
 
 if a character
 
 is alphabetic
 
 *1
 
 (c)
 
 -:: c >= 'a' >= 'A' return (1); else return (0); if
 
 «
 
 (c
 
 1* Function
 
 to count
 
 &&
 
 &&
 
 c (= c (=
 
 'z') II 'Z') )
 
 the nUMber
 
 of words
 
 in a string
 
 int count_words (string) char string[J; {
 
 0;
 
 *1
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 for ( i = 0; string[i]!= '\0'; if ( alphabetic(string[i]) )
 
 0
 
 ++i)
 
 -:: -:: ++word_count; looking_far_word
 
 = 0;
 
 ::else looking_far_word
 
 1;
 
 ::Main
 
 ( )
 
 .,
 
 -::
 
 -,
 
 static static
 
 char char
 
 printf printf
 
 ("7.s ("7.s
 
 teNtH] textZ[] words words
 
 "Well, here goes. " "And here we go •••again.
 
 lit
 
 ,
 
 7.d\n", teNt.l, COlJnt..;wor ds (te:.:tl) ); 7.d\n", te:.:tZ,cOlmt_words (te:.:tZ) );
 
 Program 10-7 Output Well, here goes. -- words = 3 And here we go •••again. -- words
 
 = 5
 
 The alphabetic function is straightforward enough-it simply tests the value of the character passed to it to determine if it is either a lower-case or upper-case letter. If it is either, then the function returns a I, indicating that the character is alphabetic; otherwise, the function returns a O. The counLwords function is not as straightforward. The integer variable i is used as an index number to sequence through each character in the string. The integer variable lookingJor_word is used as a flag to indicate whether we are currently in the process of looking for the start of a new word. At the beginning of execution of the function, we obviously are looking for the start of a new word, so this flag is set to 1.The local variable word_count is used for the obvious purpose of counting the number of words in the character string. For each character inside the character string, a call to the alphabetic function is made to determine if the character is alphabetic or not. If the character is alphabetic, then the lookingJor_word flag is tested to determine if we are in the process of looking for a new word. If we are, then the value of word_count is incremented by I, and the lookingJor_word flag is set FALSE, indicating that we are no longer looking for the start of a new word. If the character is alphabetic and the lookingJor_word flag is FALSE, then this means that we are currently scanning inside a word. In such a case, the for loop is continued with the next character in the string. If the character is not alphabetic-meaning that either we have reached the end of a word or that we have still not found the beginning of the next word-then the flag lookingJor_word is set TRUE (even though it may already be TRUE).
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 word_col.lnt
 
 looldng_
 
 ----------
 
 ----------------
 
 0 1 1 1 1 1 1 2 2 2 2 2 3 3 3
 
 1 0 0 0 0 1 1 0 0 0 0 1 0 0 0 0 1 1
 
 3 3 3
 
 for _word
 
 Fig. 10-2. Execution of the counLwords function.
 
 When all of the characters inside the character string have been examined, the function returns the value of word_count to indicate the number of words that were found in the character string. It would be helpful to present a table of the values of the various variables in the count_words function to see how the algorithm works. Figure 10-2 shows such a table, with the first call to the counLwords function from the above program as an example. The first line of the table shows the initial value of the variables word_count and lookingJor_word before the for loop is entered. Subsequent lines depict the values of the indicated variables each time through the for loop. So the second line of the table shows that the value of word_count has been set to 1 and the lookingJor_word flag set FALSE (0) after the first time through the loop (after the 'W' has been processed). The last line of the table shows the final values of the variables when the end of the string is reached. You should spend some time studying this table, verifying the values of the indicated variables against the logic of the count_words function. Once this has been accomplished, you should then feel comfortable with the algorithm that is used by the function to count the number of words in a string.
 
 The Null String Now let us see a slightly more practical example of the use of the count_words function. This time we will make use of our read.Jine function to allow the user to type in multiple lines of text at the terminal. The program will then count the total number of words in the text and will then display the result.
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 In order to make the program more flexible, we would rather not have to limit or specify the number of lines of text that is entered. Therefore, we must have a way for the user to "tell" the program when he is done entering text. One way to do this is to have the user simply press the "Return" key an extra time after the last line of text has been entered. When the read-line function is called to read in such a line, the function will immediately encounter the newline character, and as a result will store the null character as the first (and only) character in the buffer. Our program can check for this special case and can know that the last line of text has been entered once a line containing no characters has been read. A character string that contains no characters other than the null character has a special name in the C language; it is called the null string. When you think about it, the use of the null string is still perfectly consistent with all of the functions that we have defined so far in this chapter. The string-.length function will correctly return 0 as the size of the null string; our concatenate function will also properly concatenate "nothing" onto the end of another string; even our equaLstrings function will work correctly if either string is null or if both strings are null (and in the latter case the function will correctly call these strings equal). Sometimes it becomes desirable to set the value of a character string to the null string. In C, the null string is denoted by an adjacent pair of double quotes. So the statement static
 
 char
 
 bufferCl00J
 
 = "";
 
 defines a character array called buffer and sets its value to the null string. Note the fact that the character string "" is not the same as the character string " ", since the second string contains a single blank character. (If you are doubtful, send both strings to the equal-strings function and see what result comes back.) The following program uses the read_line, alphabetic, and counLwords functions from previous programs. They have not been included in the program listing to conserve space. Program
 
 10.8
 
 tinclude
 
 (stdio.h)
 
 ,.*...
 
 Insert
 
 , •• *••
 
 Insert
 
 I •••••
 
 Insert
 
 alphabetic
 
 function
 
 here
 
 ••••• ,
 
 read_line
 
 ~unction
 
 here
 
 ••••• ,
 
 cou~t_words
 
 function
 
 *.**.,
 
 here
 
 ",ain () {
 
 char int pr intf printf
 
 text[81J; end_of_text ("TYPE ("WHEN
 
 =
 
 O. total_words
 
 IN YOUR TEXT. \r,") ; YOU ARE DONE. PRESS
 
 =
 
 0;
 
 'RETURN'.\n\n");
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 -(
 
 -,
 
 if ( textEO] end_of_text else total_words
 
 == =
 
 '\0' 1;
 
 += count_words
 
 (text>;
 
 .'
 
 pr intf
 
 ("\nThere are Xd words total_words>;
 
 in the above
 
 te>:t.\n".
 
 Program 10-8 Output TYPE IN YOUR TEXT. WHEN YOU ARE DONE. PRESS
 
 'RETURN'.
 
 Wend~ glanced up at the ceiling where the Mound of lasagna lOOMed like a Mottled Mountain range. Within seconds. she was crowned with ricotta ringlets and a tOMato sauce tiara. Bits of beef forMed Meat~ Moles on her forehead. After the second thud. her culinar~ coronation was cOMplete. ;
 
 will display the value of a, space over to the next tab setting, display the value of h, space over to the next tab setting, and then display the value of c. The horizontal tab character is particularly useful for lining up data in columns. In order to include the backslash character itself inside a character string, two backslash characters are necessary, so the prlntf call printf
 
 ("\\t
 
 is
 
 the
 
 horizontal
 
 tab
 
 characteT'.\n">;
 
 will display the following at the terminal: \t
 
 is
 
 the
 
 horizontal
 
 tab
 
 character.
 
 (Note that since the \ \ is encountered displayed in this case.)
 
 ..~_ ..
 
 _--_._------
 
 first in the string that a tab is not
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 In order to include a double quote character inside a character string, it must be preceded by a backslash. So the printf call printf
 
 ("\"Hellot\"
 
 he
 
 said.\n");
 
 will result in the display of the message "Hellot"
 
 he
 
 sa.id.
 
 at the terminal. To assign a single quote character to a character variable, the backslash character must be placed before the quote. If c were declared to be a variable of type char, then the statement c
 
 =
 
 '\";
 
 would assign a single quote character to c. The backs lash character, followed immediately by a carriage return, is used to tell the C compiler to ignore the end of the line. It is used primarily for continuing long character strings onto the next line and, as we will see in Chapter 13, for continuing a "macro" definition onto the next line. Without the line continuation character, most C compilers will generate an error message if an attempt is made to initialize a character string across multiple lines, for example as in static
 
 char letters[J { "abcdefghi j k 1 Mnopq r s tl.'vw:,:':;Iz ABCDEFGHIJ.(LHNOPQRSTUVWXYZ" };
 
 By placing a backslash character at the end of each line to be continued, the character string constant can be written over multiple lines: static
 
 char
 
 letters
 
 =
 
 { "abcdefghi j k 1 Mnop q r s tl.'VWH':;IZ\ ABCDEFGHIJ.'LHNOPQRSTUVWXYZ" };
 
 It is necessary to begin the continuation of the character string constant at the beginning of the next line because otherwise the leading blank spaces on the line would get stored into the character string. The above statement would therefore have the net result of defining the character array letters and of initializing its elements to the character string "abcdefgh
 
 i jk IMnop q r s tuvw:':'::IzAE:CDEFGHIJ.(LMNOPQRSTUVWXYZ"
 
 The last entry in the table of backs lash characters enables any character to be included in a character string. In the escape character '\nnn', nnn is a one to three digit octal number that represents the value of the character. This enables characters that may not be directly available from the keyboard to be coded into a character string. For example, in the ASCII character representation, the "bell" character has the value 7. On most terminals, displaying this
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 character will cause a bell or short beep to sound at the terminal. In order to include a bell character in a string, the escape character'\ 7' (or '\07' or '\007') can be coded directly into the string. So the printf call printf
 
 ("\7\7\7ATTENTION!
 
 SYSTEM
 
 SHUT DOWN IN 5 MINUTES.\n");
 
 will sound three bells at the terminal and display the indicated message. The null character '\0' is a special case of the above. It represents the character that has a value of O. In fact, since the value of the null character is 0, this knowledge is frequently used in tests and loops dealing with variable length character strings. For example, the loop to count the length of a character string in the function string_length from Program 10-2 can also be equivalently coded as follows: while (string[countJ ++count;
 
 The value of string[ count] will be non-zero until the null character is reached, at which point the while loop will be exited. Before leaving this discussion of escape characters, it should once again be pointed out that these characters are only considered a single character inside a string. So the character string "\007\"Hello\"\n" actually consists of nine characters: the bell character '\007', the double quote character '\"', the five characters in the word Hello, the double quote character once again, and the newline character. Try passing the above character string to the string.Jength function to verify that this is indeed the number of characters in the string.
 
 • Character Strings. Structures. and Arrays
 
 •
 
 There are many ways to combine the basic elements of the C programming language to form very powerful programming constructs. In the previous chapter, for example, we saw how we could easily define an array of structures. This next program example further illustrates the notion of arrays of structures, combined with the variable length character string. Suppose we wanted to write a computer program that acted as a dictionary. If we had such a program, we could then use it whenever we came across a word whose meaning was not clear. We could type the word into the program, and the program could then automatically "look up" the word inside the dictionary and tell us the definition of the word. If we were to contemplate developing such a program, one of the first thoughts that would come to mind would be the representation of the word and its definition inside the computer. Obviously, since the word and its definition are logically related, the notion of a structure comes immediately to mind. We can define a structure called entry, for example, to hold the word and its definition:
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 entr~
 
 .' '-
 
 char char
 
 ::. ;
 
 word[lOJ; definition[50J;
 
 In the above structure definition, we have defined enough space for a 9-letter word (remember, we are dealing with variable length character strings, so we need to leave room for the null character) plus a 49-character definition. The following would be an example of a variable defined to be of type struct entry that is initialized to contain the word "blob" and its definition. static
 
 struct
 
 entr~
 
 word1 = { "blob".
 
 "aro aMorphous
 
 Mass"
 
 };
 
 Since we would like to provide for many words inside our dictionary, it seems logical to define an array of entry structures, such as in struct
 
 erotr~
 
 dictioroar~[100J;
 
 which would allow for a dictionary of 100 words. Obviously, this is far from sufficient if we are interested in setting up an English language dictionary, which would require at least 50,000 entries to make a decent dictionary. If such were the case, then it would not be very practical to define such a dictionary with a statement such as struct
 
 entr~
 
 Eroglish_dictioroar~[50000J;
 
 as this would impose severe storage requirements on the computer (each character occupies one storage unit known as a "byte" inside most computer systems; 50,000 multiplied by 60 bytes-lO for the word plus 50 for the definition-equals 3,000,000 bytes, which is an amount of storage that would exceed the capacity of many computer systems). So the above approach would really not work if we were interested in such a large dictionary. We would need to adopt a more sophisticated approach, one that would involve storing the dictionary on the computer's disk as opposed to in memory. Despite the above objections, we will proceed with this example, since it is quite illustrative and can still be used for smaller-sized dictionaries, perhaps for a specialized technical dictionary, for example. Having defined the structure of our dictionary, we should now think a bit about its organization. Most dictionaries are organized alphabetically. Does it make much sense to organize ours the same way? The answer to this question is "yes." For now, let us assume that the reason for this is because it makes the dictionary easier to read. Later we will see the real motivation for such an organization. Now it is time to think about the development of the program. It would be convenient to define a function to look up a word inside the dictionary. If the word were found, then the function could return the entry number of the word inside the dictionary; otherwise the function could return - 1to indicate that the
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 word was not found in the dictionary. So a typical call to this function, which we can call lookup, might appear as follows:
 
 =
 
 entr~~nuMber
 
 lookup
 
 (dictionar~,
 
 word,
 
 entries);
 
 In this case, the lookup function would search dictionary for the word as contained in the character string word. The argument entries specifies the number of entries contained in the dictionary. The function would search the dictionary for the specified word and would return the entry number in the dictionary if the word were found, or - 1 if the word were not found. In the program that follows, the lookup function uses the equal-strings function defined in Program 10-4 to determine when the specified word matches an entry in the dictionary. You will notice that an array called word is defined in main, even though one of the members of our entry structure is also called word. This is perfectly valid in C, since the compiler can tell by the context in which word appears whether it is the character array or the member of a structure that is being referenced. Program 10-9 1*
 
 Dictionar~
 
 struct "
 
 prograM
 
 *1
 
 entT'~
 
 ,-
 
 char char
 
 word[1 0J; definition[50J;
 
 ..
 
 -
 
 lookup
 
 -,'t
 
 1***** 1*
 
 Insert
 
 function
 
 equal_strings
 
 to lookup
 
 a word
 
 function inside
 
 here
 
 *****1
 
 a dictionar~
 
 *1
 
 int lookup (dictionar~, search, nUMber_of_entries) struct entr~ dictionar~[]; char search[]; int nUMber_of_entries; {
 
 for (i = 0; i < nUMber_of_entries; ++i) if ( equal_strings (search, dictionar~[i].word) return (i)i rf.~tuT'r'l (-.. l);
 
 ::Main
 
 ()
 
 ,-
 
 "-
 
 static
 
 struct
 
 entr~
 
 -:: -:: lIaClrdvar~k"t -:: f1ab'::Jss", {
 
 ... lIaCUMf?nll
 
 t
 
 -::"addle", aerie", -::"affi:.:", -::
 
 lI
 
 dictionar~[lOOJ
 
 =
 
 a burT~owin high then x does not exist in M and the algorithm terminates.
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 high) / 2.
 
 < x then > x then
 
 set low to mid
 
 + 1 and
 
 go to Step 2.
 
 set high to mid - 1 and go to Step 2.
 
 M[ mid] equals x and the algorithm terminates.
 
 Step 6:
 
 The division performed in Step 3 is an integer division, so if low were 0 and high were 49, then the value of mid would be 24. Now that we have the algorithm for performing a binary search, we can rewrite our lookup function to use this new search strategy. Since the binary search must be able to determine if one value is less than, greater than, or equal to another value, we might want to replace our equaLstrings function with another function that makes this type of determination for two character strings. We'll call the function compare-strings and have it return the value - 1 if the first- string is lexicographically less than the second string, 0 if the two strings are equal, and 1 if the first string is lexicographically greater than the second string. So the function call cOMPare_strings
 
 ("alpha".
 
 "altered");
 
 would return the value -1, since the first string is lexicographically less than the second string (think of this to mean that the first string would occur before the second string in a dictionary). And the function call cOMPare_strings
 
 ("ziot~".
 
 "~ucca");
 
 would return the value 1, since "zioty" is lexicographically greater than "yucca." In the program that follows, the new compare_strings function is presented. The lookup function now uses the binary search method to scan through the dictionary. The main routine remains unchanged from the previous program. Program 10.10 1* Dictionar~ struct
 
 lookup
 
 prograM
 
 *1
 
 entr~
 
 -:: char char ., .'
 
 wordC10J; definitionC50J;
 
 ..
 
 1* Function
 
 to COMpare
 
 int cOMpare_strings char s1CJ. s2CJ;
 
 two character
 
 strings
 
 *1
 
 (s1. s2)
 
 (
 
 int while ++i;
 
 i
 
 O. answer; (s1CiJ
 
 == s2CiJ
 
 && &&
 
 s1CiJ s2Ci]
 
 !=
 
 '=
 
 '\0' '\0' )
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 ( entr~:Lr"".IMber ! = -1 ) printf ("%s\n". dictionaT'~[entr~_nllMberJ .definition): else printf ("Sorr~. that wOT'd is not in M~ dictionar~. \n"): if
 
 -, "
 
 Program
 
 10-10 Output
 
 Enter word! aigrette an ornaMental
 
 Program
 
 cluster
 
 of
 
 feathers
 
 10-10 Output (Re-run)
 
 Enter acerb Sorr~.
 
 word: that
 
 word is
 
 not
 
 in
 
 M~ dictiDnar~.
 
 The compare..strlngs function is identical to the equal..strlngs function up through the end of the while loop. When the while loop is exited, the function analyzes the two characters that resulted in the termination of the while loop. If s I [I] is less than s2[1], then s I must be lexicographically less than s2, In such a case, the value -1 is returned. If sl[l] is equal to s2[1], then the two strings are equal and the value 0 is returned. If neither is true, then sl must be lexicographically greater than s2, in which case the value 1 is returned. The lookup function defines the Int variables low and high and assigns them initial values as per the binary search algorithm. The while loop is executed as long as the value of low does not exceed the value of high. Inside the loop, the value of mid is calculated by taking the sum of low and high and dividing by 2. The compare..strlngs function is then called with the word contained in dlctionary[ mid] and the word we are searching for as arguments. The value that is returned by this function is assigned to the variable result. If the compare..strings function returns -I-indicating that dictionary [mid]. word is less than search-then the function sets the value of low equal to mid + 1. If compare_strings returns I-indicating that dictionary [mid]. search is greater than search-then the function sets the value of high equal to mid - I. If neither -1 nor 1is returned, then the two strings must be equal, and in that case the function returns the value of mid, which is the entry number of the word in the dictionary. If the value of low eventually exceeds the value of high, then the word is not present in the dictionary. In that case, the program returns -1 to indicate this "not found" condition.
 
 • Character Conversions and Arithmetic Operations
 
 •
 
 Character variables and constants are frequently used in relational and arithmetic expressions. In order to properly use characters in such situations, it is necessary for you to understand how they are handled by the C compiler.
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 Whenever a character constant or variable is used in an expression in C, it is automatically converted to, and subsequently treated as, an integer value by the system. This applies when characters are passed as arguments to functions as well: they are automatically converted to integers by the system In Chapter 6 we saw how the expression C
 
 >::::
 
 '
 
 a
 
 I
 
 c
 
 8..8..
 
 = 'a' will be TRUE (non -zero) for any lower-case character contained in c, since it will have a value that is greater than or equal to 97. However, since there are characters other than the lower-case letters whose ASCII values are greater than 97 (such as the open and closed braces), the test must be bounded on the other end to ensure that the result of the expression is TRUE for lower-case characters only. For this reason, c is compared against the character 'z', which in ASCII has the value 122. Since comparing the value of c against the characters 'a' and 'z' in the above expression actually compares c to the numerical representations of 'a', and 'c', the expression c
 
 )=
 
 97
 
 II
 
 c
 
 (=
 
 122
 
 could be equivalently used to determine if c is a lower-case letter. The first form of the expression is to be preferred, however, because it does not require the knowledge of the specific numerical values of the characters 'a' and 'z', and because its intentions are less obscure. Because the C compiler automatically converts all characters that are used in expressions or passed as function arguments into integers, the printf call prirotf
 
 ("7.d\ro".
 
 c>;
 
 can be used to print out the value that is used to internally represent the character c on your machine. If your machine uses ASCII, then the statement prirotf
 
 ("7.d\ro".
 
 'a');
 
 will result in the display of the value 97 at the terminal, for example. What do you think the following two statements would produce? c='a'+I; prirotf
 
 ("7.c\ro".
 
 c);
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 Since the value of 'a' is 97 in ASCII, the effect of the first statement would be to assign the value 98 to the character variable c. Since this value represents the character 'b' in ASCII, this is the character that would be displayed by the prlntf call. While adding one to a character constant hardly seems practical. the above example gives way to an important technique that is used to convert the characters '0' through '9' into their corresponding numerical values 0 through 9. You will recall that we stressed the fact that the character '0' is not the same as the integer 0, the character '1' is not the same as the integer 1, and so on. In fact, the character '0' has the numerical value 48 in ASCII, which is what would be displayed by the following prlntf call: printf
 
 ( i::d\n OI
 
 Ol,
 
 '0');
 
 Suppose the character variable c contained one of the characters '0' through '9' and that we wished to convert this value into the corresponding integer 0 through 9. Since the digits of virtually all character sets are represented by sequential integer values, we can easily convert c into its integer equivalent by subtracting the character constant '0' from it. Therefore, if I is defined as an integer variable, the statement i.
 
 == c -
 
 , ()' ;
 
 will have the effect of converting the character digit contained in c into its equivalent integer value. For example, let us assume that c contained the character '5' before execution of the above statement. Since the ASCII value of '5' is 53, and the ASCII value of '0' is 48, execution of the above statement would result in the integer subtraction of 48 from 53, which would result in the integer value 5 being assigned to i. On a machine that used a character set other than ASCII, the same result would most likely be obtained, even though the internal representations of '5' and '0' might differ. The above technique can be extended to convert a character string consisting of digits into its equivalent numerical representation. This has been done in the following program in which a function called strlng_to.J.nteger is presented to convert the character string passed as its argument into an integer value. The function ends its scan of the character string once a nondigit character is encountered, and returns the result back to the calling routine. It is assumed that an Int variable is large enough to hold the value of the converted number. Program 10-11 1* Function
 
 to convert
 
 int string_to_integer chaT- stT'ing[];
 
 a string
 
 to an integer
 
 (string)
 
 -(
 
 int
 
 i, integer_value,
 
 result
 
 0;
 
 *1
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 '0'
 
 0
 
 &&
 
 string[iJ
 
 (= '9';
 
 ++i)
 
 .t
 
 -, "
 
 integer_value = string[iJ - '0'; r~sult result * 10 + integer_value;
 
 return
 
 =
 
 (result);
 
 ::Main
 
 ()
 
 -::
 
 -, "
 
 Program
 
 pr intf ("r.d\r,",str ing_ to_integer ("2'+5")); printf ("r.d\n", string_to_integer("100") + 25); pr i.ntf ("r.d\n", str ing_ to_integer ("13:.:5"»;
 
 10-11 Output
 
 z.qs 125 13
 
 The for loop is executed as long as the character contained in string[i] is a digit character. Each time through the loop, the character contained in string[i] is converted into its equivalent integer value and is then added into the value of result multiplied by 10. To see how this technique works, consider execution of this loop when the function is called with the character string "245" as argument: The first time through the loop, integer_value will be assigned the value of string[O]-'O'. Since string[O] will contain the character '2', this will result in the value 2 being assigned to integer_value. Since the value of result is 0 the first time through the loop, multiplying it by 10 will produce 0, which will be added to integer_value and stored back into result. So by the end of the first pass through the loop, result will contain the value 2. The second time through the loop, integer_value will be set equal to 4, as calculated by subtracting '0' from' 4'. Multiplying result by 10 will produce 20, which will be added to the value of integer_value, producing 24 as the value stored into result. The third time through the loop integer_value will be equal to '5'-'0' or 5, which will be added into the value of result multiplied by 10 (240). Thus, the value 245 will be the value of result after the loop has been executed for the third time. Upon encountering the terminating null character, the for loop will be exited and the value of result, 245, will be returned to the calling routine. This discussion concludes this chapter on character strings. As you can see, C provides capabilities that enable character strings to be efficiently and easily manipulated. Chances are that your system offers a wide variety of library functions for performing operations on strings. Check your system documentation, or consult Appendix C which lists many of the functions available under UNIx'
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 1. If you have access to a computer facility that supports the C programming language, type in and run the 11 programs presented in this chapter. Compare the output produced by each program with the output presented after each program. 2. Why could we have replaced the while statement of the equaLstrlngs function of Program 10-4 with the statement while
 
 ( sl[i]
 
 == s2[i]
 
 &&
 
 sl[i]
 
 !=
 
 '\0'
 
 to achieve the same results? 3. The counLwords function from Programs 10-7 and 10-8 will incorrectly count a word that contains an apostrophe as two separate words. Modify this function to correctly handle this situation. Also, extend the function to count a sequence of numbers, including any embedded commas and periods, as a single word. Finally, have the function handle the special case where a word is hyphenated across two lines and make sure that the sequence of letters at the beginning of the next line is not counted as a new word. 4. Write a function called substring to extract a portion of a character string. The function should be called as follows: substring
 
 (source,
 
 start,
 
 count,
 
 result);
 
 where source is the character string from which we are extracting the substring; start is an index number into source indicating the first character of the substring; count is the number of characters to be extracted from the source string, and result is an array of characters that is to contain the extracted substring. For example, the call sl.,bstring ("charactel''',.4, 3, l'€!sult_arrcl~);
 
 will extract the substring "act" (3 characters starting with character number 4) from the string "character" and will place the result into resulLarray. Make sure the function inserts a null character at the end of the substring in the result array. Also, have the function check that the requested number of characters does in fact exist in the string, and, if this is not the case, then have the function end the substring when it reaches the end of the source string. (So, for example, a call such as substring
 
 ("two words",
 
 'I, 20, result);
 
 shouldjust place the string "words" inside the result array, even though 20 characters were requested by the call.)
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 5. Write a function called find...strlng to determine if one character string exists inside another string. The first argument to the function should be the character string that is to be searched and the second argument the string we are interested in finding. If the function finds the specified string, then have it return the location in the source string where the string was found. If the function does not find the string, then have it return -1. So, for example, the call inde:< = fir,d_string
 
 ("a
 
 chatterboN",
 
 "hat");
 
 will search the string"a chatterbox" for the string "hat." Since "hat" does exist inside the source string, the function will return 3 to indicate the starting position inside the source string where "hat" was found. 6. Write a function called remove_string to remove a specified number of characters from a character string. The function should take three arguments: the source string, the starting index number in the source string, and the number of characters to remove. So if the character array text contained the string "the wrong son" then the call
 
 would have the effect of removing the characters "wrong " (the word "wrong" plus the space which follows) from the array text. The resulting string inside text would then be "the son". 7. Write a function called Insert...string to insert one character string into another string. The arguments to the function should consist of the source string, the string to be inserted, and the position in the source string where the string is to be inserted. So the call insert_string
 
 (te:
 
 cO'.lnt
 
 --------_._----_. 1o . _ Fig. 11-1. Pointer to an integer.
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 Program 11.1 1* PrOgraM
 
 to illustrate
 
 pointers
 
 *1
 
 MClin ()
 
 -:: int int
 
 count = 10, x; *int_pointer;
 
 int_pointer = &count; x *int_pointer;
 
 =
 
 -, -,.
 
 printf
 
 ("count
 
 =
 
 /.:d,).( /.:d\n",count,
 
 ).();
 
 Program 11-1 Output count
 
 = 10, x = 10
 
 The variables count and x are declared to be integer variables in the normal fashion. On the next line, the variable Int_polnter is declared to be of type "pointer to Int." Note that the two lines of declarations could have been combined into a single line as in int
 
 count
 
 =
 
 10, x, *int_pointer;
 
 Next, the address operator is applied to the variable count. This has the effect of making a pointer to this variable, which is then assigned by the program to the pointer variable Int_polnter. Execution of the next statement in the program,
 
 proceeds as follows: the indirection operator tells the C system to treat the variable int-polnter as containing a pointer to another data item. This pointer is then used to access the desired data item, whose type is specified by the declaration of the pointer variable. Since Int-polnter was declared to be of type "pointer to Int," the system knows that the value that is referenced by the expression *int_polnter is an integer. And since we set Int_polnter to point to the integer variable count in the previous program statement, it is the value of count that is indirectly accessed by this expression. It should be realized that the program we have just presented is a manufactured example of the use of pointers and does not illustrate a very practical use for them in a program. Such motivation will be presented shortly, after you have become familiar with the basic ways in which pointers may be defined and manipulated in a program. The following program illustrates some interesting properties of pointer variables. In this program, a pointer to a character is used.
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 Program 11-2 1* Further
 
 Main
 
 exaMPles
 
 af pointers
 
 *1
 
 ()
 
 {
 
 char char
 
 c ==
 
 printf
 
 ::-
 
 c '" '(l'; *char_pointer
 
 Ic;
 
 ' /',;
 
 ("%c %c\n",
 
 c, *char ... point€~r);
 
 *char_pointer '" '('I PT'intf ("%c %c\n", c, *chaT'.. p(Jinter);
 
 Program 11-2 Output Q Q I I (
 
 (
 
 The character variable c is defined and initialized to the character 'Q', In the next line of the program the variable char_pointer is defined to be of type "pointer to char," meaning that whatever value is stored inside this variable should be treated as an indirect reference (pointer) to a character. You will notice that we can assign an initial value to this variable in the normal fashion. The value that we assign to char_pointer in the above program is a pointer to the variable c, which is obtained by applying the address operator to the variable c. (Note that this initialization would have generated a compiler error had c been declared after this statement, since a variable must always be declared before its value may be referenced in an expression.) The declaration of the variable char_pointer and the assignment of its initial value could have been equivalently expressed in two separate statements as char *char_pointer; char_pointer'" &c;
 
 (and not by the statements char *char_pointer; *char_pointer '" Ic;
 
 as may be implied from the single line declaration). The first printf statement that is encountered in the program simply displays the contents of the variable c and the contents of the variable that is referenced by char_pointer. Since we set char_pointer to point to the variable c, the value that is displayed is the contents of c, as verified by the first line of the program's output.
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 In the next line of the program, the character 'If is assigned to the character variable c. Since char_pointer still points to c, displaying the value of *char_polnter in the subsequent prlntf call correctly displays this new value of c at the terminal. This is an important concept. Unless the value of char_polnt~r is changed, the expression *char_polnter will always access the value of c. So as the value of c changes, so does the value of *char_polnter. The above discussion can help you to understand how the program statement that appears next in the program works. We mentioned that unless char_pointer were changed, the expression *char_polnter would always reference the value of c. Therefore, in the expression
 
 we are assigning the left parenthesis character to c. More formally, the character '(' is assigned to the variable that is pointed to by char_pointer. We know that this variable is c, since we placed a pointer to c in char_pointer at the beginning of the program. The above concepts are key to your understanding of the operation of pointers. Please review them at this point if they still seem a bit unclear. In the next program, two integer pointers pi and p2 are defined. Note how the value referenced by a pointer can be used in an arithmetic expression. If p 1 is defined to be of type "pointer to integer," what conclusion do you think can be made about the use of *p 1 in an expression? Program
 
 11.3
 
 1* More on pointers Main
 
 *1
 
 ()
 
 {
 
 int int
 
 il, i2; *pl, *p2;
 
 il pl i2 p2
 
 5; &il; *pl I 2 + 10; pl;
 
 printf
 
 Program il
 
 ("il
 
 = rod,
 
 i2 = rod, *Pl il, i2, *pl, *P2);
 
 = rod,
 
 *P2
 
 "d\n",
 
 11.3 Output :: :;t
 
 iZ ::: 12t
 
 :«pl ::: 5.
 
 *p2 ~ 5
 
 After defining the integer variables 1I and 12 and the integer pointer variables pi and p2, the program then proceeds to assign the value of 5 to 11 and to store a pointer to 11inside pl. Next, the value of 12is calculated with the following expression: i2
 
 \
 
 =
 
 *pl I 2 + 10;
 
 _00-
 
 -
 
 •
 
 ~
 
 -- --------
 
 __
 
 -------
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 We implied from our discussions of Program 11-2 that if a pointer px points to a variable x, and px has been defined to be a pointer to the same data type as is x, then use of *px in an expression is in all respects identical to the use of x in the same expression. Since in Program 11-3 the variable pi is defined to be an integer pointer, the expression above is evaluated using the rules of integer arithmetic. And since the value of *p 1 is 5 (p 1 points to 11), the final result of the evaluation of the above expression is 12, which is the value that is assigned to 12. (As you would expect, the pointer reference operator * has higher precedence than the arithmetic operation of division. In fact, this operator, as well as the address operator &, have higher precedence than any binary operator in C.) In the next statement, the value of the pointer pi is assigned to p2. This assi,gnment is perfectly valid, and has the effect of setting p2 to point to the same data item that pi points to. Since pi points to 11, after the assignment statement has been executed p2 will al5opoint to 11(and we can have as many pointers to the same item as we desire in C). The prlntf call verifies that the values of 11, *p 1 and *p2 are all the same (5) and that the value of 12 was set to 12 by the program.
 
 • Pointers and Structures
 
 •
 
 We have seen how a pointer can be defined to point to a basic data type in C such as an Int or a char. But pointers can also be defined to point to structures as well. In Chapter 9 we defined our date structure as follows: struct
 
 -::
 
 ", ~I'
 
 i.nt int int
 
 .
 
 date Month: da~: ~Jear:
 
 ,
 
 Just as we defined variables to be of type struct date, as in struct
 
 dat.E')
 
 tCll.:la~s.... dcd.e :
 
 so can we define a variable to be a pointer to a struct date variable: st.ruct
 
 date
 
 ~date_pointer:
 
 The variable date_pointer as defined above can then be used in the expected fashion. For example, we can set it to point to todays_date with the assignment statement
 
 Once such an assignment has been made, we can then indirectly access any of the members of the date structure pointed to by date_pointer in the following way:
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 This statement will have the effect of setting the day of the date structure pointed to by date_pointer to 21. The parentheses are required, since the structure member operator. has higher precedence than the indirection operator *. To test the value of month stored in the date structure pointed to by date_pointer, a statement such as
 
 can be used. Pointers to structures are so often used in C that a special operator exists in the language. The structure pointer operator - >, which is the dashfollowed lw the greater than sign, permits expressions that would otherwise be written as
 
 to be more clearly expressed as
 
 So the if statement from above can be conveniently written as
 
 .if
 
 date_pointer-)Month
 
 ==
 
 12 )
 
 Program 9-1, which was the first program that illustrated structures, was rewritten using the concept of structure pointers. This program is presented next. Program 11.4 1* PrOgraM Main
 
 to illustrate
 
 structure
 
 pointers
 
 ()
 
 {
 
 struct dat€! .r '.. int Month; int da~~; int ~leaT'; ::.; struct
 
 date
 
 toda~.
 
 *date_pointer;
 
 date_pointer • &toda~; date_pointer-)Month • 9; date_pointer-)da~ = 25; date_pointeT'-)~ear • 1983;
 
 *1
 
 o
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 ("Toda~'s dat€! is %d/%d/i::d.\n". date_poi.nt€!I'->Month. date_pointer->da~, date_pointer->~ear i::100);
 
 Program 11-4 Output Toda~'s
 
 date
 
 is 9/25/83.
 
 Figure 11-2 depicts how the variables today and date_pointer would look after all of the assignment statements from the above program have been executed. . Once again, it should be pointed out that there is no real motivation shown here as to why we should even bother using a structure pointer when it seems as though we can get along just fine without it (as we did in Program 9-1). We will be getting to the motivation shortly. Structures Containing
 
 Pointers
 
 Naturally, a pointer can also be a member of a structure. In the structure definition struct ,.. .•..
 
 :::-;
 
 int_pointers
 
 int
 
 lKpl;
 
 int
 
 )Kp~?;
 
 a structure called int_pointers is defined to contain two integer pointers, the first one called pi and the second one p2. We can define a variable of type struct int_pointers in the usual way: struct
 
 int_pointers
 
 pointers;
 
 The variable pointers can now be used in the normal fashion, remembering that pointers itself is not a pointer, but a structure variable that has two pointers as its members.
 
 o-----------1--- I I
 
 --}
 
 toda~.MOrtth .da~ .~ear
 
 1 I. I
 
 9
 
 25 1983
 
 Fig. 11-2. Pointer to a structure.
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 The following program shows how the structure Int_polnters can be handled in a C program. Program 11-5 1* Structures Main
 
 containing
 
 pointers
 
 *1
 
 ()
 
 ,-
 
 "-
 
 struct
 
 int_pointers
 
 ,-
 
 "-
 
 .
 
 ,.,
 
 -, .
 
 int int
 
 *pl; *p~~;
 
 struct int_pointers int il = 100, i2; pointers.pl pointers.p2 *pointers.p2
 
 = =
 
 pointers;
 
 &il; &i2; = -97;
 
 printof ("il 7.d, *pointeT's.pl printof ("i2 = 7.d, *Pointers.p2
 
 7.d\n", il, *pointers.pl); 7.d\n", i2, *Pointers.p2)l
 
 ::Program U-S Output il i2
 
 =
 
 =
 
 100, *Pointers.pl -97, *pointers.p2
 
 =
 
 =
 
 100 -97
 
 After the variables have been defined, the assignment statement pointers.pl
 
 =
 
 &il;
 
 sets the pi member of pointers pointing to the integer variable ii, while the next statement pointers.p2
 
 = &i2;
 
 sets the p2 member pointing to 12. Next, -97 is assigned to the variable that is pointed to by polnters.p2. Since we just set this to point to 12,-97 is stored in 12. No parentheses are needed in this assignment statement, since, as we mentioned previously, the structure member operator. binds more tightly than the indirection operator. Therefore, the pointer is correctly referenced from the structure before the indirection operator is applied. Of course, parentheses could have been used just to play it safe, since at times it can become difficult to try to remember which of two operators has higher precedence. The two printf calls that follow in the above program verify that the correct assignments were made. Figure 11-3 has been provided to help you understand the relationship between the variables II, 12and pointers after the assignment statements from
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 1 1 1
 
 1
 
 -->
 
 1 __
 
 ii
 
 -----> iZ
 
 10Q
 
 _
 
 -97
 
 Fig. 11.3. Structure containing pointers.
 
 the above program have been executed. As you can see from the figure, the pI member points to the variable 11,which contains the value 100, while the p2 member points to the variable i2, which contains the value -97.
 
 IJnlted IJsts The concepts of pointers to structures and structures containing pointers are very powerful ones in C, for they enable us to create sophisticated data structures, such as linked lists, doubly linked lists, and trees. Suppose we define a structure as follows: str'.'ct
 
 entr~
 
 {
 
 ::.;
 
 int struct
 
 entr~
 
 value; lKne).:t;
 
 This defines a structure called entry, which contains two members. The first member of the structure is a simple integer called value. The second member of the structure is a member called next, which is a pointer to an entry structure. Think about this for a moment. Contained inside an entry structure is a pointer to another entry structure. This is a perfectly valid concept in the C language. Now suppose we define two variables to be of type struct entry as follows: struct
 
 entr~
 
 nl,
 
 nZ;
 
 We can set the next pointer of structure executing the statement nl.ne: n 3 • val u e ,
 
 ,
 
 ._00
 
 -'
 
 Fig. 11.5. A linked list.
 
 The structures nl, n2, and n3 are defined to be of type struct entry, which consists of an integer member called value and a pointer to an entry structure called next. The program then assigns the values 100,200, and 300 to the value members of nl, n2, and n3, respectively. The next two statements in the program: n1.ne;.(t " nZ. ne;.:t "
 
 &nZ; &n3;
 
 set up the linked list, with the next member of nl pointing to n2 and the next member of n2 pointing to n3. Execution of the statement i
 
 " n1.next-)value;
 
 proceeds as follows: the value member of the entry structure pointed to by n1.next is accessed and assigned to the integer variable i. Since we set n1.next to point to n2, the value member of n2 is accessed by this statement. Therefore, this statement has the net result of assigning 200 to i, as verified by the printf call that follows in the program. You may want to verify that the expression n1.next - > value is the correct one to use and not n1.next.value, since the n l.next field contains a pointer to a structure, and not the structure itself. This distinction is important and can quickly lead to programming errors if it is not fully understood. The structure member operator . and the structure pointer operator - > have the same precedence in the C language. In expressions such as the one above, where both operators are used, the operators are evaluated from left to right. Therefore, the expression is evaluated as
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 (nl.next)-)value;
 
 which is what was intended. The second printf call in Program 11-6 displays the value member that is pointed to by n2.next. Since we set n2.next to point to n3, the contents of n3.value are displayed by the program. As mentioned, the concept of a linked list is a very powerful one in programming. Linked lists greatly simplify operations such as the insertion and removal of elements from large lists of sorted items. For example, if nl, n2, and n3 are as defined above, then we can easily remove n2 from the list simply by setting the next field of nl to point to whatever n2 was pointing to:
 
 This statement has the effect of copying the pointer contained in n2.next into n1.next, and, since n2.next was set to point to n3, n1.next will now be pointing to n3. Furthermore, since nl no longer points to n2, we have effectively removed it from our list. Figure 11-6 depicts this situation after the above statement is executed. Of course, we could have set nl pointing to n3 directly with the statement
 
 but this latter statement is not as general, since we must know in advance that n2 was pointing to n3. Inserting an element into a list is just as straightforward. If we wanted to insert a struct entry called n2_3 after entry n2 in the list we could simply set
 
 n 1•value .next
 
 I ._.
 
 I
 
 __
 
 ,
 
 .__
 
 1
 
 0-----------1-
 
 ,, 1 1
 
 n2.-vallle •next
 
 1 1 _.
 
 I I
 
 ,
 
 _ _
 
 I I
 
 ----->
 
 n3.value
 
 .ne~.:t
 
 1_,
 
 1
 
 1
 
 ,
 
 Fig. 11-6. Removing an entry from a list.
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 n2_3.next to point to whatever n2.next was pointing to, and then set n2.next to point to n2_3. So the sequence of statements n2_3.next = n2.next; n2.next = &n2_3;
 
 would insert n2_3 into the list, immediately after entry n2. Note that the sequence of the above statements is important, since executing the second statement first would overwrite the pointer stored in n2.next before it had a chance to be assigned to n2_3.next. The inserted element n2_3 is depicted in Fig. 11-7. You will notice that we did not show n2_3 between n2 and n3. This is to emphasize trw fact that n2_3 can be anywhere in the computer's memory and does not have to physically occur after n2 and before n3.This is one of the main motivations for the use of a linked list approach for storing information: entries of the list do not have to be stored sequentially in memory, as is the case with elements contained in an array. Before we start developing some functions to work with linked lists, two more issues must be discussed. Usually associated with a linked list is a pointer to the list, which is often initially set to point to the start of the list. So, for our original three-element list that consisted of nl, n2, and n3, we can define a n 1•va 1ue • n e ).(t
 
 ----------------_.-
 
 1
 
 I
 
 0_-_._-
 
 -_= -- -- - - -
 
 1
 
 I-
 
 --------~---------------------_._---------------).
 
 nZ • va 11.le I _, .next ,
 
 1
 
 0-----------1I I
 
 --------------------------------------------------).
 
 n3.value
 
 -------------------------------------------------->
 
 I I
 
 nZ_3.value • r,e:-tt
 
 _________
 
 ,
 
 I
 
 I , I
 
 0-----------1-
 
 Fig. 11- 7. Inserting an element into a list.
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 variable called list_pointer and set it to point to the beginning of the list with the statement struct
 
 entr~
 
 =
 
 *list_pointer
 
 &nl:
 
 (assuming here that n 1 has been previously defined). A pointer to a list is useful for sequencing through the entries in the list, as we shall see shortly. The second issue to be discussed involves the idea of having some way of identifying when we have reached the end of our list. This is needed so that a procedure that searches through the list, for example, can tell when it has reached the last element in the list. By convention, a pointer va~ue of 0 is used for such a purpose, and is known as the null pointer. We can use the null pointer to mark the end of a list by storing this value in the pointer field of the last entry of the list. In our three-entry list, we can mark its end by storing the null pointer into n3.next: = 0;
 
 n3.neHt
 
 (We will see later in this book in the chapter on the preprocessor how this assignment statement can be made a bit more readable.) Figure 11-8 depicts the linked list from Program 11-6, with a struct entry pointer called list_pointer pointing to the start of the list and the n3.next field set to the null pointer. Program 11-7 that follows incorporates these concepts. The program uses a for loop to sequence through the list and display the value member of each entry in the list. Program
 
 11-7
 
 1* List traversal
 
 *1
 
 Mai.n () ,-
 
 "-
 
 ~>truct entr~
 
 -:: -, ~I.
 
 int etruct
 
 .
 
 entr~
 
 value; *neHt;
 
 t
 
 struct struct
 
 9ntr~ entr~
 
 nl.value n2.valu€! n3.vaIu€!
 
 =,
 
 =
 
 nl. n2. n3; *li.st_pointer
 
 100; 200; 300;
 
 =
 
 &nl;
 
 nl •ne:.:t n2.ne}.:t
 
 &n2;
 
 n3. ne:.:t
 
 0;
 
 ,=
 
 whi Ie ( 1ist_pointer
 
 -::
 
 &n3;
 
 0 )
 
 printf ("/.:d\n",list_pointel'->value); list_pointer = list_pointer->next;
 
 ::-
 
 -' ..'.
 
 v
 
 "_!1. .. _.
 
 _._
 
 .__
 
 ..~.~
 
 •
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 ._-_.-
 
 1ist __ pointer
 
 0 =_=.::.=.::-_=.::--==_::-~.::
 
 .
 
 I-
 
 ,
 
 I
 
 ----->
 
 n1.value • neNt
 
 ' __ .
 
 100
 
 I __ .
 
 1
 
 .Q.::.::.::---------I-
 
 , I
 
 -----)
 
 nZ.value • ne~.(t
 
 1_
 
 ZOO
 
 0_-_-._-_::- - ---
 
 1
 
 ---
 
 I I-
 
 ---------------------------------------1 1
 
 ----->
 
 n3.value • ne~.(t
 
 ,_ I
 
 I I
 
 300
 
 o
 
 Fig. 11-8. Linked list showing list pointer and , terminating null pointer.
 
 Program
 
 11-7 Output
 
 100 200 300
 
 The program defines the struct variables nl, n2, and n3 and the pointer variable list_pointer, which is initially set to point to nl, the first entry of the list. The next program statements link together the three elements of the list, with the next member of n3 set equal to 0, the nul/pointer, to mark the end of the list. We included the setting of the value and next members of each entry of the list on the same program line to improve its readability. This takes advantage of the fact that the C compiler allows us to have multiple program statements on a single line (but be advised that this is generally not good programming practice as it can make a program harder to follow). A while loop is then set up to sequence through each element of the list. This loop will be executed as long as the value of list-pointer is not null The printf call inside the while loop displays the value member of the entry currently pointed to by list_pointer. The statement that follows the printf call, list_pointer
 
 =
 
 list_pointer-)next;
 
 -
 
 --
 
 ...
 
 _-~~,------.-
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 has the effect of taking the pointer from the next member of the structure pointed to by list-pointer and assigning it to list_pointer. So the first time through the loop, this statement takes the pointer contained in n1.next (remember, list-pointer was initially set pointing to nl) and assigns it to list_pointer. Since this value is not null, the while loop is then repeated. The second time through the while loop results in the display of n2. value, which is 200. The next member of n2 is then copied into list_pointer, and since we set this value to point to n3, list_pointer will point to n3 by the end of the second pass through the loop. When the while loop is executed for the third time, the prlntf call displays the value of 300 as contained in n3.value. At that point, list_polnter->next (which is actually n3.next) is copied into list_pointer, and, since we set this member to the null pointer, the while loop will terminate after it has been executed three times. Trace through the operation of the while loop above using a pencil and paper if necessary to keep track of the values of the various variables. Understanding of the operation of this loop is key to your understanding of the operation of pointers in C. Incidentally, it should be noted that this same while loop can be used to sequence through the elements of a list of any size, provided the end of the list is marked by the null pointer.
 
 · Pointers and Functions
 
 ·
 
 Pointers and functions get along quite well together. That is, we can pass a pointer as an argument to a function in the normal fashion, and we can also have a function return a pointer as its result. The first case cited above, passing pointer arguments, is straightforward enough: the pointer is simply included in the list of arguments to the function in the normal fashion. So to pass the pointer list_pointer from the previous program to a function called print-list, the statement
 
 can be used. Inside the prlnt-llst routine, the formal parameter declared to be a pointer to the appropriate type:
 
 must be
 
 print_list (pointer) struct entr~ *pointerl
 
 -:: ::The formal parameter pointer can then be used the same way a normal pointer variable can be used. One thing worth remembering when dealing with pointers that are sent to functions as arguments: the value of the pointer is copied into the formal parameter when the function is called. Therefore, any change made to the formal parameter by the function will not affect the
 
 o
 
 ,Pointers
 
 213
 
 0
 
 pointer that was passed to the function. But here's the catch: while the pointer cannot be changed by the function. the data elements that the pointer references can be changed! The next program example will help clarify this point. Program 11.8 I~
 
 pointers
 
 and functions
 
 ~I
 
 /
 
 test (int_pointer) int ~int_pointer; ,-
 
 "-
 
 -, -,'
 
 Main
 
 ()
 
 -:::
 
 int
 
 i
 
 printf
 
 ::-
 
 =
 
 50, ~p
 
 =
 
 Ii;
 
 ("i tH~fclT'e the call
 
 test (p); PI"intf ("i aft€~r th€~ call
 
 to t€~st
 
 to test
 
 =
 
 =
 
 %d\n",iH
 
 %d\n",
 
 iH
 
 Program 11-8 Output i before the call to test = 50 i after the call to test = 100
 
 The function test is defined to take as its argument a pointer to an integer. Inside the function, a single statement is executed to set the integer pointed to by inLpointer to the value 100. The main routine defines an integer variable i with an initial value of SO and a pointer to an integer called p that is set to point to 1.The program then displays the value of i at the terminal and calls the test function, passing the pointer p as the argument to the function. As you can see from the second line of the program's output, the test function did in fact change the value of i to 100. Now consider the following program. Program 11-9 More
 
 I~
 
 on pointers
 
 and functions
 
 ~I
 
 exchange (pointer1, pointer2) int ~pointerl, ~pointer2;
 
 -::
 
 int
 
 teMP;
 
 teMP ~ ~pointer1; ~pointerl ~pointer2: ~pointer2 = teMP; }
 
 /
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 ()
 
 {
 
 int
 
 -.-,'
 
 11
 
 =
 
 -5,
 
 12
 
 =
 
 66,
 
 ~pl
 
 =
 
 &il,
 
 ~p2
 
 =
 
 printf
 
 ("il
 
 = %d,
 
 iZ
 
 %d\n",
 
 il,
 
 iZ>;
 
 exchange pr1ntf
 
 (pl, ("j.l
 
 =
 
 pZ); %d,
 
 iZ
 
 %r.J\n",
 
 il,
 
 i2>;
 
 exchange printf
 
 (&il, &iZ); ("11. = %d, i2
 
 %r.J\n",
 
 i 1,
 
 1.Z) ;
 
 liZ;
 
 Program 11.9 Output il il il
 
 -5 t 66, -5,
 
 i2
 
 iZ i2
 
 66 -5 66
 
 The purpose of the exchange function is to interchange the two integer values that are pointed to by its two arguments. The integer variable temp is used to hold one of the integer values while the exchange is made. Its value is set equal to the integer that is referenced by pointerl. The integer referenced by pointer2 is then copied into the integer pointed to by pointerl, and the value of temp is then stored into the integer pointed to by pointer2, thus making the exchange complete. The main routine defines integers il and i2 with values of - 5 and 66, respectively. Two integer pointers pi and p2 are then defined and are set to point to il and i2, respectively. The program then displays the values of il and i2 and calls the exchange function, passing the two pointers pi and p2 as arguments. The exchange function has the effect of exchanging the value contained in the integer pointed to by pi with the value contained in the integer pointed to by p2. Since pi points to il,and p2 to i2, the values of il and i2 are exchanged by the function. The next printf call verifies that the exchange worked properly. The second call to the exchange function is a bit more interesting. This time the arguments that are passed to the function are pointers to il and i2 that are "manufactured right on the spot" by applying the address operator to these two variables. Since the expression &i Iproduces a pointer to the integer variable il, this is right in line with the type of argument that our function expects for the first argument. The same applies to the second argument as well. And as can be seen from the program's output, the exchange function did its job and switched the values of il and i2 back to their original values. You should realize that without the use of pointers we could not have written our exchange function to exchange the value of two integers, since we are limited to returning only a single value from a function, and since we cannot change the value of an integer argument to a function. The use of pointers helps us to overcome this minor inconvenience because they enable us to change what is known as a call by value into a call by reference.
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 The next program example shows how a function can return a pointer. The program defines a function called find_entry whose purpose is to search through a linked list to find a specified value. When the specified value has been found, the program returns a pointer to the entry in the list. If the desired value is not found, then the program returns the null pointer. Program 11.10 1* Illustration
 
 of a function
 
 irlt str'.'ctentr~
 
 returning
 
 a pointer
 
 val'.'e; *next;
 
 )of
 
 struct entr~ *find_entr~ (pointer, struct entr~.*pointer; int Match_value;
 
 Match_value)
 
 -::
 
 while pointer!= 0 if ( pointer-)value := Match_value return (pointer); else pointer = pOinter-)next;
 
 ::. Main
 
 ret'.'rn (0); ()
 
 ; ("%o\n", shift (shift (wi. -'3). :~»;
 
 }
 
 Program
 
 12.3 Output
 
 177740 1,777 414 177770
 
 1,777'10 1,777 '!1'!
 
 The shift function declares the type of the argument value to be unsigned int, thus ensuring that a right shift of value will be zero filled (Le.,performed as a logical right shift) .
 
 ---._--------_._-"'""""":""--~-----;--~-~'~-~--~---~~-~----
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 If the value of n, which is the shift count, is greater than zero, then the function shifts value left n bits. If n is negative (or zero), then the function performs a right shift, where the number of places the value is shifted by is obtained by negating the value of n. In either case, the result of the shift is assigned to the variable result, whose value is then returned by the function. The first call to the shift function from the main routine specifies that the value of wI is to be left shifted 5 bits. The printf call that displays the result of the call to the shift function also displays the result of directly shifting wI left five places so that these values can be compared. The second call to the shift function has the effect of shifting w I six places to the right. The result returned by the function is identical to the result obtained by directly shifting wI to the right six places, as verified by the program's output. In the third call to shift, a shift count of 0 is specified. In this case, the shift function will perform a right shift of value by 0 bits, which, as you can see from the program's output, has no effect on the value. The last printf call illustrates nested function calls to the shift function. The innermost call to the shift function is executed first. This call specifies that wI is to be shifted right three places. The result of this function call, which is 0017777, is then passed to the shift function to be shifted to the left three places. As you can see from the program's output, this has the net effect of setting the low order three bits of wI to zero. (Of course, we know by now that this also could have been done by simply ANDing wI with _ 7.) For the next program example, which ties together some of the bit operations we have presented in this chapter, we will develop a function to rotate a value to the left or right. The process of rotation is similar to shifting, except that when a value is rotated to the left the bits that are shifted out of the high-order bits are shifted back into the low-order bits. When a value is rotated to the right, the bits that are shifted out of the low-order bits of the value are shifted back into the h~gh-order bits. So if we are dealing with 16 bit unsigned int's, then the value octal 0100000 rotated to the left by one bit would produce octal 000000 I, since the I from the sign bit that would normally be lost by a left shift of one bit would be brought around and shifted back into the low-order bit. We will have our function take two arguments: the first, the value to be rotated and the second, the number of bits the object is to be rotated by. If this second argument is positive, then we will rotate the value to the left; otherwise we will rotate the value to the right. We can adopt a fairly straightforward approach to implementing our rotate function. For example, in order to compute the result of rotating x to the left by n bits, where x is of type int and n ranges from 0 to the number of bits in an int - 1,we can extract the leftmost n bits of x, shift x to the left by n bits, and then put the extracted bits back into x at the right. A similar algorithm can also be used to implement the right rotate function. The program that follows implements the rotate function using the algorithm described above. This function makes the assumption that an int uses 16 bits on the computer. In an exercise at the end of this chapter we will
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 discuss a way to modify the function so that this assumption does not have to be made. The function handles the special cases where the rotate count is specified as 0, - 16, or 16. In either of these three cases, the function returns the original value (which happens to be the correct answer) as the function result. Program 12.4 1* function
 
 to rotate
 
 an unsigned
 
 unsigned int rotate (value, unsigned int value; int n;
 
 int to the left or right
 
 *
 
 n)
 
 .:~
 
 unsigned if
 
 int
 
 ==
 
 (n
 
 result,
 
 II
 
 Q
 
 n
 
 bits;
 
 ==
 
 return (value); else if ( n > 0 )
 
 -16
 
 II
 
 n
 
 ==
 
 1* left rotate
 
 16 *1
 
 {
 
 bits = value » result = value
 
 «
 
 (16 - n); n bits;
 
 }
 
 1* right
 
 else
 
 rotate
 
 *1
 
 {
 
 r.
 
 = -n;
 
 «
 
 bits = value result = value
 
 (16 - n); »n I bits;
 
 -,,"
 
 return
 
 MaIn
 
 (result);
 
 ()
 
 .(
 
 unsigned printf printf printf printf printf
 
 w1 = Oxa1b5,
 
 int
 
 ("Xx\n", ("Xx\n", ("Xx\n", ("Xx\r,", (UXx\n ll,
 
 rotate rotate rotate rotate rotate
 
 (wi, (w1, (w2, (w2, (w1,
 
 w2 = Oxff22; 4»; -4»; 8»; -2»; 0» ;
 
 }
 
 Program 12-4 Output 1b5a 5a1b 22ff bfc8
 
 a1bS
 
 An n-bit rotation to the left is divided into three steps by the function. First, the n leftmost bits of the value are extracted and shifted to the right. This is done by shifting value to the right by the size of an int (in our case 16) minus n. Next, value is shifted n bits to the left, and finally, the extracted bits are ORed
 
 -~-----~.-
 
 ------_._ _-------_ -...•
 
 ..
 
 '
 
 •••......•..
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 back in. A similar procedure is followed to perform the rotation of value to the right. In the main routine, we resorted to the use of hexadecimal notation for a change. The first call to the rotate function specifies that the value of wI is to be rotated four bits to the left. As can be seen from the program's output, the hexadecimal value 1b5a is returned by the rotate function, which is in fact al b5 rotated to the left four bits (which conveniently happens to be the number of bits in a hexadecimal digit). The second call to the rotate function has the effect of rotating the value of wI four bits to the right; and as you can see from the program's output, the 5 that was in the low-order four bits of wI was correctly rotated around into the high-order four bits. The next two calls to the rotate function do similar things with the value of w2, and are fairly self-explanatory. The last call to the rotate function specifies a rotate count of O. The program's output verifies that in such a case the function simply returns the value unchanged.
 
 · Bit Fields
 
 ·
 
 With the bit operators discussed above, we can proceed to perform all sorts of sophisticated operations on bits. Bit operations are frequently performed on data items which contain "packed" information. Just as a short Int can be used to conserve memory space on many computers, so can we pack information into the bits of a byte or word if we do not need to use the entire byte or word to represent the data. For example, flags which are used for a boolean TRUE or FALSE condition can be represented in a single bit on a computer. Declaring a variable that will be used as a flag will use at least 8 bits (one byte), and probably 16 bits on most computer systems. And if we needed to store many flags inside a large table, then the amount of memory that would be "wasted" could become significant. There are two methods in C that can be used to pack information together to make better use of memory. One way is to simply represent the data inside a normal Int, for example, and then access the desired bits of the Int using the bit operators we have just described. Another way is to define a structure of packed information using a C construct known as a bit field. To illustrate how the first method can be used, suppose we needed to pack 5 data values into a single word because we had to maintain a vary large table of these values in memory. Assume that three of these data values are flags, which we will call f 1, f2, and f3; the fourth value is an integer called type, which ranges from 1 through 12; and the final value is an integer called index, which ranges from 0 to 500. In order to store the values of the flags f 1, /2, and /3, we would only require three bits of storage, one bit for the TRUE/FALSE value of each flag. To store the value of the integer type, which ranges from 1to 12, would require 4 bits of
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 storage. Finally, to store the value of the integer index, which can assume a value from 0 to 500, we would need 9 bits. Therefore, the total amount of storage needed to store the five data values f 1, f2, f3, type, and index, would (conveniently) be 16 bits. We could define an integer variable that could be used to contain all five of these values, as in unsigned
 
 int
 
 packed_data;
 
 and could then arbitrarily assign specific bits or fields inside packed_data to be used to store the five data values. One such assignment is depicted in Figure 12-1, which assumes that the size of packed_data is 16 bits. If it were larger than 16 bits, then we could still conceptualize these field assignments as occupying the 16 rightmost bits of the integer. We can now apply the correct sequence of bit operations to packed-data to set and retrieve values to and from the various fields of the integer. For example, we can set the type field of packed-data to 7 by shifting the value 7 the appropriate number of places to the left and then ORing it into packed-data: packed_data
 
 1= 7
 
 «
 
 9;
 
 Or we can set the type field to the value of n, where n is between 0 and 15 by the statement packed_data
 
 1= n
 
 «
 
 9;
 
 (to ensure that n is between 0 and 15 we can AND it with Oxf before it is shifted.) Of course, the above statements will work only if we know that the type field is zero; otherwise we must zero it first by ANDing it with a value (frequently called a mask) that consists of O's in the four bit locations of the type field and l's everywhere else: &=
 
 packed_data
 
 Oxelff;
 
 To save us the bother of having to explicitly calculate the above mask, and also to make the operation independent of the size of an integer, the following statement could be used instead to set the type field to 0 : packed_data
 
 «
 
 ~(Oxf
 
 &=
 
 9);
 
 Combining the statements described above, we can set the type field of packed_data to the value contained in the four low-order bits of n, irrespective of any value previously stored in this field, with the statement packed_data.
 
 fl
 
 ~ 0
 
 fZ ~ 0
 
 (packed_data
 
 «
 
 9»
 
 I
 
 0
 
 0
 
 9);
 
 -.... ,..-
 
 /'-
 
 /'
 
 «
 
 & Oxf)
 
 I «n
 
 inde:.:
 
 t~pe
 
 f3 ~ 0
 
 & ~(Oxf
 
 -0
 
 0
 
 I
 
 0
 
 """"'
 
 0
 
 0
 
 0
 
 0
 
 0
 
 Fig. 12-1. Bit field assignments in packed...data.
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 (Some of the parentheses in the above expression are superfluous but were added to aid its readability.) You can see how complex the above expression is for accomplishing the relatively simple task of setting the bits in the type field to a specified value. Extracting the value of one of these fields is not as bad: the field can be shifted into the low-order bits of the word and then ANDed with a mask of the appropriate bit length. So to extract the type field of packed-data and assign it to n, the statement 9)
 
 8. O:d';
 
 will do the trick. The C language does provide a more convenient way of dealing with bit fields. This method employs the use of a special syntax in the structure definition that allows us to define a field of bits and assign a name to that field. Whenever the term "bit field" is applied to C, it is this approach that is referenced. In order to define the bit field assignments mentioned above, we can define a structure called packed-struct, for example, as follows: struct
 
 packed_struct
 
 {
 
 un~:) :i. :ed ,"char c; float fl ir,t. i;
 
 The declaration for a keyword union is used real difference between is allocated. Declaring '_'nion Mi:.:ed
 
 union is identical to that of a structure, except the where the keyword struct is otherwise specified. The structures and unions has to do with the way memory a variable to be of type mixed as in
 
 :;
 
 To store a floating point value into x, the notation x.f is used: :.:.f
 
 = 786.3869;
 
 Finally, to store the result of dividing an integer count by 2 into x, the statement x.i
 
 =
 
 count
 
 /
 
 2;
 
 could be used. Since the float, char, and int members of x all co-exist in the same place in memory, only one value can be stored into x at a time. Furthermore, it is your responsibility to ensure that the value retrieved from a union is consistent with the way it was last stored in the union. A union member follows the same rules of arithmetic as the type of the member that is used in the expression. So in >~.i
 
 /
 
 2
 
 the expression is evaluated according to the rules of integer arithmetic, since x.i and 2 are both integers.
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 A union can be defined to contain as many members as desired. The C compiler ensures that enough storage is allocated to accommodate the largest member of the union. Structures can be defined that contain unions, as can arrays. When defining a union, the name of the union is not required, and variables can be declared at the same time that the union is defined. Pointers to unions can also be declared, and their syntax and rules for performing operations are the same as for structures. The use of a union enables us to define arrays that can be used to store elements of different data types. For example, the statement struct {
 
 char int union
 
 lICnaMe; t~pe;
 
 -:: int i; float n char c; f data; table [TABLE_ENTRIESJ;
 
 }
 
 sets up an array called table consisting of TABLE-ENTRIES elements. Each element of the array contains a structure consisting of a character pointer called name, an integer member called type, and a union member called data. Each data member of the array can contain either an int, a float, or a char. The integer member type might be used to keep track of the type of value stored in the member data. For example, we could assign it the value INTEGER (defined appropriately, we assume) if it contained an int, FLOATING if it contained a float, and CHARACTER if it contained a char. This information would enable us to know how to reference the particular data member of a particular array element. To store the character' #' into table [5], and subsequently set the type field to indicate that a character is stored in that location, the following two statements could be used: table[5J.data.c = 't'; table[~J.t~pe = CHARACTER;
 
 When sequencing through the elements of table, we could determine the type of data value stored in each element by setting up an appropriate series of test statements. For example, the following loop would display each name and its associated value from table at the terminal. INTEGER 0 FLOATING 1 CHARACTER 2
 
 tdefine tdefine tdefine
 
 for
 
 (
 
 j
 
 0;
 
 j
 
 < TABLE_ENTRIES;
 
 ++j
 
 {
 
 printf
 
 ("%s
 
 ", table[jJ.naMe>;
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 )
 
 -::
 
 ...-.
 
 case INTEGEF~: printf ("7.d\n". table[jJ.data.i); break; case FLOATING: printf ("7.f\n". table[j].data.f); breal operator to a structure pointer. The result of applying the. operator to a structure is an lvalue only if the expression to the left of the . is an lvalue. Applying the indirection operator * to a pointer also produces an lvalue. An lvalue expression is required in certain places: the expression on the left-hand side of an assignment operator must be an lvalue. Furthermore, the increment and decrement operators can only be applied to lvalues, as can the unary address operator &. 5.1 Operator Precedences and Assodat1v1ty Table A-3 summarizes the various operators in the C language. These operators are listed in order of decreasing precedence. Operators grouped together have the same precedence. As an example of how to use Table A-3, consider the expression
 
 The multiplication operator has higher precedence than both the bitwise OR and bitwise AND operators, since it appears above both of these in Table A-3. Similarly, the bitwise AND operator has higher precedence than the bitwise OR operator, since the former appears above the latter in Table A-3. Therefore, this expression would be evaluated as bl(c&(dll(e»)
 
 Now consider the following expression: b " c
 
 1I(
 
 d
 
 Since the modulus and multiplication operators appear in the same grouping in Table A-3, they have the same precedence. The associativity listed for these operators is left to right, indicating that the above expression would be evaluated as ( b " c
 
 )
 
 1I(
 
 d
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 TABLE A.3: SUMMARY OF C OPERATORS DESCRIPI'ION
 
 OPERATOR
 
 ASSOCIATIVITY
 
 Function call Array element reference Pointer to structure member reference Structure member reference
 
 Left to right
 
 Unary minus Increment Decrement Logical negation Ones complement Pointer reference (indirection) Address Size of an object Type cast (conversion)
 
 Right to left
 
 Multiplication Division Modulus
 
 Left to right
 
 Addition Subtraction
 
 Left to right
 
 Left shift Right shift
 
 Left to right
 
 Less than Less than or equal to Greater than Greater than or equal to
 
 Left to right
 
 Equality Inequality
 
 Left to right
 
 !=
 
 lk
 
 Bitwise AND
 
 Left to right
 
 Bitwise XOR
 
 Left to right
 
 I
 
 Bitwise OR
 
 Left to right
 
 lklk
 
 Logical AND
 
 Left to right
 
 II
 
 Logical OR
 
 Left to right
 
 ? :
 
 Conditional expression
 
 Right to left
 
 = .= j= ,,= += -= lk= 1\= 1= «= »=
 
 Assignment operators
 
 Right to left
 
 Comma operator
 
 Left to right
 
 ()
 
 [ ]
 
 ->
 
 ++ * lk
 
 sizeof (type)
 
 *
 
 j
 
 "+ « » = --
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 As another example, the expression ++a->b
 
 would be evaluated
 
 as
 
 ++(a->b)
 
 since the - >operator has higher precedence than the ++ operator. Finally, since the assignment operators group from right to left, the statement a
 
 =
 
 =
 
 b
 
 0;
 
 would be evaluated a = (b
 
 as
 
 = 0>;
 
 which would have the net result of setting the values of a and b to zero. In an expression that uses an associative and commutative operator ( +, &, I, the order of evaluation of the operands is not defined. For example, in the expression
 
 *,
 
 A
 
 ),
 
 a '+ b
 
 it is not defined whether a or b will be evaluated first. In this case, it hardly makes a difference, but in the case of the expression :.:[i]
 
 + ++i.
 
 it does, since the value of i may be incremented before x(i] is evaluated. Another case in which the order of evaluation is not defined is in the expression :.:[i.]
 
 =
 
 ++i
 
 In this situation, it is not defined whether the value of i will be incremented before or after its value is used to index into x. The order of evaluation of function arguments is also undefined. Therefore, in the function call f
 
 (i,
 
 ++ i)
 
 ;
 
 i may be incremented
 
 first, thereby causing the same value to be sent as the two arguments to the function. The C language guarantees that the && and II operators will be evaluated from left to right. Furthermore, in the case of &&, it is guaranteed that the second operand will not be evaluated if the first is zero; and in the case of II it is guaranteed that the second operand will not be evaluated if the first is non-zero. This fact is worth bearing in mind when forming expressions such as
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 since in this case check_data will only be called if the value of dataJIag is zeto. To take another example, if the array a is declared to contain n elements, then the statement that begins if ( index
 
 )=
 
 0
 
 &&
 
 index
 
 
:
 
 + 10
 
 would be a valid constant expression, provided that x is an external or static variable. Furthermore, the expression ! &aCj,OJ - 5
 
 is a valid constant expression if a is an external or static array. Finally, since &a[O] is equivalent to the expression a, a + sizeof
 
 (char)
 
 *
 
 100
 
 is also a valid constant expression. , For the last situation that requires a constant expression (after the #jf), the rules are the same as for the first three cases, except the slzeof operator apd enumeration constants cannot be used. 5.3 Arithmetic Operators Given that a. b are expressions of any basic data type except void; 1, j are expressions of any integer data type; then the expression
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 negates the value of a; adds a and b; subtracts b from a; multiplies a by b; divides a by b; gives the remainder of i divided by j.
 
 In each expression, the usual arithmetic conversions are performed on the operands (see Section 5.16). If two integral values are divided, then the result is truncated. If either operand is negative, then the direction of the truncation is not defined (Le., -3/2 may produce -Ion some machines and -2 on others); otherwise truncation is always toward zero (3/2 will always produce 1). See Section 5.15 for a summary of arithmetic operations with pointers. 5.4
 
 Logical Operators
 
 Given that a, b
 
 are expressions pointers;
 
 of any basic data type except void, or are both
 
 then the expression
 
 a && b has the value 1if both a and b are non-zero, and 0 otherwise (and a II b !a
 
 b is evaluated only if a is non-zero); has the value 1if either a or b is non-zero, and 0 otherwise (and b is evaluated only if a is zero); has the value 1 if a is zero, and 0 otherwise.
 
 The usual arithmetic conversions are applied to a and b (see Section 5.16). The type of the result in all cases is into 5.5
 
 Relational Operators
 
 Given that a, b
 
 are expressions pointers.
 
 of any basic data type except void, or are both
 
 then the expression a = b has the a == b has the a != b has the
 
 value value value value value value
 
 1 if a is less than b, and 0 otherwise; 1 if a is less than or equal to b, and 0 otherwise; 1 if a is greater than b, and 0 otherwise; 1if a is greater than or equal to b, and 0 otherwise; 1 if a is equal to b, and 0 otherwise; 1 if a is not equal to b, and 0 otherwise.
 
 The usual arithmetic conversions are performed on a and b (see Section 5.16). The first four relational tests are only meaningful for pointers if they point into the same array. The type of the result in each case is into
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 5.6 Bitwise Operators Given that i, j, n
 
 are expressions of any integer d~ta type;
 
 then the expression performs performs performs takes the n shifts I to n shifts i to
 
 i& j iIj iA j
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