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 C HAPTER 1
 
 Apache and the Internet THIS CHAPTER IS an introduction to both Apache and the concepts that underlie it; that is, the Hypertext Transfer Protocol (HTTP) and the basics of networking and the Internet. It’s aimed at those totally new to Apache and Web servers in general. This chapter is introductory in nature, so if you’re familiar with system administration or are well read on Internet subjects, you might want to skip ahead to Chapter 2. In this chapter, I’ll also discuss the most important criteria to consider when choosing server hardware. Although it’s quite easy to install Apache manually, you’ll also look at dedicated server solutions for those looking for ready-made solutions with vendor support. Finally, I’ll round off the chapter by presenting some of the graphical configuration tools available for Apache installations.
 
 Apache: The Anatomy of a Web Server In this section, I’ll introduce some of the basic concepts behind Web servers. You’ll also look at how Apache works and why it has become the Web server of choice on the Internet.
 
 The Apache Source Apache is the most popular Web server software on the Internet. The true secret of Apache’s success is that the source code is freely available. This means that anyone who wants to add features to their Web server can start with the Apache code and build on it. Indeed, some of Apache’s most important modules began as externally developed projects. mod_vhost_alias and mod_dav are both good examples. To encourage this kind of external development, all binary distributions now come with a complete copy of the source code that’s ready to build. Examining the source code can be instructive and educational, and sometimes, it can even turn up a bug— such is the power of open peer review. When a bug is found in Apache, anyone can post a fix for it to the Internet and notify the Apache development team. This produces rapid development of the server and third-party modules, as well as faster fixes for any bugs discovered. It’s also a core reason for its reputation as a secure Web server.
 
 The Apache License Like the majority of source code available on the Internet, Apache is covered by a license permitting its distribution. Unlike the majority of source code, however, Apache uses its own license rather than the GNU Public License (GPL). Apache’s
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 license is considerably more relaxed than the GPL—it permits a much broader range of commercial applications and makes only a few basic provisions. Generally, if you intend to use Apache for your own purposes, you don’t have anything to worry about. If you intend to distribute, rebadge, or sell a version of Apache or a product that includes Apache as a component, the license becomes relevant. This is an approximation and shouldn’t be taken as generally applicable—if in doubt, read the license. The license for Apache is actually quite short and easily fits on a single page. It’s included in every source and binary distribution and is reproduced for convenience in Online Appendix C. Keep in mind also that there are several third-party products that build on Apache, and those products have additional licenses of their own. Apache’s license may not apply to them, or it may apply only in part. Apache may be free, but proprietary extensions of it may not be.
 
 Support for Apache Apache isn’t directly supported by the Apache Software Foundation (ASF), although it’s possible to submit bugs and problem reports to them if all other avenues of information have been exhausted. As with most open-source projects, the best source of support is the informative but informal online community. For many applications, this is sufficient because Apache’s reliability record is such that emergency support issues don’t often arise. In particular, Apache servers don’t need the emergency fixes that are common for certain other Windows-based Web servers. Given that Apache is more popular than all other Web servers combined, this says a lot about its resiliency (popularity statistics are available at http://www.netcraft.com/survey/). However, if support is a concern, there are a few options available: IBM: IBM’s WebSphere product line uses Apache as its core component on AIX, Linux, Solaris, and Windows NT. IBM offers support on its own version of Apache, which it calls the IBM HTTPD Server. Apple: Apple Computers integrated Apache into both its MacOS X Server and MacOS X desktop operating systems as a standard system component. Because MacOS X is based on a BSD Unix derivative, Apache on MacOS X is remarkably unchanged from a typical BSD or Linux installation. Hewlett-Packard: The Hewlett-Packard Apache-based Web server v.2.0.0 on hp-ux 11.0 and 11i (PA-RISC) is available. SuSE and Red Hat: The vendors of Linux-based distributions that incorporate Apache (for example, SuSE and Red Hat) offer support on their products, including support for Apache. As with most support services, the quality of this varies from vendor to vendor. Fortunately, and especially where Linux is concerned, researching the reliability of vendors online is easy; there’s usually no shortage of people offering their opinion. ISPs and so on: The Internet Service Providers (ISPs) and system integrators who provide Apache support. You can find a list of these on the Apache Web site at
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 http://www.apache.org/info/support.cgi. The number of ISPs that offer Apachebased servers has grown considerably in the past few years. The choices of Apache services offered by ISPs include dedicated servers and colocation, virtual servers, and hosted accounts. Different ISP packages offer varying degrees of control over Apache. Some will only allow minor configuration for a virtual host on a server administered by the ISP, and other options include a complete dedicated server over which you have complete control. The choice of convenience over flexibility is one you have to make.
 
 How Apache Works Apache doesn’t run like a user application such as a word processor. Instead, it runs behind the scenes, providing services for other applications that communicate with it, such as a Web browser.
 
 NOTE In Unix terminology, applications that provide services rather than directly communicate with users are called daemons. Apache runs on Windows NT, where the same concept is known as a service. Windows 95/98 and Windows ME aren’t capable of running Apache as a service; it must be run from the command line (the MS-DOS prompt or the Start menu’s Run command), even though Apache doesn’t interact with the user once it’s running.
 
 Apache is designed to work over a network, so Apache and the applications that talk to it don’t have to be on the same computer. These applications are generically known as clients. Of course, a network can be defined as anything from a local intranet to the whole Internet, depending on the server’s purpose and target audience. I’ll cover networks in more detail later in this chapter. The most common kind of client is of course a Web browser; most of the time when I say client, I mean browser. However, there are several important clients that aren’t browsers. The most important are Web robots and crawlers that index Web sites, but don’t forget streaming media players, news ticker applications, and other desktop tools that query Internet servers for information. Web proxies are also a kind of client because they forward requests for other clients. The main task of a Web server is to translate a request into a response suitable for the circumstances at the time. When the client opens communication with Apache, it sends Apache a request for a resource. Apache either provides that resource or provides an alternative response to explain why the request couldn’t be fulfilled. In many cases, the resource is a Hypertext Markup Language (HTML) Web page residing on a local disk, but this is only the simplest option. It can be many other things, too—an image file, the result of a script that generates HTML output, a Java applet that’s downloaded and run by the client, and so on. Apache uses HTTP to talk with clients. It’s a request/response protocol, which means that it defines how clients make requests and how servers respond to them: Every HTTP communication starts with a request and ends with a response. The
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 Apache executable takes its name from the protocol, and on Unix systems is generally called httpd, short for HTTP daemon. I’ll discuss the basics of HTTP later in this chapter; the details are, more or less, the rest of the book.
 
 Running Apache: Unix vs. Windows Apache was originally written to run on Unix servers, and today it’s most commonly found on Linux, BSD derivatives, Solaris, and other Unix platforms. Since Apache was ported to Windows 95 and NT, it has made substantial inroads against the established servers from Microsoft and other commercial vendors—a remarkable achievement given the marketing power of those companies in the traditionally proprietary world of Windows applications. Because of its Unix origins, Apache 1.3 was never quite as good on Windows as it was on Unix, but with Apache 2, programmers have completely redesigned the core of the Apache server. One major change is the abstraction of platform-specific implementation details into the Apache Portable Runtime (APR), and the server’s core processing logic has been moved into a separate module, known as a Multi Processing Module (MPM). As a result, Apache runs faster and more reliably on Windows because of an MPM dedicated to those platforms. NetWare, BeOS, and OS/2 also benefit from an MPM tuned to their platform-specific needs. Apache runs differently on Unix systems than on Windows. When you start Apache 1.3 on Unix, it creates (or forks) several new child processes to handle Web server requests. Each new process created this way is a complete copy of the original Apache process. Apache 2 provides this behavior in the prefork MPM, which is designed to provide Apache 1.3 compatibility. Windows doesn’t have anything resembling the fork system call, so Apache was extensively rewritten to use the native Windows threads. Theoretically, this is a much more efficient and lightweight solution because threads can share resources (thereby reducing their memory requirements). It also allows more intelligent switching between tasks by the operating system. However, Apache 1.3 used the Windows POSIX emulation layer (a Unix compatibility standard) to implement threads, which meant that it never ran as well as it theoretically would have. Apache 2 uses native Windows threads directly, courtesy of the APR, and accordingly runs much more smoothly. Thread support in Apache 2 for the Unix platform is found in the worker, leader, threadpool, and perchild MPMs, which provide different processing models depending on your requirements. The new architecture coupled with the benefits of threaded programming provide a welcome boost in performance and also reduce the differences between Windows and Unix, thus simplifying future development work on both platforms.
 
 NOTE Apache is more stable on Windows NT, 2000, and XP than on Windows 9x and ME because the implementation of threads is cleaner on the former. To run Apache on Windows with any degree of reliability, choose an NT-derived platform because it allows Apache to run as a system service.
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 However, if reliability and security are a real concern, you should consider only a Unix server for the sake of both Apache’s and the server. Additionally, new versions of Apache stabilize much faster on Unix than Windows, so choose Unix to take advantage of improvements to the server as soon as possible. Apache is capable of running on many operating systems, in most cases straight from an installed binary distribution—notably OS/2, 680x0, PowerPC-based Macs (both pre–MacOS X and post–MacOS X), BeOS, and NetWare. MacOS X is remarkable in that it’s almost entirely unremarkable; it’s only a Unix variant. Apache 2 provides MPMs for Unix, Windows, OS/2, BeOS, and NetWare as standard, all of which I’ll cover in Chapter 9. Other MPMs are also in development. I won’t cover these additional MPMs in depth, but you can find more information on the ASF Web site at http://www.apache.org/.
 
 Configuring Apache Apache is set up through configuration files in which directives can be written to control Apache’s behavior. Apache supports an impressive number of directives, and each module that’s added to the server provides more. The approach Apache takes to configuration makes it extremely versatile and gives the administrator comprehensive control over the features and security provided by the server. It gives Apache a major edge over its commercial rivals, which don’t offer nearly the same degree of flexibility and extensibility. It’s also one of the reasons for Apache’s slightly steeper learning curve, but the effort is well worth the reward of almost complete control over every aspect of the Web server’s operation. The drawback to Apache’s versatility is that, unlike other commercial offerings, there’s currently no complete solution for configuring Apache with a Graphical User Interface (GUI) editor—for involved tasks, you must edit the configuration by hand. That said, there are some credible attempts at creating a respectable configuration tool to work with Apache’s power and flexibility. Depending on your requirements, one of these might prove adequate for your needs. More information is available in the “Using Graphical Configuration Tools” section in Chapter 2. The drawback is that many configuration tools handle only the most common configuration tasks, so the more advanced your needs become, the more you’ll find yourself editing the configuration directly. The fact that you’re editing in a GUI editor’s window doesn’t alter the fact that the GUI can help you only so much. Most of this book is concerned with solving problems using Apache’s configuration directives. I introduce the most important ones in Chapter 4 and more advanced ones throughout the rest of the book in the context of the features they provide. However, I’ll also take some time to consider peripheral issues. For example, Chapter 3 covers building Apache from source when you can apply some additional configuration not available at any other time. Chapters 10 and 11 cover Web server security from the point of view of Apache and the server as a whole. This is also a configuration issue, but it’s one that extends outside merely configuring Apache.
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 Understanding Modules One of Apache’s greatest strengths is its modular structure. The main Apache executable contains only a core set of features. Everything else is provided by modules (as shown in Figure 1-1), which can either be built into Apache or be loaded dynamically when Apache is run. Apache 2 takes this concept even further, removing platformspecific functionality to MPMs and subdividing monolithic modules such as mod_proxy and mod_cache into core and specific implementation submodules. This allows you to pick and choose precisely the functionality you want. It also provides an extensible architecture for new proxy and cache types. Consequently, the Web server administrator can choose which modules to include and exclude when building Apache from the source code, and unwanted functionality can be removed. That makes the server smaller, require less memory, and less prone to misconfiguration. Apache Core Request Handler Therefore, the server is that much more secure. Conversely, modules Virtual Host not normally included in Apache can be added and enabled to provide extra functionality. Linked List Of Installed Modules Apache also allows modules to be added so you don’t have to rebuild Apache each time you want to add new functionality. Adding a new module involves simply MPM installing it and then restarting the running Apache server—nothing else is necessary. To support added DSO modules, Apache consumes a little more memory than otherwise, and the server starts more slowly Modules because it has to load modules from SSL disk. This is a minor downside but possibly an important one when Proxy high performance is a requirement. Additionally, the supplied apxs tool Perl enables you to compile and add new CGI modules from the source code to your server using the same settings that were used to build Apache itself. Ruby/Perl/Python/C++/... There’s a vast array of thirdparty modules for Apache. Some of Figure 1-1. Apache and module interaction them, such as mod_fastcgi, provide specific additional features of great use in extending Apache’s power. With mod_fastcgi, Apache can cache CGI scripts in a way that makes them respond better to users and consume of fewer system resources.
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 Other modules provide major increases in power and flexibility. For example, mod_perl integrates a complete Perl interpreter into Apache, allowing it to use the whole range of software available for Perl. Some previously third-party modules have even been added to the Apache 2 distribution as permanent features, notably mod_dav. Probably the biggest new entry, however, is the cornerstone of Secure Sockets Layer (SSL) support in Apache—mod_ssl. This module eliminates a host of inconvenient issues (including the need to patch Apache’s source code) that Web server administrators had to deal with in Apache 1.3. It’s this flexibility, Apache’s stability and performance, and the availability of its source code that makes it the most popular Web server software on the Internet.
 
 The Hypertext Transfer Protocol HTTP is the underlying protocol that all Web servers and clients use. Whereas HTML defines the way that Web pages are described, HTTP is concerned with how clients request information and how servers respond to them. HTTP usually works beneath the surface, but a basic understanding of how HTTP works can be useful to the Web server administrator when diagnosing problems and dealing with security issues. This information is also useful because many of Apache’s features are HTTP-related as well. The HTTP/1.1 protocol is defined in detail in RFC 2616, which can be accessed in text form at http://www.w3.org/Protocols/rfc2616/rfc2616.txt. Although this is a technical document, it’s both shorter and much more readable than might be expected. Administrators are encouraged to at least glance at it, and those who expect to use Apache’s more advanced features will want to keep a printed copy handy. Portable Document Format (PDF) versions are also available. HTTP is a request/response stateless protocol, which means that the dialogue between a Web client (which may or may not be a browser) and server consists of a request from the client, a response from the server, and any necessary intermediate processing. After the response, the communication stops until another request is received. The server doesn’t anticipate further communication after the immediate request is complete, unlike other types of protocols that maintain a waiting state after the end of a request.
 
 HTTP Requests and Responses The first line of an HTTP request consists of a method that describes what the client wants to do, a Uniform Resource Identifier (URI) indicating the resource to be retrieved or manipulated, and an HTTP version. This is followed by a number of headers that modify the request in various ways, for example, to make it conditional on certain criteria or to specify a hostname (required in HTTP/1.1). On receipt of the request and any accompanying headers, the server determines a course of action and responds to the request. A typical request for an HTML document might be this: GET /index.html HTTP/1.1 Host: www.alpha-complex.com
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 TIP Using the telnet command or a similar command line connection utility, you can connect to a running server and type the request in by hand to see the request and response directly. For example, type telnet localhost 80 and then press Enter twice to send the request after typing both lines. See Chapter 2 for more about using telnet.
 
 Successful requests return a status code of 200 and the requested information, prefixed by the server’s response headers. A typical set of response headers for an Apache server looks something like this: HTTP/1.1 200 OK Date: Mon, 28 Jul 2003 16:22:41 GMT Server: Apache/2.0.46 (Unix) Last-Modified: Mon, 28 Jul 2003 16:22:41 GMT ETag: "d456-68-248fdd00" Accept-Ranges: bytes Content-Length: 104 Content-Type: text/html; charset=ISO-8859-1
 
 The status line, which contains the protocol type and success code, appears first, followed by the date and some information about the server. Next are the rest of the response headers, which vary according to the server and request. The most important is the Content-Type header, which tells the client what to do with the response. The Content-Length header lets the client know how long the body of the response is. The Date, ETag, and Last-Modified headers are used in caching. If an error occurs, an error code and reason are returned on the status line: HTTP/1.1 404 Not Found
 
 It’s also possible for the server to return a number of other codes in certain circumstances, for example, redirection.
 
 Understanding HTTP Methods Methods tell the server what kind of request is being made. The examples shown in Table 1-1 are truncated to illustrate the nature of the request and response. A real Apache server will likely send far more headers than these, as illustrated by the sample responses. In HTTP/1.1, the methods shown in Table 1-2 are also supported.
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 Request
 
 Response
 
 GET
 
 Get a header and resource from the server.
 
 GET /index.html HTTP/1.0
 
 HTTP/1.1 200 OK Date: Mon, 28 Jul 2003 17:02:08 GMT Server: Apache/2.0.46 (Unix) Content-Length: 1776 Content-Type: text/html; charset=ISO-8859-1 Connection: close
 
 A blank line separates the header and resource.
 
 Return the header that would be returned by a GET method, but don’t return the resource itself.
 
 ... HEAD /index.html HTTP/1.0
 
 HTTP/1.1 200 OK Date: Mon, 28 Jul 2003 17:01:13 GMT Server: Apache/2.0.46 (Unix) Content-Length: 1776 Content-Type: text/html; charset=ISO-8859-1 Connection: close
 
 POST /cgi-bin/search.cgi HTTP/1.0 Content-Length: 46 query=alpha+complex&casesens=false&cmd=submit
 
 HTTP/1.1 201 CREATED Date: Mon, 28 Jul 2003 17:02:20 GMT Server: Apache/2.0.46 (Unix) Content-Type: text/html; charset=ISO-8859-1 Connection: close
 
 Note that the content length is returned even though there’s no content. POST
 
 Send information to the server. The server’s response can contain confirmation that the information was received.
 
 ... 
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 The server must be configured to respond appropriately to a POST, for example, with a CGI script.
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 Table 1-1. Basic HTTP Methods
 
 Request
 
 HTTP/1.1 200 OK Date: Mon, 28 Jul 2003 16:54:55 GMT Server: Apache/2.0.46 (Unix) Allow: GET, HEAD, POST, OPTIONS, TRACE Content-Length: 0 Content-Type: text/plain; charset=ISO-8859-1
 
 TRACE
 
 Trace a request to see what the server actually sees.
 
 HTTP/1.1 200 OK Date: Mon, 28 Jul 2003 17:09:18 GMT Server: Apache/2.0.46 (Unix) Content-Type: message/http; charset=ISO-8859-1
 
 TRACE * HTTP/1.1 Host: www.alpha-complex.com
 
 This displays what the request looks like after it has passed through any intermediate proxies. It may also be directed at an intermediate proxy by the Max-Request header to discover information about intermediate servers.
 
 Response
 
 TRACE * HTTP/1.1 Host: www.alpha-complex.com
 
 For more information on TRACE, see RFC 2616. DELETE
 
 Delete a resource on the server. In general, the server should not allow DELETE methods, so attempting to use it should produce a response like that given in the example. The exception isWebDAV servers, which do implement DELETE.
 
 DELETE /document.html HTTP/1.1 Host: www.alpha-complex.com
 
 HTTP/1.1 405 Method Not Allowed Date: Mon, 28 Jul 2003 17:24:37 GMT Server: Apache/2.0.46 (Unix) DAV/2 Allow: GET, HEAD, OPTIONS, TRACE Content-Type: text/html; charset=ISO-8859-1 <TITLE>405 Method Not Allowed Method Not Allowed The requested method DELETE is not allowed for the URL /document.html. 
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 Return the list of methods allowed by the server. OPTIONS * HTTP/1.1 Host: www.alpha-complex.com This is of particular relevance to WebDAV servers, which support additional methods defined in RFC 2518.
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 Create or change a file on the server.
 
 Enable proxies to switch to a tunneling mode for protocols like SSL.
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 CONNECT
 
 This is the contents of a file we want to create on the server
 
 HTTP/1.1 201 CREATED Date: Mon, 28 Jul 2003 17:30:12 GMT Server: Apache/2.0.46 (Unix) DAV/2 Content-Type: text/html; charset=ISO-8859-1 ... 
 
 11:53 AM
 
 In general, the server should not allow PUT methods because POST is generally used instead. PUT implies a direct relationship between the URI in the PUT request and the same URI in a subsequent GET, but this is not implied by POST. Again, WebDAV servers may implement PUT.
 
 PUT /newfile.txt HTTP/1.1 Host: www.alpha-complex.com Content-Type: text/plain Content-Length: 63
 
 12/14/03
 
 PUT
 
 See the AllowCONNECT directive in Chapter 8 for more details.
 
 Apache and the Internet
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 Understanding URIs A URI is a textual string that identifies a resource, either by name, by location, or by any other format that can be understood by the server. URIs are defined in RFC 2396. The URI is usually a conventional Uniform Resource Locator (URL) as understood by a browser, of which the simplest possible form is the forward slash (/). Any valid URI on the server can be specified here, for example: /index.html /centralcontrol/bugreport.htm:80 http://www.alpha-complex/images/ultraviolet/photos/outside.jpg
 
 If the method doesn’t require a specific resource to be accessed, the asterisk (*) URI can be used. The OPTIONS example in Table 1-2 just shown uses the asterisk. Note that for these cases, it’s not incorrect to use a valid URI, just redundant.
 
 Understanding the HTTP Protocol The protocol version is one of the following: • HTTP/0.9 • HTTP/1.0 • HTTP/1.1 In practice, nothing ever sends HTTP/0.9 because the protocol argument itself was introduced with HTTP/1.0 to distinguish 1.0 requests from 0.9 requests. HTTP/0.9 is assumed if the client doesn’t send a protocol, but only GET and POST can work this way because other methods didn’t exist before the introduction of HTTP version 1.0.
 
 HTTP Headers HTTP headers (also known as HTTP header fields) can pass with HTTP messages in either direction between client and server. Any header can be sent if both ends of the connection agree about its meaning, but HTTP defines only a specific subset of headers. Recognized HTTP headers are divided into three groups: Request headers are sent by clients to the server to add information or modify the nature of the request. The Accept-Language header, for example, informs the server of the languages the client accepts, which Apache can use for content negotiation. Response headers are sent by the server to clients in response to requests. Standard headers generally sent by Apache include the Date and Connection. Entity headers may be sent in either direction and add descriptive information (also called meta information) about the body of an HTTP message. HTTP requests are permitted to use entity headers only for methods that allow a body, that is, PUT and
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 POST. Requests with bodies are obliged to send a Content-Length header to inform the server how large the body is. Servers may instead send a Transfer-Encoding header but must otherwise send a Content-Length header. In addition to content headers, which also include Content-Language, Content-Encoding, and the familiar Content-Type, two useful entity headers are Expires and Last-Modified. Expires tells browsers and proxies how long a document remains valid; Last-Modified enables a client to determine if a cached document is current. (To illustrate how this is useful, consider a proxy with a cached document for which a request arrives. The proxy first sends the server a HEAD request and looks for a Last-Modified header in the response. If it finds one and it’s no newer than the cached document, the proxy doesn’t bother to request the document from the server but sends the cached version instead. (See mod_expires in Chapter 4 for more details.) Online Appendix H gives a full list of recognized HTTP headers.
 
 Networking and TCP/IP Although a computer can work in isolation, it’s generally more useful to connect it to a network. For a Web server to be accessible, it needs to be connected to the outside world. To network two or more computers together, some kind of communication medium is required. In an office this is usually something such as Ethernet, with a network card installed in each participating computer and connecting cables. Wireless networking cards and hubs are another increasingly common option. Wired or not, however, hardware alone isn’t enough. Although it’s still possible to get away with sending data as-is on a serial connection, computers sharing a network with many other computers need a more advanced protocol for defining how data is transmitted, delivered, received, and acknowledged. Transport Communication Protocol/Internet Protocol (TCP/IP) is one of several such protocols for communicating between computers on a network, and it’s the protocol predominantly used on the Internet. Others include Token Ring (which doesn’t run on Ethernet) and SPX/IPX (which does), both of which are generally used in corporate intranets.
 
 Definitions TCP/IP is two protocols, one built on top of the other. As the lower level, IP routes data between sender and recipient by splitting the data into packets and attaching a source and destination address to each packet. There are now two versions of IP available. The older, and most common, is IPv4 (IP version 4). This is the protocol on which the bulk of the Internet still operates, but it’s now beginning to show its age. Its successor is IPv6, which extends the addressing range from 32 to 128 bits, adds support for mobile IP and quality-of-service determination, and provides optional authentication and encryption of network connections. This part of the protocol is large enough in its own right that it’s published in a separate specification known as IPSec, and it’s the basis of Virtual Private Networks (VPNs).
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 TCP relies on IP to handle the details of getting data from one point to another. On top of this, TCP provides mechanisms for establishing connections, ensuring that data arrives in the order that it was sent, and handling data loss, errors, and recovery. TCP defines a handshake protocol to detect network errors and defines its own set of envelope information, including a sequence number, which it adds to the packet of data IP sends. TCP isn’t the only protocol that uses IP. Also part of the TCP/IP protocol suite is User Datagram Protocol (UDP). Unlike TCP, which is a reliable and connectionoriented protocol, UDP is a connectionless and nonguaranteed protocol used for noncritical transmissions and broadcasts, generally for messages that can fit into one packet. Because it doesn’t check for successful transmission or correct sequencing, UDP is useful in situations where TCP would be too unwieldy, such as Internet broadcasts and multiplayer games. It’s also the basis of peer-to-peer networks such as Gnutella (http://www.gnutella.com/), which implement their own specialized error detection and retransmission protocols. TCP/IP also includes Internet Control Message Protocol (ICMP), which is used by TCP/IP software to communicate messages concerning the protocol itself, such as a failure to connect to a given host. ICMP is intended for use by the low-level TCP/IP protocol and is rarely intended for user-level applications.
 
 NOTE The TCP, UDP, ICMP, and IP protocols are defined in the following RFCs: UDP: 768, IP: 791, ICMP: 792, TCP: 793. See Online Appendix A for a complete list of useful RFCs and other documents.
 
 Packets and Encapsulation I mentioned earlier that IP and TCP both work by adding information to packets of data that are then transmitted between hosts. To really understand TCP/IP, it’s helpful to know a little more about IP and TCP. When an application sends a block of data—a file or a page of HTML—TCP splits the data into packets for transmission. The Ethernet standard defines a maximum packet size of 1500 bytes. (On older networks, the hardware might limit packets to a size of 576 bytes.) When establishing a connection, TCP/IP determines how large a packet is allowed to be. Even if the local network can handle 1500 bytes, the destination or an intermediate network might not. Unless an intermediate step can perform packet splitting, the whole communication will have to drop down to the lowest packet size.
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 Once TCP knows what the packet size is, it encapsulates each block of data destined for a packet with a TCP header that contains a sequence number, source and destination ports, and a checksum for detecting errors. This header is like the address on an envelope, with the data packet as the enclosed letter. IP then adds its own header to the TCP packet, in which it records the source and destination IP addresses so intermediate stages know how to route the packet. It also adds a protocol type to identify the packet as TCP, UDP, ICMP, or some other protocol, and another checksum. If you’re using IPv6, the packet can be signed to authenticate the sender and encrypted for transmission. Furthermore, if the packet is to be sent over an Ethernet network, Ethernet adds yet another header containing the source and destination Ethernet addresses for the current link in the chain, a type code, and another checksum. The reason for this is that while IP records the IP addresses of the sending and receiving hosts in the header, Ethernet uses the Ethernet addresses of the network interfaces for each stage of the packet’s trip. Each protocol works at a closer range than the one it encapsulates, describing shorter and shorter hops in the journey from source to destination. Both IP and TCP add 20 bytes of information to a data packet, all of which has to fit inside the 1500-byte limit imposed by Ethernet. So the maximum size of data that can fit into a TCP/IP packet is actually 1460 bytes. Of course, if IP is running a serial connection instead an Ethernet, it isn’t necessarily limited to 1500 bytes for a packet. Other protocols may impose their own limitations.
 
 ACKs, NAKs, and Other Messages The bulk of TCP transmissions are made up of data packets, as I just described. However, IP makes no attempt to ensure that the packet reaches its destination, so TCP requires that the destination send an Acknowledged message (ACK) to tell the sending host that the message arrived. ACKs are therefore nearly as common as data messages, and in an ideal network, exactly as many ACKs occur as data messages. If something is wrong with the packet, TCP requires the destination to send a Not Acknowledged message (NAK) instead. In addition to data, ACKs, and NAKs, TCP also defines synchronization (SYN), for establishing connections, and FIN, for ending them. The client requests a connection by sending a SYN message to a server, which establishes or denies the connection by sending an ACK or NAK, respectively. When either end of the connection wants to end it, it sends a FIN message to indicate it no longer wants to communicate. Figure 1-2 illustrates this process.
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 SYN SYN/ACK ACK Communication (ACK)
 
 Client
 
 FIN
 
 Server
 
 ACK FIN ACK
 
 Figure 1-2. TCP communication messages
 
 There are, therefore, three eventualities the sending host can expect: • The destination host receives a packet, and if the packet is the one it expected or a new connection, it sends an ACK. • The packet’s checksum doesn’t match or the sequence number of the packet is wrong, so the destination sends a NAK to inform the host that it needs to send the packet again. • The destination doesn’t send anything at all. In this case, TCP eventually decides that the packet or the response got lost and sends it again. Several kinds of Denial of Service (DoS) attacks exploit aspects of TCP/IP to attempt to tie up servers unnecessarily. One such attack is the SYN flood, when many SYN packets are sent to a server, but the acceptance of the requested connections is never acknowledged by the client. Clearly, a little understanding of TCP packets can be of more than just academic interest. Actually doing something about such attacks is one of the topics of Chapter 10.
 
 The TCP/IP Network Model TCP and IP form two layers in a hierarchy of protocols stretching from the application at the top to the hardware at the bottom. The TCP/IP network model is a simplified version of the OSI seven-layer networking model, which it resembles but isn’t completely compliant with. Although the OSI model is often compared to TCP/IP in
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 network references, the comparison is next to useless because nothing else entirely complies with OSI either. An understanding of TCP/IP on its own is far more valuable. TCP/IP is a four-level network hierarchy, built on top of the hardware and below the application. Figure 1-3 shows a simplified stack diagram.
 
 Layer Name
 
 Protocols
 
 Application
 
 sendmail (SMTP), inted, Apache, HTTP
 
 Transport
 
 TCP, UDP, ICMP
 
 Internet
 
 IP
 
 Data Link
 
 PPP, SLIP, ISDN Ethernet
 
 TCP/IP - 4 Layer Network Model Figure 1-3. Four-layer network model
 
 The Data Link level is shown as a single level, but in practice it often contains multiple levels. However, the point of TCP/IP is that you don’t need to care. For example, in a typical communication between a Web server and client, the layers might look like the following: at the server, connected to an Ethernet network (see Figure 1-4) and at the client, a user on a dial-up network account (see Figure 1-5).
 
 HTTP TCP IP Ethernet
 
 Figure 1-4. TCP/IP layers on a typical Web server
 
 17
 
 3006_Ch01_CMP3
 
 12/14/03
 
 11:53 AM
 
 Page 18
 
 Chapter 1
 
 HTTP (Netscape) TCP IP PPP (Point-To-Point Protocol) Serial Connection
 
 Figure 1-5. TCP/IP layers on a client communicating with a Web server
 
 In this case, an additional PPP, which breaks the bottom data link layer into two layers, has been used to enable IP to work over the basic serial protocol used between modems. When the user asks for a Web page through his or her browser, the browser generates the request using HTTP. It’s then transmitted over a TCP-initiated connection using IP to route the packet containing the request to a gateway across a serial connection using PPP. IP routes the packet through potentially many intermediate servers. The address information in the packet tells each intermediate server where the packet needs to go next. At the server, the network interface sees a packet whose IP address identifies it as for the server. The server pulls the packet off the network and sends it up to TCP, which sees that it’s a connection request and acknowledges it. A little later, the network sees a data packet that’s again sent up to TCP, which identifies it as being for the connection just established. It acknowledges the data packet, strips off the envelope information, and presents the enclosed HTTP request to Apache. Apache processes the request and sends a response back to the client, working its way down the hierarchy again and back across the Internet to the client. If instead you were trying to manage a mail system on a Unix e-mail server, the protocol layers would look like Figure 1-6.
 
 SMTP (sendmail) TCP IP Ethernet
 
 Figure 1-6. TCP/IP layers on a mail server
 
 As you can see, the only difference is the top-level protocol and the application you use—TCP/IP handles everything else.
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 Non-IP Protocols There are several other protocols that run directly over Ethernet and don’t use IP. For example, the Address Resolution Protocol (ARP) is used on Ethernet networks to deduce the Ethernet address of a network interface from its IP address. Rival protocols such as SPX/IPX also run on Ethernet without involving IP. The design of Ethernet allows all these protocols to coexist peacefully. Very few of these protocols are found on the Internet because the majority of them aren’t capable of making the journey from source to destination in more than one hop—this is what IP provides. Therefore, protocols that need it, such as TCP or UDP, are built on top of it rather than independently.
 
 IP Addresses and Network Classes Each host in a TCP/IP network needs to have a unique IP address assigned to it by the network administrators. In addition, if the host is to communicate over the Internet, it needs to have a unique IP address across the whole of the Internet as well. IPv4 addresses are 32-bit numbers, usually written as 4 bytes, or octets, with a value between 0 and 255, separated by periods—for example, 192.168.20.181. IPv6 addresses are 128-bit numbers, represented as colon-separated blocks of hexadecimal numbers—for example, fe80::910:a4ff:aefe:9a8. The observant will notice that there aren’t enough digits to make up a 128-bit address. This is because a number of zeros have been compressed into the space occupied by the double colon, so you don’t have to list them explicitly. This number is intended to be only partially under your control; part of it is derived from the Ethernet address of the network interface. This allows automatic allocation of IPv6 addresses and mobile IP networking, one of the design goals of IPv6. IPv6 is discussed in more detail later in the chapter. The total range of IP addresses is partitioned into regions within which different classes of networks reside. The rest of the Internet considers IP addresses within a network class to be part of the same network, and it expects to use one point of contact, called a gateway, to route packets to hosts inside that network. In addition, certain IP addresses (the first, all 0s, and the last, all 255s) in each class are considered special, so there aren’t quite as many addresses for hosts as you might expect. I’ll discuss these special addresses in a moment. The IPv4 address space, which is still the addressing scheme on the Internet, is nominally divided into regions of class A, class B, and class C networks for the purposes of allocation. • Class A networks, of which there are very few, occupy the address range whose first number is between 1 and 126. The first number only is fixed, and the total number of possible hosts in a class A network is 16,777,214. • Class B networks occupy the range from 128 to 191. Both the first and second numbers are fixed, giving a total of 16,382 possible class B networks, each with a possible 65,534 hosts.
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 • Class C networks are the smallest, occupying the range 192 to 223. The first three numbers are fixed, making more than two million class C networks available, but each one is capable of having only 254 hosts. • The range from 224 to 254 is reserved in the TCP/IP specification. The IPv6 address space is divided similarly but across a wider range: 6 octets (48 bits) are fixed, with the remaining 10 (80 bits) assigned to the local network.
 
 Special IP Addresses Certain IP addresses get special treatment from TCP/IP networks. Within a network class, an address of 0s denotes an anonymous source address when the host doesn’t know what IP address it is—a rare occurrence. An address of all 255s is a broadcast address for the network (all hosts on the network may receive a broadcast). The netmask isn’t strictly an address; it defines which addresses in an IP address range are considered directly connected (that is, on the same network segment). Addresses differing by more than the netmask are on different networks and must use gateways and routers to communicate. Depending on the network class, the number of 0s or 255s varies, as the three example networks in Table 1-3 illustrate.
 
 Table 1-3. IP Address Classes Class
 
 Anonymous
 
 Broadcast
 
 Netmask
 
 A
 
 16.0.0.0
 
 16.255.255.255
 
 255.0.0.0
 
 B
 
 181.18.0.0
 
 181.18.255.255
 
 255.255.0.0
 
 C
 
 192.168.32.0
 
 192.168.32.255
 
 255.255.255.0
 
 Because broadcasts are connectionless—the originating host sends the data to any host capable of receiving it—they’re done using UDP. IPv6 works differently than IPv4 in this respect and doesn’t support broadcasting. Instead, it uses multicasting. For simplicity, I’ll skip this and stick to IPv4 for this discussion. There are also a few IP address ranges that networking hardware such as routers treat differently. Addresses within these ranges are considered private, and packets for them are never transmitted outside the local network by routers. For this reason, these addresses make good choices for testing networks or for intranets that’ll never be directly connected to the Internet. Table 1-4 shows the complete list of private IP address ranges.
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 Table 1-4. Reserved IP Address Blocks Defined by RFC 1918 Class
 
 Private Networks
 
 A
 
 10.0.0.0
 
 B
 
 172.16.0.0 to 172.31.0.0
 
 C
 
 192.168.0.0 to 192.168.255.0
 
 Another special IP address is the loopback address, 127.0.0.1, which refers to the local host (often given the name localhost, appropriately enough). Use this to access servers running on the local machine. Mail servers use other addresses in the 127 network to identify open relays and other undesirable mail origins. Services such as MAPS, ORDB, ORBZ, and Spews all operate Domain Name System (DNS) query servers that return an address in the 127 network when the originating IP address is blacklisted. This works because the address isn’t legal, which makes it an effective way for a yes or no query to be made from a DNS server. This is a nonstandard use of TCP/IP addressing standards but an effective one.
 
 Netmasks and Routing IP addresses are made up of two parts: the network address on the left and the local host address to the right. The network classes A, B, and C correspond to networks with an exact number of octets, but you can use a netmask (sometimes called a subnet mask) to divide the network and local address at points of your choosing using binary arithmetic. This tells you whether two hosts are local to each other or on different networks. The netmask is a fundamental attribute of the network interface, just like the IP address. A server can use it to determine whether a destination IP address is local and can be contacted directly or must be reached indirectly through an intermediate router. The netmask is a number that looks like an IP address but isn’t. It defines the binary bits from the network part of the address. It’s all 1s to the right of the dividing line between network and local host and all 0s to the left. A netmask with a 0 to the right of a 1 is invalid and illegal. To get the network address for an IP address, the netmask is logically joined to it by an AND command—this gives you 181.18.0.0 for the network address in the class B example. The netmask of an IP address is an added string that determines the network block—A, B, or C—a given address belongs in as well as the size of the address space of the host address. Normally, a netmask takes the form of, for example, belonging to a class C address space, 255.255.255.0. The octets with a value of 255 are the indicator of class placement. One octet of 255 followed by zeros indicate a class A, two octets of 255 indicate a class B, and of course, the example of three octets of 255 indicates a class C.
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 Simply put, the netmask does exactly what it sounds like it does: It masks the net or network. In the example just shown, the class C host is determined solely by its last octet value; therefore, the first three octets are network-related. Using this knowledge lets you create the netmask of 255.255.255.0, or N.N.N.H, where N is network and H is host. If two IP addresses map to the same network address after being joined by an AND with the netmask, they’re on the same network; if not, they’re on different networks. IPv6 netmasks are no different from their IPv4 counterparts, just longer and less interesting to look at. For example, note the three hosts with IP addresses shown in Table 1-5.
 
 Table 1-5. Example Hosts on Different Networks IP Address
 
 Host
 
 192.168.1.1
 
 Host A
 
 192.168.1.2
 
 Host B
 
 192.168.2.1
 
 Host C
 
 If you define a netmask of 255.255.255.0 for the network interfaces on each host, Host A and Host B will be assumed to be on the same network. If Host A sends a packet, TCP/IP will attempt to send it directly to Host B. However, Host B can’t send a packet to Host C directly because the netmask stipulates that 192.168.1 and 192.168.2 are different networks. Instead it’ll send the packet to a gateway. Each host is configured with the IP address of at least one gateway to send packets it can’t deliver itself. If, however, you define a netmask of 255.255.0.0, all three hosts will be considered to be on the same network. In this case, Host A will be able to send to Host C directly, assuming they’re connected to the same physical network. When you experience routing problems on a network, a badly configured netmask is often the cause, particularly if Host A can connect to Host B, but not vice versa. IP is responsible for ensuring that a packet addressed to a particular host gets delivered to that host. By dividing the address space into logical networks, the task of finding a host becomes much simpler—instead of having to know every host on the Internet, a host needs to know only a list of gateways and pick the one that’s the next logical step on the route. The identity of the next stop is then fed to the underlying protocol (for example, Ethernet) so that the packet is forwarded to it for onward delivery. In Ethernet’s case, the identity is the Ethernet address of the gateway on the local network. The gateway carries out the same procedure using its own list of gateways and so on until the packet reaches the final gateway and its destination.
 
 NOTE For a practical example of netmasks in action, see the sample ifconfig output given later in the chapter. This shows two local addresses and an external Ethernet interface partitioned by a netmask to force them onto separate networks.
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 Web Services: Well-Known Ports When a client contacts a server, it’s generally because the client wants to use a particular service—e-mail or File Transfer Protocol (FTP), for example. To differentiate between services, TCP implements the concept of ports, allowing a single network interface to provide many different services. When a client makes a network connection request to a server, it specifies not only the IP address of the server it wants to contact as required by IP, but also a port number. By default, HTTP servers such as Apache server port 80, which is the standard port number for HTTP. When a connection request arrives for port 80, the operating system knows that Apache is watching that port and directs the communication to it. Each standard network service and protocol has an associated port that clients may connect to for that service, be it HTTP, FTP, telnet, or another service. The standard list of port numbers is defined under Unix in a file called /etc/ services, which lists all the allocated port numbers. The corresponding file under Windows is called Services and is located in the installation directory of Windows C:\WINNT\system32\drivers\etc\. In fact, the operating system and the various daemons responsible for providing services already know what ports they use. Other applications use /etc/services to refer to a service by name instead of by number. /etc/services also specifies which protocol (TCP or UDP) a service uses; many services handle both TCP and UDP connections. The following is a short list of some of the most common port numbers, extracted from a typical /etc/services file: ftp finger www www pop-2 pop-2 pop-3 pop-3 nntp ntp ntp imap2 imap2 snmp imap3 imap3 https https uucp
 
 21/tcp 79/tcp 80/tcp 80/udp 109/tcp 109/udp 110/tcp 110/udp 119/tcp 123/tcp 123/udp 143/tcp 143/udp 161/udp 220/tcp 220/udp 443/tcp 443/udp 540/tcp
 
 http postoffice
 
 readnews untp
 
 imap imap
 
 uucpd
 
 # # # # # # # # # # # # # # # # # # #
 
 File Transfer Protocol Finger Daemon WorldWideWeb HTTP HyperText Transfer Protocol Post Office Protocol Version 2 Post Office Protocol Version 3 USENET News Transfer Protocol Network Time Protocol Interactive Mail Access Protocol V2 Simple Net Management Protocol Interactive Mail Access Protocol V3 Secure HTTP Secure HTTP Unix to Unix Copy
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 Of particular interest in this list is the HTTP port at 80 and the HTTPS port at 443. Note that both UDP and TCP connections are acceptable on these ports. How they’re handled when used on a given port depends on the program handling them. Just because a service is listed doesn’t mean that the server will respond to it. Indeed, there are plenty of good reasons not to respond to some services—telnet, FTP, SNMP, POP-3, and finger are all entirely unrelated to serving Web pages and can be used to weaken server security. On Unix systems, port numbers below 1024 are reserved for system services and aren’t useable by programs run by nonprivileged users. For Apache to run on port 80, the standard HTTP port, it has to be started by root or at system startup by the operating system. Nonprivileged users can still run an Apache server as long as they configure Apache to use a port number of 1024 or higher. On Windows, no such security conditions exist.
 
 Internet Daemon: The Networking Super Server Not every service supplied by a host is handled by a constantly running daemon. Because that would be very wasteful of system resources, Unix runs many of its services through the Internet daemon (inetd), a super server that listens to many different ports and starts a program to deal with connections as it receives them. One such service is FTP, which usually runs on port 21. Unlike Apache, which usually runs stand-alone and appears as several httpd processes, there’s no ftpd process running under normal conditions. However, inetd is looking at port 21, and when it receives a TCP connection request, it starts a copy of ftpd to handle the connection. Once started, ftpd negotiates its own private connection with the client, allowing inetd to get back to listening. Once the communication is over—in FTP’s case, when the file is transferred or aborted—the daemon exits. Apache 1.3 has a configuration directive, ServerType, which allows it to run either as a stand-alone service or to be invoked by inetd such as FTP. In this configuration, there are no httpd processes running until inetd receives a connection request for port 80 (or on whatever port inetd has been configured to start Apache). inetd then runs httpd and gives it the incoming connection, allowing Apache to handle the request. Because a separate invocation of Apache is started for each individual client connection, and each invocation lasts only for as long as it takes to satisfy the request, this is a hideously inefficient way to run Apache—this is why almost all Apache configurations are stand-alone. Consequently, Apache 2 removes the option entirely. inetd isn’t without its problems. As the central coordinating daemon for many lesser networking services, it’s one of the biggest sources of network security breaches. The daemon itself isn’t insecure, but it implements services such as telnet that are. As a result, many Web server administrators choose to disable it entirely because none of the services it manages are necessary for a Web server. More recent Unix distributions come with an improved daemon called xinetd that builds in additional security measures, but in most cases there are still no compelling reasons to enable it. See Chapter 10 for more information on this topic.
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 The Future: IPv6 The current IP protocol, IPv4, uses four 8-bit numbers to make up IP addresses, allowing for 232 possible addresses. Even allowing for anonymous and broadcast addresses, that’s theoretically enough to give one to almost every person on the planet and certainly everyone with a computer. Unfortunately, because of the way all these addresses are divided up into A, B, and C class networks, IP addresses are in danger of running out. The solution to this is IPv6, version 6 of the IP protocol, which makes provisions for 128-bit addresses instead of the current 32 bits. Whereas IPv4 addresses are generally written as four decimal numbers separated by periods, IPv6 addresses are written as eight four-digit hexadecimal numbers separated by colons. Within each block, leading zeros can be omitted and replaced by a double colon for brevity, so an IPv6 address could look like fe80::910:a4ff:aefe:9a8, which is short for fe80:0910:0000:0000:0000:a4ff:aefe:09a8. This will allow a mind-boggling 2128 possible IP addresses. IPv6 also introduces support for several other important features. One is qualityof-service information, which allows for the prioritizing of data across a network. This allows servers to handle HTTP traffic with a higher priority than, for example, e-mail. Another is authentication and encryption, which is provided for by IPSec, the security specification built into the IPv6 protocol.
 
 NOTE IPSec at its simplest is a replacement for SSL, but it’s capable of much more, including the authentication and secure delivery of individual packets of information. It’s the basis of modern VPNs and is well worth investigation by companies looking to extend their private intranets securely to remote offices and mobile computers.
 
 IPv6 support is now commonly available for most platforms, but Linux and BSD have had it the longest. Commercial platforms caught up more recently. Apache 2 now supports IPv6 addresses in all directives that deal with the network, notably Listen, VirtualHost, allow, and deny. Implementation of IPv6 networks is still happening slowly, though, despite the advantages that it offers. However, adoption of IPv6 will gain critical mass only when enough servers support it. Therefore, consider adding IPv6 to Apache’s configuration, and if you’re hosting a server at an ISP, encourage the ISP to add support for IPv6 as well. If the ISP can’t yet support IPv6, hassle them until they do or move to one that does. Apache 2 will automatically build in support for IPv6 if it’s compiled on an operating system that supports it. IPv6 is essentially a separate network running alongside IPv4. The principal network supporting IPv6 during its setup and deployment is known as the IPv6 backbone (6bone), and access points to it are available in most countries. There are three ways to get an IPv6 address and become part of the IPv6 network: • Get a 6bone address through an ISP. These addresses are ultimately assigned by 6bone.
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 • Get a production IPv6 address from an ISP with a production IPv6 top-level network identifier. The International Regional Internet Registry (RIR) assigns these addresses. • Use an IPv6 to IPv4 tunnel to connect a local IPv4 address to an external IPv6 address. Addresses in this range start with 2002, followed by the IPv4 address of the router on the local network; the remaining bits form the local portion of the IPv6 address and are allocated by the ISP. You can find more information on 6bone and IPv6, as well as detailed instructions on how to get established on an IPv6 network, at http://www.6bone.net/. Note especially the page on how to join 6bone.
 
 Networking Tools Administering a network is a complex process too involved to discuss here, but some aspects of administration from a performance and security point of view are discussed in Chapters 8 and 10. However, there are a few utilities that a Web server administrator might sometimes find useful when troubleshooting a server. Unix is generally better equipped than most other operating systems for this kind of analysis because it evolved hand-in-hand with the Internet and is the predominant operating system for implementing Internet systems.
 
 Displaying the Configuration ifconfig is a standard utility on any Unix system and deals with network interface configuration (if is short for interface). You can use it to display the current configuration of a network interface. A privileged user can also use it to change any parameter of a network interface, be it an Ethernet card, a serial PPP link, or the loopback interface. For example, to display the configuration of all network interfaces on the host, use this: $ /sbin/ifconfig -a
 
 On Windows, use the analogous ipconfig command: > ipconfig /all
 
 On a host with one Ethernet interface, this might produce something such as the following, showing two interfaces: eth0
 
 26
 
 Link encap:Ethernet HWaddr 00:10:A4:FE:09:68 inet addr:192.168.1.1 Bcast:192.168.1.255 Mask:255.255.255.128 inet6 addr: fe80::910:a4ff:aefe:9a8/10 Scope:Link UP BROADCAST NOTRAILERS RUNNING MTU:1500 Metric:1 RX packets:112 errors:0 dropped:0 overruns:0 frame:0 TX packets:14 errors:0 dropped:0 overruns:0 carrier:0
 
 3006_Ch01_CMP3
 
 12/14/03
 
 11:53 AM
 
 Page 27
 
 Apache and the Internet collisions:0 txqueuelen:100 RX bytes:9109 (8.8 Kb) TX bytes:5658 (5.5 Kb) lo
 
 Link encap:Local Loopback inet addr:127.0.0.1 Mask:255.0.0.0 inet6 addr: ::1/128 Scope:Host UP LOOPBACK RUNNING MTU:16436 Metric:1 RX packets:1540 errors:0 dropped:0 overruns:0 frame:0 TX packets:1540 errors:0 dropped:0 overruns:0 carrier:0 collisions:0 txqueuelen:0 RX bytes:231276 (225.8 Kb) TX bytes:231276 (225.8 Kb)
 
 lo:1
 
 Link encap:Local Loopback inet addr:192.168.1.131 Mask:255.255.255.128 UP LOOPBACK RUNNING MTU:16436 Metric:1
 
 lo:2
 
 Link encap:Local Loopback inet addr:192.168.1.132 Mask:255.255.255.128 UP LOOPBACK RUNNING MTU:16436 Metric:1
 
 The first interface is an Ethernet card with its own unique fixed Ethernet address assigned by the manufacturer, plus an IP address and netmask, which are configurable. This particular interface is on a server with IPv6 support, so it has both IPv4 and IPv6 addresses assigned to it by the operating system. The IPv4 address also has a netmask that puts it on a class C network and a broadcast address that’s a combination of the IP address and netmask. ifconfig also shows that the interface is up and running and capable of broadcasts, and it provides a set of statistics about the activity of the interface.
 
 NOTE The Maximum Transmission Unit (MTU) is 1500—the maximum for Ethernet.
 
 The second is the local loopback interface. Because it’s a loopback device and doesn’t depend on any actual hardware, it has neither an Ethernet address nor a broadcast address. Because Ethernet’s packet limit doesn’t apply to the loopback interface, it can get away with packets of up to 16,436 bytes. Because all data must loop back, the amount received is the same as the amount sent. If it weren’t, something strange would be happening. The third and fourth interfaces are IP aliases, which are a feature of some modern operating systems that allows several IP addresses to be assigned to the same interface and produce virtual interfaces. These particular aliases are for the loopback address, but you could alias the Ethernet interface, too, if you wanted to respond to several external IP addresses on the same server. Note that the addresses don’t need to be related to the primary interface’s address; in fact, these interfaces have addresses on the same class C network as the Ethernet interface. Because they’re by definition on different networks, the netmask is set so
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 that a final octet value of 0-127 is considered separate from 128-255. The aliased interfaces are 131 and 132, so they’re seen as separate from the Ethernet interface, which has a final octet of 1. This is essential to prevent real network traffic from being sent to purely local network addresses, and vice versa. Of course, the command-line arguments and output of ifconfig can vary from system to system. Use man ifconfig to bring up the manual page for ifconfig on your system.
 
 Monitoring a Network In addition to ifconfig, netstat is another standard Unix tool and useful for monitoring a network under Unix. It can extract a lot of different kinds of information on all or just one network interface. A short rundown of some of the arguments netstat uses will give you an idea of how to use this tool (see Table 1-6).
 
 Table 1-6. Command Line Arguments for netstat Argument
 
 Effect
 
 Display open connections (sockets) -a
 
 Also show listening and non-listening sockets
 
 -c
 
 Redisplay selected table continuously
 
 -i
 
 Display network interfaces
 
 -n
 
 Display IP addresses, don’t resolve names
 
 -r
 
 Display network routes
 
 -s
 
 Display network statistics
 
 -v
 
 Provide verbose information
 
 netstat supports many more arguments, especially for the default (open network connections) table—see http://snowhite.cis.uoguelph.ca/course_info/27420/ netstat.html for details.
 
 Examining the Packets Both these utilities enable an administrator to examine the packets being sent on a network. snoop is available on Solaris, and tcpdump is a free tool of similar capability available on Linux and FreeBSD. (It can be used on any platform that can build it because the source code is freely available.) Both tools allow packets to be examined as they appear on the network. Various options allow packets to be filtered according to source IP address and port, destination IP address and port, protocol, message type, and so on. For example, Apache’s communications could be monitored on port 80, filtered down to data packets. Note that it isn’t necessary to be on the server to do this. Any computer connected to the same network as the server will do, but Unix usually requires that a user is privileged to spy on the network for security reasons.
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 Pinging the Server ping, the simplest and handiest network tool of them all, sends out an ICMP message to a remote hostname or IP address to establish that it’s both present and reachable and reports the time taken for the round-trip. Most versions of ping also allow the remote server to be pinged at regular intervals—handy for preventing a network connection from timing out and disconnecting.
 
 Testing the Handling Capacity of the Network and Server A variant of ping whose name may vary, spray floods a destination server with ping packets to test the handling capacity of the network and server. The higher the percentage of packets that reaches the destination, the better the network. This is an unfriendly thing to do to a network that’s handling real network traffic, so you should use it with caution.
 
 Diagnosing Problems traceroute is useful for diagnosing problems with establishing network connections, for example, in cases where ping fails to reach the remote server. traceroute uses the ICMP protocol to ask for routing information from every intermediate step in the route, from the host to the destination. Across the Internet, this can return upward of 20 lines in some cases. traceroute is particularly useful when diagnosing problems surrounding failed connections because it can sometimes pinpoint where along the line the connection attempt is failing. It can also be useful for determining incorrectly configured or faulty systems in the network. Again, see http://www.stopspam.org/usenet/mmf/man/ traceroute.html for more information.
 
 Server Hardware When choosing server hardware for your Web site, there are several issues to consider, especially whether to buy hardware at all. See the section “Get Someone Else To Do It” at the end of this chapter for more information.
 
 Supported Platforms Apache runs on a wide range of platforms. Typically, it runs on Unix systems, of which the most popular are the free Unix-like operating systems, Linux and FreeBSD. MacOS X is also popular, if only because every machine shipped with OS X includes an Apache installation by default. Apache also runs on Windows NT, but Apache 1.3 isn’t quite as smooth on NT as it is in the Unix implementation. Apache 2 is better suited to Windows and provides improved performance and resiliency. There are also efforts to port Apache to other platforms in case you have a specific preference for one as yet unsupported.
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 Corporations that have service contracts and care about support should opt for the most relevant platform, assuming it runs Apache and performance and stability issues aren’t a concern. For anyone on a budget, a cheap PC with Linux or FreeBSD is economical, and both platforms have a good record for stability. Building an inexpensive cluster out of a selection of cheap servers is also more practical than it might appear at first. Simple clustering can be done using nothing more than Apache and a name server. For a simple server with undemanding Web sites, even an old 486 can be perfectly adequate. If you have old hardware to spare and want to put off a purchasing decision until you have a better idea of what you’ll need, older machines that have been retired from desktop use can fit the bill nicely. Alternatively, you can buy a cheap PC for development in the interim. When it comes to free software, Linux and FreeBSD are both popular choices. The main difference between them is that FreeBSD is slightly more stable and has faster networking support, but Linux has vastly more software available for it. The distinction is slight, however, because Linux is easily stable enough for most Web applications, and porting software from Linux to FreeBSD is usually not difficult. If stability is of paramount importance, and you don’t intend to install much additional software, choose FreeBSD. If you plan to install additional packages for database support, security, or e-commerce, Linux is probably preferable. Other BSD variants that are popular for Web servers are OpenBSD, NetBSD, and of course MacOS X. As of writing, the following platforms fully support Apache: AIX
 
 A/UX
 
 BS2000/OSD
 
 BSDI
 
 DGUX
 
 DigitalUnix
 
 FreeBSD
 
 HP-UX
 
 IRIX
 
 Linux
 
 MacOS X
 
 NetBSD
 
 NetWare
 
 OpenBSD
 
 OS/2
 
 OSF/1
 
 QNX
 
 ReliantUnix
 
 UnixWare
 
 Windows 9x and ME
 
 Windows NT, 2000, and XP
 
 Basic Server Requirements If you’re in a homogeneous environment such as a company, it makes sense to use the same kind of equipment for your server as you use elsewhere, if only to preserve the sanity of the system administrators and make network administration simpler. However, this isn’t as important a consideration as it might seem. If your server isn’t strongly connected to the rest of the company intranet (for example, if it doesn’t require access to a database), it’s a good idea to isolate the server from your intranet entirely for security. Because there’s no communication between the Web server and other servers, compatibility issues don’t arise. Apache will run on almost anything, so unless you have a specific reason to buy particular vendor hardware, any reliable low-cost or medium-cost PC will do the job. Stability is far more important than brand.
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 Using Dedicated Hardware One point that is still worth mentioning: Run Apache on its own dedicated hardware. Given the demands that a Web server can impose on a server’s Central Processing Unit (CPU), disk, and network, and given that Apache will run on very cheap hardware, there’s no reason not to buy a dedicated server for Web sites and avoid sharing resources with other applications. It’s also not a good idea to use a computer that hosts important applications and files for a public-access Web site.
 
 Using High-Performance/High-Reliability Servers For demanding applications, consider using a multiprocessor system. With expandable systems, you can scale up the server with additional processors or memory as demand on it increases. Alternatively, and possibly preferably, from both an expense and reliability point of view, clustering several independent machines together as a single virtual server is also a possibility. Several solutions exist to do this, as well as use custom clusters, which I cover in Chapter 7.
 
 Memory You can never have too much memory. The more you have, the more data can be cached for quick access. This applies not only to Apache but to any other processes you run on the server. You need the amount of memory that allows the server and any attendant processes to run without resorting to virtual memory. If the operating system runs out of memory, it’ll have to temporarily move data out of memory to disk (also known as swapping). When that data is needed again, it has to be swapped in and something else swapped out, unless memory has been freed in the meantime. Clearly this is inefficient; it holds up the process that needs the data and ties up the disk and processor. If the data being swapped is the Web server’s cache or frequently accessed database tables, the performance impact can be significant. To calculate how much memory you need, add the amount of memory each application needs and use the total. This is at best an inexact science, so the rule of thumb remains: Add more memory. Ultimately, only analyzing the server in operation will tell if you have enough memory. The vmstat tool on most Unix systems is one way to monitor how much the server is overrunning its memory and how much time it’s spending on swapping. Similar tools are available for other platforms. Windows NT has a very good tool called perfmon (Performance Monitor). An operating system that handles memory efficiently is also important (see the “Operating System Checklist” section later in this chapter).
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 Network Interface CPU performance and plenty of memory by themselves and won’t prevent a bottleneck if Input/Output (I/O) performance (frequency of access to interface card and hard disk) of the system is insufficient. In an intranet, very high demands are made of and from the network and interface card. Here, an older 10Base2 or 10BaseT connection can easily become a problem. A 10Base network can cope with a maximum throughput of six to eight megabits per second, and a Web server accessed at a rate of 90 hits per second will soon reach this limit. 100baseT network cards and cabling are now negligibly more expensive, so there’s no reason to invest in 10Base networking unless you have a legacy 10Base network that you can’t easily replace. Even in this case, dual 10/100Base network cards are a better option—you can always upgrade the rest of the network later. For the most demanding applications, Gigabyte Ethernet is also available, but it costs considerably more to implement. Provided that other computers don’t unduly stretch the network, a normal Ethernet card will in most cases be sufficient, as long as it’s not the cheapest card available at a cut-price computer store. Note that many lower-end cards don’t use features such as Direct Memory Access (DMA), also called bus mastering, so they perform significantly worse even though they’re “compatible” with more expensive ones.
 
 Using Dual Network Connections Fitting two network cards and assigning them different IP addresses on different networks is an excellent approach for servers, especially if you intend to connect them both to an ISP. The external network interface is then used exclusively for Web server access, and the internal network interface links to the database server or backup systems, allowing you to process database requests and make backups without affecting the external bandwidth. Similarly, a busy Web site won’t affect bandwidth on the internal network. Dual network interfaces have an additional security benefit: By isolating the internal and external networks and eliminating any routing between them, it becomes relatively easy to deny external users access to the internal network. For example, if you have a firewall, you can put it between the internal network interface and the rest of the network, which leaves the server outside but everything else inside.
 
 Internet Connection If the server is going to be on the Internet, you need to give careful consideration both to the type of connection you use and the capabilities of the ISP that’ll provide it. Here are some questions when considering an ISP: • Are they reliable? • Do they have good connectivity with the Internet (who are they peered with, and do they have redundant circuits)?
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 • Are you sharing bandwidth with many other customers? • If so, do they offer a dedicated connection? If you’re running a site with an international context (for example, if you run all the regional sites of an international company from one place), find out the answers to the following, as well: • Do they have good global connectivity? • Does technical support know the answer to all these questions when called? Note that just because an ISP can offer high bandwidth doesn’t necessarily mean that users on the Internet can utilize that bandwidth—that depends on how well connected the ISP is to its peers and the Internet backbone in general. Many ISPs rely on one supplier for their own connectivity, so if that supplier is overloaded, your high bandwidth is useless to you and your visitors, even if the ISP’s outgoing bandwidth is theoretically more than adequate.
 
 Hard Disk and Controller Fast hard disks and a matching controller definitely make sense for a Web server, and a SCSI system is infinitely preferable to Integrated Device Electronics (IDE) if performance is an issue. For frequently accessed Web sites, it also makes sense to use several smaller disks rather than one large hard disk. If, for instance, one large database or several large virtual servers are operated, for superior access performance, store the data on their own disks because one hard disk can read from only one place at one time. RAID 0 (striping) can also be used to increase the performance from a disk array. Combining it with RAID 1 for redundancy can be an effective way of improving server performance. This is known as RAID 0+1, RAID 1+0, and RAID 10—all three are the same. However, it can be expensive.
 
 Operating System Checklist For the server to run effectively (that is, be both stable and efficient), the hosting operating system needs to be up to the task. I have discussed operating systems in reference to Apache’s supported platforms, and I mentioned that as a server platform, Unix is generally preferred for Apache installations. Whatever operating system you choose, it should have all the following features to some degree: Stability: The operating system should be reliable and capable of running indefinitely without recourse to rebooting. Bad memory management is a major course of long-term unreliability.
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 Security: The operating system should be resistant to all kinds of attack, including DoS attacks (which tie up system resources and prevent legitimate users from getting service), and have a good track record of security. Security holes that are discovered should be fixed rapidly by the responsible authority. Note that rapidly means days, not weeks. Performance: The operating system should use resources effectively by handling networking without undue load on the rest of the operating system and performing task-switching efficiently. Apache in particular runs multiple processes to handle incoming connections; inefficient switching causes a performance loss. If you plan to run on a multiprocessor system, Symmetric Multi Processor (SMP) performance is also a key issue to consider. Maintenance: The operating system should be easy to upgrade or patch for security concerns, shouldn’t require rebooting or being taken offline to perform anything but significant upgrades, and shouldn’t require that the whole system be rebooted to maintain or upgrade just one part of it. Memory: The operating system should use memory effectively, avoid swapping unless absolutely necessary and then swap intelligently, and have no memory leaks that tie up memory uselessly. (Leaky software is one of the biggest causes of unreliable Web servers. For example, until recently, Windows NT has had a very bad record in this department.) However, leaky applications are also problematic. Fortunately, Apache isn’t one of them, but it used to be less stellar in this regard than it is now. License: The operating system shouldn’t come with strings attached that may compromise your ability to run a secure server. Some vendors, even large and very well-known ones, have been known to insert new clauses in license agreements that must be agreed to in order to apply critical security patches. Some of the terms and conditions in these licenses grant permission for the vendor to modify or install software at will over the Internet. This is a clear security concern, not to mention a confidentiality issue for systems handling company or client information, so any vendor with a track record of this kind of behavior should be eliminated for consideration, irrespective of how well they score (or claim to score) otherwise. Third-party modules can be more of a problem, but Apache supplies the MaxRequestsPerChild directive to forcibly restart Apache processes periodically, preventing unruly modules from misbehaving too badly. If you plan to use large applications such as database servers, you should check their records, too.
 
 Redundancy and Backup If you’re planning to run a server of any importance, you should give some attention to how you intend to recover the server if, for whatever reason, it dies. For example, you may have a hardware failure, or you might get cracked and have your data compromised. A RAID array is a good first line of defense, but it can be expensive. It also keeps the backup in the server itself, which isn’t much comfort if the server happens to catch fire and explodes. (Yes, this actually happens.) 34
 
 3006_Ch01_CMP3
 
 12/14/03
 
 11:53 AM
 
 Page 35
 
 Apache and the Internet
 
 A simple backup solution is to equip the server with a DAT drive or other mass storage device and configure the server to automatically copy the relevant files to tape at regular scheduled times. This is easy to set up even without specialist backup software; on a Unix platform, a simple cron job will do this for you. A better solution is to back up across an internal network, if you have one. This would allow data to be copied off the server to a backup server that could stand in when the primary server goes down. It also removes the need for manual intervention because DAT tapes don’t swap by themselves. If the server is placed on the Internet (or even if it isn’t), you should take precautions against the server being compromised. If this happens, there is only one correct course of action: Replace everything from reliable backups. That includes reinstalling the operating system, reconfiguring it, and reinstalling the site or sites from backups. If you’re copying to a single backup medium every day and don’t spot a problem before the next backup occurs, you have no reliable backup the following day. The moral is to keep multiple, dated backups. There are several commercial tools for network backups, and your choice may be influenced by the server’s environment—the corporate backup strategy most likely can extend to the server, too. Free options include obvious but crude tools such as FTP or NFS to copy directory trees from one server to another. (Unless you have a commandingly good reason to do so, you should probably not ever have NFS enabled on the server because this could compromise its security.) A better free tool for making backups is rsync, which is an intelligent version of the standard Unix rcp (remote copy) command that copies only the differences between directory hierarchies. Better still, it can run across an encrypted connection supplied by Openssh (secure shell), another free tool. If you need to make remote backups of the server’s files across the Internet, you should seriously consider this approach. (I cover both rsync and ssh in Chapter 10.) On the subject of free tools, another more advanced option worth noting is the Concurrent Versioning System (CVS). More often applied to source code, it works well on HTML files, too. (For more information on CVS, see http://www.cvshome.org/.) A final note about backups across the network: Even if you use a smart backup system that knows how to make incremental backups of the server, a large site can still mean a large quantity of data. If the server is also busy, whenever a backup is performed this data will consume bandwidth that would otherwise be put to toward handling browser requests, so it pays to plan backups and schedule them appropriately. If you have a lot of data to copy, consider doing it in stages (on a per-directory basis, for example) and definitely do it incrementally. Having dual network connections, backing up on the internal one, and leaving the external one for HTTP requests is a definite advantage here.
 
 Specific Hardware Solutions Many vendors now sell hardware with Apache or an Apache derivative preinstalled, coupled with administrative software to simplify server configuration and maintenance. At this point, all these solutions are Unix-based, predominantly Linux. Several ISPs are also offering some of these solutions as dedicated servers for purchase or hire.
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 Larger vendors include HP, Dell, Sun, and of course IBM, as well as a diverse list of smaller companies. The list of vendors is growing all the time—the Linux VAR HOWTO at http://en.tldp.org/HOWTO/VAR-HOWTO.html (and other places) has some useful pointers.
 
 Get Someone Else to Do It As an alternative to setting up a server yourself—with all the attendant issues of reliability, connectivity, and backups this implies—you can buy or hire a dedicated server at an ISP, commonly known as colocation. The advantages of this are that the ISP handles all the issues involving day-to-day maintenance, but you still get all the flexibility of a server that belongs entirely to you. You can even rebuild and reconfigure Apache as you want it because you have total control of the server. This also means you have total control over wrecking the server, so this doesn’t eliminate the need for a Web server administrator just because the server isn’t physically present. The disadvantage is that you’re physically removed from the server. If it has a serious problem, you may be unable to access it to find out what the problem is. The ISP will most likely also impose bandwidth restrictions, which you should be aware of. You’re also reliant on the ISP’s service, so checking out their help desk before signing up is recommended. Note that services vary from one ISP to another—some will back up the server files automatically; others will not. As with most things on the Internet, it pays to check prospective ISPs by looking them up on discussion lists and Usenet newsgroups. Caveat emptor!
 
 NOTE More introductory material is available at http://httpd.apache.org/docs/ misc/FAQ.html#what.
 
 Summary In this chapter, I covered the basic concepts of what a Web server is and introduced you to Apache. There are many reasons that Apache is a popular Web server, including the important fact that it’s free. The best form of support for Apache is the informative and informal support of the online community that’s very active in developing and maintaining it. I also discussed how Apache works on Unix and Windows as well as some networking tools such as ifconfig, netstat, snoop, tcpdump, ping, spray, and traceroute. In the latter part of the chapter, I covered the basic server requirements and some specific hardware solutions for your Web server. In the next chapter, I’ll cover installing Apache and configuring it as a basic Web server.
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 Getting Started with Apache APACHE IS BOTH powerful and highly configurable. As such, the range of configuration possibilities available can be daunting, and much of this book is dedicated to exploring them. Fortunately, installing, configuring, and testing a simple Apache setup is relatively straightforward. In this chapter, I’ll outline the basic steps necessary to download, install, and configure a basic Apache server. Depending on your requirements, you may choose to install a precompiled Apache distribution, download the source code and build it yourself, or opt for a prebuilt package that both installs and sets up the initial configuration for you. Binary distributions are available for many platforms and are all installed in essentially the same way. Prebuilt packages vary from platform to platform, so you’ll look at the two most common choices—Linux RPM packages and Windows Installer files. You’ll also learn about upgrading the server and setting up Apache to run automatically, if it doesn’t already, on both Windows and Unix. After installing the server, you’ll see the most essential of Apache’s configuration directives, the ones that Apache absolutely needs to set to start. Once this is done, you should have a running server. It might not do much at this point, but it’s enough to prove that the installation worked and that Apache is ready for the next stage of configuration. After setting up the basic configuration, you’ll examine the various ways in which Apache may be started, stopped, restarted, tested, and queried. You’ll then look at testing the server both with a browser and using the telnet command to see what the server is actually doing with the requests sent to it. The chapter concludes with a quick overview of some of the most popular graphical configuration tools available for Apache. Perhaps surprisingly, Apache has no standard configuration tool, but you can choose from several independent GUIs.
 
 NOTE This chapter contains a lot of information for the administrator who wants to learn the details of Apache installation, but for the most part, it’s not necessary to get down to this level. In the simplest and most common case, a basic Apache installation can take a matter of seconds.
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 Installing Apache This section investigates the various options available for installing Apache. In many cases, you may be lucky enough to have it installed already, in which case you can skip straight to basic configuration. However, you’ll want to upgrade the installation from time to time to take advantage of new features or close the door on an old bug, so knowing how to install Apache will be a useful skill sooner or later.
 
 Getting Apache The primary source for downloading Apache is http://httpd.apache.org/, the ASF project page for the HTTP server. You can also reach this via the foundation’s home page at http://www.apache.org/. The Apache home page is understandably busy and provides links to several international mirrors where you have the option to download the software from a closer location. Apache releases appear in two basic forms—binary and source—for several operating systems. The binary releases are prebuilt, ready to install. They also include a copy of the source code, so you can customize, rebuild, and then reinstall it. From Apache 2 onward, binary distributions also ship with all modules that are capable of being configured as external modules. The source release contains only the source code, which you must build to create an installable Apache. Building from source can be very rewarding, both for the benefits conveyed by building Apache on your own hardware and for the satisfaction of knowing that you really do have complete control over the server. The source code comes with a configuration script (configure) that takes away most of the hard work of setting up Apache and also examines the system to determine the best way to build Apache for maximum performance. Chapter 3 covers this in detail. In addition to releases from the Apache Web site, many operating systems provide prebuilt packages from their own Web sites. These are designed to set up Apache on the given platform in a more official file system location (on Unix systems, /etc/httpd or /opt/httpd rather than /usr/local/apache, for example). They usually also install startup and shutdown scripts, so Apache will automatically start and stop with the operating system. These packages also make upgrading the server easy and often integrate with other vendor-specific features such as online Help. Most Linux- and BSD-based operating systems offer Apache as an easily installable package. Apache is also shipped, by default, with Apple’s MacOS X operating system, and aside from a customized layout, Apache on MacOS X/Darwin is the same as Apache on any other Unix operating system. Though Windows doesn’t ship with Apache, installable packages for Windows are available directly from the Apache Web site and its mirrors. You can download all Apache installations from http://www.apache.org/dist/httpd/binaries/win32/. The installation file for the Windows version of Apache carries the extension .msi; this is a Microsoft installer file. The Apache source is available in a .zip file and may be downloaded and compiled using the Microsoft Visual C++ compiler.
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 A seemingly obvious place to find Apache is on magazine cover CDs and bundled with books. But these origins should be treated with some suspicion because there’s almost always a more recent release on the Apache Web site. For all practical purposes, it’s as easy to download a fresh and up-to-date copy as it is to extract one from a CD. Therefore, there’s rarely a good reason to install Apache from such a source; the number of people who need to install Apache but don’t have a network connection to download it is rather small. At any given time, Apache is available as a stable release and as a development beta release. The status of both versions is available from the news page, along with any major updates or fixes that were dealt with in the most recent release. You also have the choice of downloading either Apache 1.3 or Apache 2. Although Apache 2 has been available for a while now, Apache 1.3 can still be a good choice in some situations, particularly for administrators who are already running an existing Apache 1.3 server and don’t want to migrate to Apache 2 until it has been deployed more widely. Whichever version you choose, you should heed the warnings and download a beta release only if you’re willing to endure the possibility of unexpected bugs and unreliable behavior and need access to a feature not yet available in the stable release. Up until Apache 2, source code for experimental features has been bundled together with source code for stable ones in each new release. Binary distributions are ordinarily built only from the stable features, with experimental ones added if you ask for them. From Apache 2.2 onward this will change: The 2.2 release will contain only the current stable release, with no experimental features even as options, but 2.3 will contain all developmental code. Ultimately, 2.4 will be released as the next stable release, with 2.5 becoming the next developmental release, in a similar manner to the Linux kernel, Perl, and other projects. You can find a rundown of new Apache 2 features and upgrade tips for Apache 1.3 administrators at http://httpd.apache.org/docs-2.0/upgrading.html. This page is also distributed as part of the Apache package, which is under /manual/upgrading.html in a fresh local Apache installation.
 
 Installing Apache from Binary Distribution Binary distributions are archived copies of the compiled Apache source and contain a complete Apache server, all supporting scripts and configuration files, a complete copy of the source code, and an installation script to install the server into the desired location. They don’t, however, contain scripts to automatically start and stop Apache with the operating system. Distributions are available for several variants of Unix, OS/2, Netware, BeOS, and MacOS X from the Apache home page at http://www.apache.org/dist/httpd/binaries/. Refer to the “Installing Apache from Prebuilt Packages” section for more information.
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 NOTE Linux administrators will find packages under the linux subdirectory, and you can find Solaris packages similarly under solaris. MacOS X administrators will also find distributions for MacOS X/Darwin—the darwin and macosx subdirectories have the same contents, so either will do—as well as MacOS X Server/Rhapsody, similarly in macosxserver or rhapsody. Windows packages for Windows 9x, ME, NT, 2000, and XP are also available from this location. Both self-installing and Windows installer packages are available, but these aren’t basic binary distributions as described here.
 
 On platforms for which binary distributions are available, you can download and install Apache with only a few steps. Using Unix as an example, first download either the compress archive (suffix .Z) or the gzip archive (suffix .gz). For other platforms, such as OS/2, you may also find a ZIP archive available. Because gzipped archives are compressed more efficiently than compressed ones, you should get the gzip archive if you have gzip available to decompress it. If you don’t, this might be a good time to install it. Once the archive is downloaded, unpack it: $ gunzip apache_1.3.28-i686-whatever-linux22.tar.gz $ tar xvf apache_1.3.28-i686-whatever-linux22.tar
 
 This archive is for a Linux server, kernel version 2.2 or higher, running on a machine with at least an Intel Pentium II processor. Archives for other platforms are named appropriately in the relevant platform subdirectory. When a platform is available for more than one processor architecture, as Linux is, be careful to download the correct binary distribution—a Sparc or Alpha distribution is of little use to an Intel server, for example. You can also extract the archive in one step, leaving the archive in a compressed state to conserve disk space: $ gunzip -c apache_1.3.28-i686-whatever-linux22.tar.gz | tar xvf -
 
 On systems with the GNU version of tar, which includes all Linux and BSD platforms, you can also extract the archive in one step (note the extra z in zxvf to signify that the archive is compressed): $ tar zxvf apache_1.3.28-i686-whatever-linux22.tar.gz
 
 On systems that don’t have gzip installed, download the .Z archive and use the standard Unix uncompress utility instead: $ uncompress apache_1.3.28-i686-whatever-linux22.tar.Z
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 This is actually the most complex part of the process. Once the archive is unpacked, go into the newly created Apache directory: $ cd apache_1.3.28
 
 Then run the included installation script: $ ./install-bindist.sh
 
 If you want to install Apache somewhere other than /usr/local/apache, give the installation script the path you want to use, for example: $ ./install-bindist.sh /home/httpd/
 
 This should produce a working Apache installation in the desired location. If you’re installing on a Unix server and want to install into a standard system location, you’ll need to have root privileges to perform this step. After the installation is complete, you may remove both the archive and the unpacked archive directory. You’re now ready to configure Apache. An interesting point of binary distributions is that you can create them yourself, using the source distribution. This allows you to create a fully customized server that matches your needs and then distribute it yourself. The created binary distribution is the same as the standard distribution in all respects except for the customizations you make.
 
 NOTE Creating and installing your own binary distribution is covered in Chapter 3.
 
 Installing Apache from Source As mentioned, you can also download Apache source distributions from the official Apache site. They’re located in http://www.apache.org/dist/httpd/ and come in either ZIP format (.zip) or gzip format (.gz). Again, mirrors exist, and you should use the mirror closest to you—note that choosing the Download from a Mirror link from the main site should select a suitable mirror automatically. Once downloaded, the source can be compiled using Microsoft Visual C++ compiler on Windows and gcc on most other platforms. This is the major subject of Chapter 3, so I’ll not dwell on it further here.
 
 Installing Apache from Prebuilt Packages If you’re using an operating system for which a prebuilt Apache package is available, you can often save time by installing one package instead of installing individual files
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 from a binary distribution. However, packages may lag behind the current Apache release—whether or not this is important depends on whether you need specific features or bug fixes only available only in the latest release. Administrators interested in building Apache from source but who also want to retain the benefits of upgrading Apache as a package may be interested in the ability of more recent Apache 2 distributions to build an RPM package directly out of the source distribution, providing the best of both worlds.
 
 Prebuilt Unix Packages Most distributions of Linux and FreeBSD come with Apache as standard, so for these operating systems all of this has already been done for you. If not, you can locate an RPM package (Red Hat, Caldera, and SuSE all use this format) or deb (for Debian) from http://rpmfind.net/ or http://www.debian.org/, respectively. The following example uses an Apache 1.3 RPM, but Apache 2.0 is just the same. First, if the RPM is signed, verify it with: $rpm -verify apache-1.3.28-1.i386.rpm
 
 This will carry out any possible MD5 or PGP checks, depending on the source of the package. Assuming it checks out, the installation command is typically of this form: $ rpm -ivh apache-1.3.28-1.i386.rpm
 
 Here the -i option is the only essential one—it means “install,” -v produces more verbose output, and -h generates a progress bar. Note that you need to have root privileges to carry out this installation. To install into a different location, you can usually use the --relocate option, which takes the installation root in the package and remaps it to a new location. This may or may not work depending on the package. For example, for a package that normally installs Apache under /usr/local/apache, you would use something like this: $ rpm -ivh apache-1.3.28-1.i386.rpm --relocate /usr/local/apache=/home/highprogrammer/my_apache
 
 If you expect to be building any third-party modules, you should also install the apache-devel package (or httpd-devel for Apache 2). This contains the include files and the apxs utility, among other files: $ rpm -ivh apache-devel-1.3.28-1.i386.rpm
 
 You can install both files at the same time simply by listing them both on the same command line. To find out where Apache has been installed after the event, list the files using this: $ rpm -qlp apache-1.3.28-1.i386.rpm
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 Here -q puts the rpm utility into query mode, -l tells it to list the files for a package, and -p tells it to use the file specified on the command line rather than look for a package with the same name already installed on the server. Depending on how Apache has been packaged, you may also have supplementary packages to install. For example, the RPM build specification file included in recent Apache 2 distributions divides Apache into httpd, httpd-manual, and httpd-ssl packages. If you’re upgrading an existing installation, use -U instead of -i. Existing configuration files will be preserved, usually by being renamed with an .rpmsave extension: $ rpm -Uvh apache-1.3.28-1.i386.rpm
 
 If you want to use tools such as apxs to build third-party modules, you need to install the apache-devel package. In some distributions—for example, Red Hat—the Apache manual is also packaged separately as apache-manual because if you have ready access to the Apache Web site, you can omit a locally installed manual. To install these, use this: $ rpm -ivh apache-devel-1.3.28-1.i386.rpm $ rpm -ivh apache-manual-1.3.28-1.i386.rpm
 
 This is all you need to do to install Apache. Scripts will automatically be installed so Apache starts and stops with the operating system. In most cases, a new user and group will be created for Apache to run under as part of the installation process. In some cases, the server will even be started automatically, and you can point a browser at http://localhost/ to see your new Apache server running. To see where Apache was installed, including all the additional support files and startup scripts, use this: $ rpm -ql apache
 
 This tells rpm to list the files for the installed copy of Apache, so don’t use the complete package filename. For more information on RPM, including how to perform package integrity checks and force relocation, see the RPM manual page.
 
 Prebuilt Windows Packages You can find Windows self-installing packages at http://www.apache.org/dist/httpd/binaries/win32/. Microsoft Installer (MSI) packages are also available. These need to be installed using Windows installer, which is bundled with Windows ME, 2000, and XP. Older Windows versions may download it for free from http://www.microsoft.com/downloads/. The MSI package is recommended because it’s both smaller and, because it uses the operating system’s own installation tool, more tightly integrated with Windows. Assuming you choose the MSI package, you should first verify that it’s a genuine and untampered-with copy of the Apache server distribution. This is an optional step, but an important safeguard if the server is at all public. You can do this by verifying the
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 MD5 checksum or PGP signature of the file by downloading them from httpd.apache.org and checking them against the file. As this is the same process used to verify source distributions, I cover both MD5 and PGP in “Verifying the Apache Distribution Archive” in Chapter 3. (Official Linux distribution RPM packages are similarly signed by their distributors, and you can use the --verify option of rpm to check their integrity.) Once the MSI package is verified, you can install it simply by double-clicking the file icon. The installer provides a GUI during the installation process that’s the familiar Windows installation wizard. Before going too much further, you may want to glance through the rest of this chapter, especially paying close attention to the “Decisions” section. Click the Next button to proceed with the installation because this screen simply confirms that it’s the Apache server being installed. On the next screen, a software license agreement is presented. Once you accept the license terms and click the Next button, some more reading material will be presented that describes what the Apache server is. Next, you’ll see a screen that requests a few installation parameters. The items to be filled in include the domain name, the server name (which is the hostname plus the domain name), the administrator’s e-mail address (which can be in a completely different domain if necessary), and finally a choice of binding the server to port 80 or port 8080. Port 80, as you may remember from previous discussions, is a privileged port and the default for HTTP requests, meaning in Unix it’s below port 1024 and only root can bind a listener to it. Apache treats this the same way under Windows, but the distinction is largely symbolic because Windows doesn’t impose such restrictions. Port 8080 is used, again like Unix, to be bound in user space and therefore doesn’t need to have the service started by the administrator or at system start, so an unprivileged user can start the server. This choice is also good if Apache must coexist with another Web server such as Internet Information Service (IIS). Be warned, however, that choosing a port other than 80 will result in Apache having to be started manually. After clicking the Next button, you’re prompted to select the setup type, either Typical or Custom. Usually you would select a Typical setup, which performs a default installation without further prompting. It installs everything except the source distribution and uses defaults for all options. More advanced users may select the Custom option to customize the installation. This allows you to select the features that the Apache installation will have and, more importantly, the folder in which Apache is installed. By default, Apache 2 is installed in the \Program Files\Apache Group\Apache2 folder. If you want to install Apache in a different folder, you can either select the Custom option or make the change in the wizard screen immediately prior to commencing the installation. The Custom option also allows you to specify the Start menu item name for Apache; the default name is Apache Web Server. By specifying a different installation root and menu name, any number of Apache installations can be placed on the same server. Having said this, it’s not necessary to install Apache multiple times in order to get multiple running instances of Apache. You can also use the -f and -D options to run several Apache processes in different configurations using the same installation, as you’ll see shortly. The installer finishes by copying all the necessary files and informs you when installation is complete. Apache is now ready to run. 44
 
 3006_Ch02_CMP3
 
 12/14/03
 
 11:56 AM
 
 Page 45
 
 Getting Started with Apache
 
 During installation, the standard configuration files shipped with Apache are copied to the conf folder within the chosen installation directory. If you’re overwriting an earlier installation, there may be old configuration files in this folder. In this case, the new configuration files will not overwrite the active configuration but instead be copied with the extension .default appended to the filename; therefore, httpd.conf will be copied as httpd.conf.default. After installation, you can integrate the new configuration with your existing one. The Apache installer will also avoid installing its default Web site if it detects that an existing Web site has been placed in the default document root.
 
 NOTE This completes the installation. You’ll want to carry out some configuration at some point, but the server should now be ready to run, at least for testing purposes.
 
 Installing Apache by Hand It’s a good idea to install a binary Apache distribution using the install-bindist.sh script and to install a compiled one using make install, as detailed in Chapter 3. However, you can manually install Apache if necessary. You might want to do this when upgrading Apache to a new version where only one or two files—maybe only the Apache binary itself—have changed. A full manual installation involves creating the directories where you can place Apache’s executables, configuration files, and logs and then ensuring that Apache knows how to find them. If you’re on a Unix system, you should also check and adjust file and directory permissions for server security. Because this inevitably introduces concepts I would otherwise leave to the next chapter, this section is only for people who like to do things the hard way or have already rebuilt Apache from source and want to perform a partial installation by hand rather than use the supplied scripts.
 
 Locating Apache’s Files The first and most important thing to decide with a manually installed Apache is where to put the server root that defines Apache’s base installation directory, the document root where the main Web site files are located, and Apache’s error log. Table 2-1 shows the important directives along with their default location and a possible alternative.
 
 Table 2-1. Important Apache Directives Directive
 
 Default Value
 
 Alternative Example Location
 
 ServerRoot
 
 /usr/local/apache
 
 /etc/httpd
 
 ErrorLog
 
 <ServerRoot>/logs/error_log
 
 /etc/httpd/logs/errors
 
 DocumentRoot
 
 <ServerRoot>/htdocs
 
 /home/httpd/public_html
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 As this table shows, in the default Apache configuration the server root is also used as the basis for both the document root and the error log. In practice, the document root is often moved outside the server root as shown in the alternative example because the document root and server root have little to do with each other, and keeping them apart makes it easier to replace either the site or the server installation without disturbing the other. Other than actual Web content, and setting aside for the moment the issue of multiple virtual hosts, all of Apache’s other files are usually located under the server root. This includes the various executables, including the Apache server binary itself, as well as supporting scripts, log files, file icons, and example Common Gateway Interface (CGI) scripts. The point of the ServerRoot directive is to consolidate all these files into one place, so you don’t have to define all of them separately. If you want to move all or most of Apache’s files to a different location, redefining ServerRoot is a lot simpler than redefining the location of each file individually. Apache provides two optional directives to move an individual file location: • PidFile, which contains Apache’s process ID on Unix systems and defaults to the runtime directory • pesConfig, which defines the file where media type definitions are kept Both these directives default to a file in Apache’s default log directory. If you want to put any of them anywhere other than <ServerRoot>/logs, you’ll have to define each one in turn. The supplied httpd.conf file that comes with Apache, which is found in <ServerRoot>/conf, gives an example of each set to the default location, so it’s easy to find and change them. If the server uses a particular directory for CGI scripts, you’ll need to locate it with a ScriptAlias directive. Apache has a cgi-bin directory for this purpose located under the server root, and the configuration file as supplied with Apache contains a ScriptAlias directive to match. It’s worth observing that the cgi-bin directory has no special significance other than that it’s supplied by the ScriptAlias directive in the default configuration; it’s not a fundamental default in Apache. If you don’t need a specific place for CGI scripts, perhaps because they’re enabled to run from any location, you don’t need either the ScriptAlias directive or the cgi-bin directory. I’ll discuss this in more detail in Chapter 6. Apache also comes with a set of icons for use in directory listings, usually located in the <ServerRoot>/icons directory. To avoid redefining each and every icon location, the default Apache configuration uses an Alias directive to specify the location of the icons directory. Change the directory alias to move all the icons to a different location.
 
 Locating the Server Executables The Apache binary, httpd, can be located anywhere, as can the support utilities that come with it. It’s not necessary to specify their location in the configuration, but apachectl may need to be edited to reflect the location you choose.
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 One popular alternative to placing the binaries in /usr/local/apache/bin is /usr/local/sbin or even /usr/sbin. Some prebuilt packages do this; for example, the RPM packages shipped with Red Hat Linux follow this convention. Note that the Apache binary for Windows is called apache.exe and is usually found in a directory called \apache.
 
 Security and Permissions Only privileged users should be able to write the Apache executable, configuration, log files, and all higher directories up to and including the root directory. For example, on Unix systems, the following commands run by root create the configuration and log directories, with the correct permissions, under /usr/local/apache: # mkdir /usr/local/apache # chmod 755 /usr/local/apache # cd /usr/local/apache # mkdir conf logs # chmod 755 conf logs
 
 Likewise, this runs the Apache executable: # cp <where you unpacked Apache>/httpd /usr/local/bin chmod 511 /usr/local/bin/httpd
 
 Follow the same steps for any of the Apache utilities that are also installed. Note that they need not be located in the same place as Apache itself (or as each other, though for the sake of sanity I don’t recommend scattering them at random across the disk). Note that even if Apache runs under the identity of a specified user and group (for example, nobody), the directories and files Apache uses are still owned by root. The point of a different user is that the Apache processes that handle client requests don’t have the privilege to interfere with the Web server or other sensitive systems running on the server such as email. This makes it harder for malicious users to compromise security.
 
 Upgrading Apache New versions of Apache are released quite frequently—the latest stable and beta versions are available from the Apache Web site along with notifications of bugs fixed and features added. In general, any recent version of Apache should run with an existing configuration, even if it supports new features. The important exception is that when upgrading from Apache 1.3 to Apache 2; it may be better to transfer custom configuration details from the old httpd.conf to the new. To avoid mixing up custom and default directives, it may be wise to consider
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 using an Include directive to store changes and additions in a different file to the main configuration to make future migrations simpler (this is described in Chapter 4). Since version 1.3.4, Apache comes with a unified configuration file rather than three individual files. It isn’t necessary to merge an existing configuration when upgrading to a later version of Apache 1.3 because the other two files are still looked for. However, Apache 2 removes this feature, so Include directives will be needed to restore the original behavior—these and other issues are discussed in more detail in Chapter 4.
 
 NOTE It’s not obligatory to upgrade simply because a new release is available. Unless a software bug or security vulnerability has been fixed that specifically applies to your configuration or platform, or a desired feature is now available, the maxim “if it isn’t broken, don’t fix it” applies. In particular, don’t even consider upgrading a production server to a beta release unless it’s critical to do so, and even so, use a test server to try the new release first. It’s generally far better to apply a work-around to a known bug than to potentially introduce several unknown ones in order to fix it.
 
 Note that if you’re installing Apache from a binary distribution over an existing installation using install-bindist.sh, the script is intelligent enough to copy the new configuration files with .default extensions, leaving the existing files in place. Once the upgrade is installed, you can restart the server. Unless something unusual has occurred, the new Apache should start up with the old configuration without complaint. In fact, it’s often possible to upgrade Apache just by replacing the existing httpd executable with the new version. However, the new httpd file cannot be copied over the old file if the server is running. Such an attempt would produce an error message such as the following: $ cp httpd /usr/local/apache/bin cp: cannot create regular file 'http': Text file busy
 
 Because the old file can be moved aside without disturbing the running server, the following command sequence in the bin directory can be used for carrying out an update: $ $ $ $
 
 mv httpd httpd.old cp /bindist/bin/httpd httpd apachectl stop apachectl start
 
 Note it’s not sufficient to use kill -HUP to restart the server if you intend to run a new binary; this will only cause the running server to perform a restart. To replace it, the server must be actually shut down and restarted using the new executable.
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 If you choose to just update the binary, be aware that some of the utility programs that come with Apache may cease to work unless you also replace them with new versions; apxs, the utility for compiling modules for Apache, is one that’s likely to break. Other scripts such as apachectl or htpasswd may continue to run but may be improved in newer releases so should probably be upgraded at the same time. If you installed Apache from a package, you can upgrade it by performing a package upgrade. For example, using the RPM example from earlier, you can simply execute this: $ rpm -Uvh apache-1.3.28-1.i386.rpm
 
 This will protect existing configuration files where they have changed and install the new ones with an .rpmnew extension. You may then integrate any new configuration changes you like at your leisure. If you also installed packages such as apache-devel or apache-manual (depending on the platform), you should take care to also upgrade these at the same time. This will even serve to upgrade from Apache 1.3 to Apache 2, but there may be more issues to resolve afterward, in particular in relation to changes in Apache’s configuration syntax.
 
 Other Issues Before moving on to configuring and testing the server, there are few other issues worth considering.
 
 Time If you’re planning to run an Internet-accessible server, it’s a good idea to make sure the server’s clock is accurate so that time-dependent information such as the Expires header, cookies, and log messages (particularly when tracking suspicious activity) is handled correctly. Given Internet connectivity, the ideal solution is to use a time synchronization protocol and receive accurate time from the Internet. The Network Time Protocol (NTP) is one that’s in widespread use and for which free software is available on many platforms. See http://www.eecis.udel.edu/~ntp/ for more information.
 
 Multiple Installations It’s possible to install Apache more than once. There are several reasons why you might want to do this. For example, you might want to separate a secure server using SSL with a restricted set of features from a more capable nonsecure server. Or you might want to run a privileged server with access restrictions independent of the main server. Running a second server is also an excellent way to test a new release in parallel with the current installation before changing it over to the main server. One way to do this is to invoke install-bindist.sh with different installation roots. A more concise way, at least in terms of disk space consumed, is to use the same installation but use Apache’s -f option to specify alternative server configuration files.
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 Whatever the reason, as long as the server configurations use different IP addresses and/or ports, there’s no limit to how many different running installations of Apache you may have.
 
 TIP As an alternative, to keep configurations mostly identical, consider using the -D option to enable optional sections of a single configuration.
 
 Basic Configuration In this section, you’ll configure Apache to operate as a basic Web server, which will run under the name www.alpha-complex.com. First, you make some decisions about what you need the server to do and then set up the configuration file so Apache behaves the way you want. In subsequent chapters, you’ll expand this configuration to handle secure connections, virtual domains, and more, but for now you’ll concentrate on the minimum configuration that every Apache Web server needs to work.
 
 Decisions Before you even begin to configure Apache, you have to make some decisions about the server—what name it will have, what network connections it will respond to, where the server’s configuration and log files will go, and where the Web site documents will reside. Each of these decisions is reflected in a configuration directive in Apache’s main configuration file.
 
 The Server Name This is the name that the server will use in HTTP responses, and it’s usually of the form www.my-domain.com. A common misconception is that the server name is what Apache responds to. This isn’t correct—Apache will respond to any connection request on any network interface and port number to which it’s configured to listen. By default, Apache 1.3 listens to all networks available to the host computer, and Apache 2 requires an explicit configuration. Either way, the server name is the name Apache uses in responses. As an example, the one you’ll use for the server is this: ServerName www.alpha-complex.com
 
 The IP Address and Port to Serve This is the IP address on which Apache will receive HTTP requests. In fact, this isn’t a required part of Apache’s configuration at all; rather, it’s the host’s network configuration. You also want to make sure the host and any remote clients that contact it using the server name can associate it with the correct IP address. You’ll use the IP address
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 192.168.1.1 for the example server. This is a safe address that’s never relayed across the Internet (as discussed in Chapter 1), so you know you’ll never accidentally conflict with another computer somewhere else. When you connect the server to an intranet or the Internet, you’ll need to give it a proper IP address, but this will do for now. You can force Apache to listen to explicit addresses using either the now deprecated BindAddress directive of Apache 1.3 or the Listen directive, which is valid for both Apache 1.3 and Apache 2. Accordingly, you’ll use Listen here: Listen 192.168.1.1:80 Listen 192.168.1.1:443
 
 This tells Apache to listen to the IP address 192.168.1.1 on ports 80 and 443, which are the ports for HTTP and HTTPS (the secure version of HTTP), respectively. If instead you wanted to allow access from any IP address available to Apache, you can leave out the IP address and just specify a port number: Listen 80 Listen 443
 
 If you wanted to restrict access to clients running on the host itself with a view to opening it up to external access once you’re finished, you could instead specify this: Listen 127.0.0.1:80 Listen 127.0.0.1:443
 
 NOTE I’ll come back to Listen in Chapter 7 when I discuss virtual hosts.
 
 Using standalone or inetd (Apache 1.3, Unix Only) On Unix servers only, Apache 1.3 can run in two modes. The first, and almost universal mode, is the standalone mode. In this mode, Apache handles its own network connections, listening for connections on the port or ports it’s configured to serve. This is the default configuration for Apache and can be set explicitly with this: [1.3] ServerType standalone The second is inetd mode, which applies to Unix systems only. In this mode, Apache is run through inetd when a connection request is received on a configured port and is set with this: [1.3] ServerType inetd
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 In this case, Apache pays no heed to any of its network configuration directives, and inetd is configured to start Apache. Because a new invocation of Apache is created for each individual connection, this is a very inefficient way to run the server. Apache 2 drops support for inetd entirely and removes the ServerType directive, which is no longer legal. The best course of action is therefore to simply not specify it; any configurations that do should remove it.
 
 User and Group (Unix Only) On Unix systems, Apache can be configured to run under a specific user and group. When Apache is started by root (for example, at system start), it spawns one or more child processes to handle clients. If User and Group are set, the children give up their root status and adopt the configured identity instead (the perchild MPM of Apache 2 complicates this statement, but for the sake of simplicity, I’ll let it stand for now). This is a good thing because it makes the server a lot more secure and less vulnerable to attack. If you intend to run Apache as root, you should define these directives. Most Unix systems define a special user and group nobody for running unprivileged processes, and for the time being, you’ll use this for your configuration: User nobody Group nobody
 
 Many administrators prefer to give Apache its own private user and group, typically called web or httpd. The reason for this is that nobody is used by a lot of other programs because it’s the generic unprivileged user. As a result, Apache might share its permissions with other programs. To avoid this, a dedicated user and group that only Apache will use is considered more secure. If these don’t already exist, you can create them using (on most systems) the groupadd and useradd commands, for example: groupadd -g 999 httpd useradd -u 999 -g httpd -s /bin/false -c 'Web Server'
 
 This example should create a group called httpd with group ID 999 and then create a user in that group with user ID 999. You gave the user a login shell of /bin/false, so the account can’t be used even if you set a password for it, and you include a comment so you know what this user ID is for. Obviously, you should pick a group and user ID that isn’t already taken. You don’t have to specify them at all, in which case they will be allocated for us, but using a known ID can be useful later when replicating an Apache setup on another server or restoring a previously saved backup. Once you have the user and group set up, you can then configure Apache with this: User httpd Group httpd
 
 Windows doesn’t support the concept of user ownership and privileges in the same way (and on older consumer versions such as 9x and ME not at all), so these
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 directives cannot work on those platforms. Specifying these directives will not cause an error on Windows, but they will not have any useful effect, either.
 
 Administrator’s E-Mail Address Usually when running a Web site, you’ll want an e-mail contact address so that people can report problems to you. In fact, Apache uses the administrator’s e-mail address in its default error messages when problems are encountered. The e-mail address is set with the ServerAdmin directive and can be any valid e-mail address; it isn’t restricted to the same domain name as the Web server, for example: ServerAdmin [email protected]
 
 However, for this site, you’ll use the same domain as the Web site: ServerAdmin [email protected]
 
 Note that you don’t specify the hostname www in the e-mail address—remember, www.alpha-complex.com refers to the machine running Apache, not necessarily the machine running your mail server. Even if both are on the same machine, you may decide to separate them later, so it’s best to use a generic address from the start. Having said this, it’s true that a mail exchanger can be set up in the DNS to direct e-mail to the www address to a different server, if that’s what you want to do.
 
 Server Root The server root is where Apache keeps all its essential files and is the default root for Apache’s other directives to append to if they’re defined with a relative path—see the following error log and document root sections for two good examples. You’ll stick with the default for now: ServerRoot /usr/local/apache
 
 Default Error Log Apache can support many different kinds of logs, of which the most common are an access log (also called a transfer log), referrer log, and error log. You might not want to bother with access and referrer logs because they take up space and processing time, but you certainly want an error log. Apache sets the error log name with the ErrorLog directive, which defaults to logs/error_log under Unix and logs/error.log for Windows and OS/2. The name of the error log is either an explicit pathname starting with / or a name relative to the server root. To put the error log explicitly in the default place under the server root, you could specify this: ErrorLog /usr/local/apache/logs/error_log
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 However, more simply, and with the same effect, you can use this: ErrorLog logs/error_log
 
 Because you’ll probably want a transfer log (also called an access log) at some point, you can take care of it at the same time and worry about customizing it to your own requirements later: TransferLog logs/access_log
 
 If you want to allow for virtual hosts, you might also place per-host versions of these files in a directory related to the domain name of the Web site, alongside a document root, which is the last location you need to set.
 
 Document Root Last, but not least, you need to decide where the actual Web pages will reside. This can be any valid directory accessible to the server, even on another computer over NT File System (NFS) or Server Message Block (SMB), though this would be very inefficient unless you’re using a dedicated NFS system such as a NetApp filer (see http://www.netapp.com/products/filer/). As Chapter 8 discusses, there are additional considerations if the document root isn’t local, so you’ll assume it is for now. By default, Apache looks for a directory called htdocs under the server root. If you want to change it, you can specify either a relative path, which Apache will look for under the server root, or an absolute path, which can be outside it. It’s quite usual for the document root to be moved somewhere else to distance the publicly accessible Web site or Web sites from any sensitive Apache configuration files. This also makes upgrading or replacing the Apache installation simpler. So to specify the default document root, either of the following will do: DocumentRoot htdocs DocumentRoot /usr/local/apache/htdocs
 
 For your server, you’re going to place your Web site in its own directory inside a directory called www well outside the server root in /home: DocumentRoot /home/www/alpha-complex/web
 
 This naming scheme will serve you well if you decide to host multiple Web sites, as you can then add more directories under /home/www. As suggested previously, you can also use this directory to store log files, CGI scripts, and other files related to the Web site that don’t go into the document root itself, as these alternative log directives illustrate: TransferLog /home/www/alpha-complex/logs/access_log ErrorLog /home/www/alpha-complex/logs/error_log
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 Introducing the Master Configuration File Now that you’ve decided on your basic configuration choices, you need to make the necessary changes to Apache’s configuration. Originally, Apache came with three configuration files: • httpd.conf • access.conf • srm.conf Since Apache 1.3.4 was released, only httpd.conf is now necessary, and the other two have been merged into it. Apache 2 removes support for them entirely, so you’ll make all your changes in httpd.conf. Taking all the decisions you’ve made, you arrive at the basic configuration for your example server, and the httpd.conf file now will look like this: ServerName Listen Listen User Group ServerAdmin #ServerRoot #ErrorLog TransferLog DocumentRoot
 
 www.alpha-complex.com 192.168.1.1:80 192.168.1.1:443 nobody nobody [email protected] /usr/local/apache logs/error_log logs/access_log /home/www/alpha-complex
 
 The lines prefixed with a hash are commented out—they’re the defaults anyway, so they’re here only to remind you of what they are. Windows Apache doesn’t understand the User and Group directives, but it’s smart enough to just ignore them rather stopping with an error. As it happens, all these directives are documented in httpd.conf, even in a three-file configuration, so setting these directives (uncommenting the ones you want to change if they’re commented) is a one-step operation—you simply need to uncomment if they’re commented. Once httpd.conf has been changed and saved back to the disk, you’re ready to go.
 
 NOTE I’m listing only the configuration directives you’re actually changing because the Apache configuration file is long and contains a great deal of information. You want to keep all of it for the moment, so you’ll see only the things you need to for now.
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 Other Basic Configuration Directives Although not usually part of a basic Apache installation, Apache does support a few other directives that control the location of certain files created by Apache during its execution. Because most of them are both somewhat technical and rarely need to be changed from the default setting, I mention them here for completeness. However, if you’re going to use them at all, this is the time and place to do it. Note that all of these directives are specific to Unix. The PidFile directive determines the name and location of the file in which Apache stores the process ID of the parent Apache process. This is the process ID that can be sent signals to stop or restart the server, for example, to send a termination signal: $ kill -TERM `cat /usr/local/apache/logs/httpd.pid`
 
 TERM is the default signal for the kill command, so you don’t need to state it explicitly. Use kill -l to see a list of the available signal names, though Apache would recognize TERM, HUP, and USR1 only. I’ll discuss the subject of starting and stopping Apache in more detail in a moment. The default value of PidFile is logs/httpd.pid, which places the file in the logs directory under the server root. Like all Apache’s Location directives, an absolute pathname can also be used to specify a location outside of the server root. For example, Apache packages often move the PidFile to /var/run with this: PidFile /var/run/httpd.pid
 
 The LockFile directive determines the name and location of the file that Apache uses for synchronizing the allocation of new network requests. In Apache 1.3, this is a compile-time setting. In Apache 2, the AcceptMutex directive determines how Apache handles synchronization, and the lock file is used only if it’s set to the values fcntl or flock. For platforms that don’t support any kind of in-memory lock, this directive can be used to move the lock file from the default of logs/accept.lock. This is necessary if the logs directory is on another server and is mounted via NFS or SMB because the lock file must be on a local file system. You’ll also need to do this if you want to run more than one Apache server, for example: LockFile /usr/local/apache/logs/server2.lock
 
 NOTE See Chapter 8 for a full discussion of Apache’s locking mechanism and how the different lock types affect performance.
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 The ScoreBoardFile directive determines the location of a file required on some platforms for the parent Apache process to communicate with child processes. Like the access lock, Apache will usually create the scoreboard in memory (technically, a shared memory segment), but not all platforms can support this. To find out if a given Apache binary needs a scoreboard file, simply run Apache and see if the file named by the ScoreBoardFile directive appears. The default value is logs/apache_status, which places the file in the logs directory under the server root. Administrators concerned about speed might want to move the scoreboard to a Random Access Memory (RAM) disk, which will improve Apache’s performance, for example: ScoreBoardFile /mnt/ramdisk/apache_status
 
 This assumes that a RAM disk is present and mounted on /mnt/ramdisk, of course. Keep in mind that if you want to run more than one Apache server, the servers need to use different scoreboard files. A more ideal solution would be to migrate to a platform that allows Apache to store the scoreboard in memory in the first place. In modern versions of Apache (1.3.28 onward), the server creates the in-memory scoreboard owned by the user and group ID of the parent Apache process, which is more secure. In the rare case that the old behavior of creating the scoreboard with the user and group defined by the User and Group directives (which is technically wrong) specify the directive ScmemUIDisUser on; the default is off. In other words, unless you know you need to use this directive, you almost certainly don’t. The CoreDumpDirectory directive determines where Apache will attempt to dump core in the—I hope rare—event of a crash. By default, Apache uses the server root, but because under normal circumstances Apache should be running as a user that doesn’t have the privilege to write to the server root, no file will be created. To get a core file for debugging purposes, the CoreDumpDirectory can be used to stipulate a different, writable directory, for example: CoreDumpDirectory /home/highprogrammer/friendcomputer
 
 Note that this is genuinely useful because Apache comes with source code, so debugging is actually possible. Building Apache from source makes this much more useful because the debugger will have something to get its teeth into. It’s important to note, however, that leaving this option set in a production server can lead to certain security risks associated with Denial of Service attacks if a flaw is found in the Apache server that can remotely crash the Apache server. This option should be left off in production environments.
 
 Starting, Stopping, and Restarting the Server Now that you’ve configured Apache with the basic information it needs to start successfully, it’s time to find out how to actually start it.
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 Starting Apache on Unix To start Apache, it’s usually sufficient to invoke it without additional parameters, for example: $ /usr/local/apache/bin/httpd
 
 Apache immediately goes into the background on startup, so it’s not necessary to explicitly force the program to the background using the & option on a Unix system. Depending on what the server has been configured with, it may display several informative messages, or it may simply start without displaying a single message. If you don’t want to use the default configuration file, you need to specify the configuration file, which you can do with the -f command line option: $ /usr/local/apache/bin/httpd -f /home/www/alpha-complex/conf/httpd-test.conf
 
 Alternatively, Apache comes with the very convenient apachectl script, which can be used to start the server with this: $ /usr/local/apache/bin/apachectl start
 
 apachectl allows you to do many things, depending on what arguments you pass, and it also provides help for a list of other options. The only other mode of interest right now is startssl, which defines the symbol SSL. If you have a configuration that’s set up to conditionally start using SSL, then this is a convenient way of enabling it. The default Apache 2 configuration is set up precisely this way, though it may not be convenient to maintain the ability to conditionally start Apache with SSL—it would be inconvenient to forget this on a production server, for instance. If you do want to use this, you can start Apache with SSL with this: $ /usr/local/apache/bin/apachectl startssl
 
 If the configuration of the server is valid, Apache should start up. You can verify it’s running under Linux using ps: $ ps -aux | grep httpd
 
 On System V Unix systems such as Solaris, use ps -elf instead for much the same result. If the server cannot start, Apache will log an error message to the screen advising you to run apachectl configtest to get more details about the problem. If the configuration is valid enough that Apache knows where the server’s error log is, you may also find additional information about the problem there. Even if the server does start, the error log may still highlight possible problems that aren’t serious enough to actually stop Apache running but imply a configuration error, for example, not specifying a ServerName directive.
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 If Apache successfully starts, it will log a message into its error log: Server configured - resuming normal operations
 
 To keep an eye on the error log while starting Apache under Unix, a background tail command can be very useful: $ tail -f /usr/local/apache/logs/error_log & $ /usr/local/apache/bin/apachectl start
 
 Starting Apache on Windows Apache 2 for Windows can be run in two different ways: • From a console window • As a Windows service If you don’t want to run Apache continuously, you can start it from a console window and shut it down whenever you want. This is the mode Apache is installed in if you use the installer to install it for the current user only. You can run Apache as a Windows service if you want to keep Apache running continuously. This is the mode Apache is installed in if you use the installer to install it for all users. You can start, stop, pause, or resume services on remote and local computers and configure startup and recovery options. You can also enable or disable services for a particular hardware profile. If Apache is installed as a service, it may be started automatically at the time of system boot. See the “Configuring Apache as a Windows Service” section later in the chapter.
 
 Running As a Console Application There are two different ways to run Apache as a console application: • From a Start menu option • From the command line in a command prompt window
 
 Using the Menu Option If you choose to run Apache stand-alone rather than as a service, and have installed it from a Windows installer archive as described earlier, then you can start it from the Start menu, using the name you gave to the installer previously.
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 Clicking the menu option opens a console window and starts Apache inside it. You can similarly stop the server at any time by clicking the Shutdown Apache Console App menu option.
 
 Using the Command Prompt Apache can be run from the command window by typing the following command at the command prompt: C:\Program Files\Apache Group\Apache2\bin\apache
 
 This starts Apache as a console application. In this case, the console window remains open as long as Apache is running; press Ctrl+C to shut down Apache again. You may also specify options to modify how Apache starts. For example, you can specify a configuration file other than the default by using the -f option: C:\Program Files\Apache Group\Apache2\bin\apache -f Group\Apache2\conf\myconfiguration.conf"
 
 "Program Files\Apache
 
 You should now be able to see Apache in the Task Manager, which can be brought up with Ctrl+Alt+Delete or by right-clicking the task bar and selecting Task Manager. Also, if Apache 2 is running, you can see the Apache Monitor icon in the system tray.
 
 Detecting Configuration Errors If there’s any error while running Apache, the console window will close unexpectedly. If this happens, you can determine the cause of the error by reading the error log; generally this file is located at C:\Program Files\Apache Group\Apache2\logs\error.log. Early in the startup process, errors may also be sent directly to the console. The -E and -e invocation options can help trap these, along with -w on Windows platforms. I’ll discuss these and other options next.
 
 Invocation Options As you saw earlier in the chapter, the -f option can be used to point Apache at the location of a configuration file. The configuration file may in turn define the location of log and error files. However, Apache provides many other options, too. Invoking Apache with httpd -h will produce a list of available options and should look something like this: /usr/local/apache/bin/httpd [-D name] [-d directory] [-f file] [-C "directive"] [-c "directive"] [-v] [-V] [-h] [-l] [-L] [-t] [-T]
 
 60
 
 3006_Ch02_CMP3
 
 12/14/03
 
 11:56 AM
 
 Page 61
 
 Getting Started with Apache
 
 I’ll describe each of these options in a moment, but Table 2-2 provides a quick summary of them for reference. The table shows the generally applicable options that are available on all platforms.
 
 Table 2-2. HTTPD Invocation Command Line Options Option
 
 Description
 
 -D name
 
 Define a name for use in directives
 
 -d directory
 
 Specify an alternative initial ServerRoot
 
 -f file
 
 Specify an alternative ServerConfigFile
 
 -C "directive"
 
 Process directive before reading configuration files
 
 -c "directive"
 
 Process directive after reading configuration files
 
 -v
 
 Show version number
 
 -V
 
 Show compile settings
 
 -h
 
 List available command line options (this page)
 
 -l
 
 List compiled in modules
 
 -L
 
 List available configuration directives
 
 -t -D DUMP_VHOSTS
 
 Show parsed settings (currently only vhost settings)
 
 -t
 
 Run syntax check for configuration files (with docroot check)
 
 -T
 
 Run syntax check for configuration files (without docroot check)
 
 Apache 1.3 additionally provides an option to keep the parent Apache process in the foreground to help catch error status codes from a failed start (see Table 2-3).
 
 Table 2-3. Apache 1.3 Foreground Option Option
 
 Description
 
 -F
 
 Foreground mode. Don’t detach from the console.
 
 Apache 2 additionally provides two more options for assisting with debugging startup problems (see Table 2-4).
 
 Table 2-4. Apache 2 Debugging Options Option
 
 Description
 
 -e level
 
 Specify an alternative startup log level, for example, debug
 
 -E startuplogfile
 
 Specify an alternative startup logfile for debugging startup problems
 
 Both Apache versions also support two unlisted options (see Table 2-5).
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 Table 2-5. Additional Options Option
 
 Description
 
 -X
 
 Single-process foreground debugging mode.
 
 -R
 
 Specify an alternative location for loadable modules (sharedcore Apache servers only)
 
 On Windows servers, you also have a range of options that control how Apache runs as a service (see Table 2-6).
 
 Table 2-6. Windows-Specific Options Option
 
 Description
 
 -I
 
 Register Apache as a service
 
 -k config
 
 Modify existing service definition
 
 -k install
 
 Same as -I
 
 -k uninstall
 
 Deregister as a service
 
 -k restart
 
 Restart running Apache
 
 -k start
 
 Start Apache
 
 -k stop
 
 Stop Apache
 
 -k shutdown
 
 Same as -k stop
 
 -n <servicename>
 
 The name of the service to control with the -i, -u, and -k commands
 
 -u
 
 Same as -k uninstall
 
 -w
 
 Leaves the initial shell window open for 30 seconds to view startup messages
 
 -W <servicename>
 
 The name of the service after which an Apache service should be started (with -k config or -i)
 
 Now that you have seen all the command line options that Apache supports, you can go through them in detail. Once you have done this, you’ll put a few of them into action in the “Starting, Stopping, and Restarting the Server” section.
 
 Generic Invocation Options These options are available on all platforms.
 
 -C: Process Directive Before Reading Configuration This allows Apache to be started with extra configuration directives that are prefixed to the configuration files, and directives inside the configuration file can therefore augment or override them. For example, the command: $ httpd -d /usr/local/www
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 could also be written as this: $ httpd -C "ServerRoot /usr/local/www"
 
 It might also be used in preference to -D for enabling and disabling features that can be controlled with a single directive, for example: $ httpd -C "SSLEngine on"
 
 You can chain multiple -C options together to create compound directives; see the next example for -c.
 
 -c: Process Directive After Reading Configuration The -c option is identical to -C but adds the directive to Apache’s runtime configuration after the configuration files have been read. Because -c takes effect after the configuration files, it can override directives in them. This allows a directive to be changed without altering the configuration file itself. For example, the previous SSL directive for enabling SSL would not work with -C if an SSLEngine off were present in the configuration file. However, with -c, it would. It’s possible to use -c and -C multiple times to add multiple configuration lines simultaneously. For example, you could include a module and configure it in one command: $ httpd -c -c -c -c
 
 "LoadModule status_module modules/mod_status.so" \ " \ "SetHandler server-status" \ ""
 
 Defining many directives this way starts to become unwieldy, so for configurations longer than this you should probably look at creating a configuration file and using it with -f or including it with this: $ httpd -c "Include mod_status.conf"
 
 This can be handy for maintaining your own configuration separately from the standard one while still making use of it (Chapter 4 elaborates on this idea).
 
 -D: Define IfDefine Name Since version 1.3.1, Apache has supported the directive, which allows optional parts of a configuration to be defined. In conjunction with the -D flag, this allows Apache to be started with several different configurations using only one configuration file, for example: $ httpd -D no_network
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 It could be used in conjunction with a configuration file containing this: order deny,allow deny from all allow from 127.0.0.1 
 
 This would prevent Apache from responding to client requests from anywhere except the local host. The number of possible uses of this feature is extensive, such as switching on and off modules, enabling or disabling security authorization, and so on. As a practical example, Apache’s default configuration uses -D SSL to switch SSL on and off and provides the startssl option in apachectl as a wrapper around it. Apache 2 also supports some special defines that have meaning to specific parts of the server. In particular, you can cause Apache to print out a list of all configured virtual hosts with this: $ httpd -D DUMP_VHOSTS
 
 To dump out this information without actually starting the server, add -t or -T as well. In Apache 2, most MPMs also recognize and react to four special defines that are mostly oriented around debugging: • NO_DETACH (Unix and BeOS only): Don’t detach from the controlling terminal. • FOREGROUND (Unix and BeOS only, implies NO_DETACH): Don’t daemonize or detach from the controlling terminal • ONE_PROCESS (All MPMs, implies NO_DETACH and FOREGROUND): Don’t allow a child process to handle client requests; use the initial process instead. • DEBUG (All MPMs, implies all of the previous): Places the MPM into a special debug mode with additional logging. How these defines affect the operation of the server depends on the MPM in question; see Chapter 8 for a detailed description of MPMs. See also -X (Apache 2) and -F (Apache 1.3).
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 For those particularly interested in debugging Apache for performance reasons, a profiling Apache 2 can be created by supply -DGPROF as a compiler symbol at build time, as described in Chapter 3.
 
 -d: Define Server Root To define the server root, that is, the directory containing the default locations for log files, HTML documents, and so on, the value of the compile-time option HTTPD_ROOT is used; the default value of which is /usr/local/apache. A different server root can be specified using -d. The supplied path must be absolute (that is, start with /), for example: $ httpd -d /usr/local/www
 
 This supplies an initial value for the configuration directive ServerRoot. This value will be overridden by a ServerRoot directive in one of the configuration files, if present.
 
 -e: Specify Startup Log Level (Apache 2 Only) The -e option allows you to temporarily alter the logging level from that defined by the LogLevel directive for startup messages only. The primary use for this option is to allow you to increase the logging level to reveal potential problems with Apache’s startup, without placing the server in a high level of logging during regular operation. For example, to give Apache a temporary logging level of debug at startup, you can use this: $ httpd -e debug
 
 The available logging levels range from emerg (the fewest messages) to debug (all messages) and are the same as those defined by the LogLevel directive. See “Setting the Log Level” in Chapter 9 for a detailed description of what each level provides. This option may be combined with -E to place messages generated at startup into a separate logfile.
 
 NOTE Slightly confusingly, Apache 1.3 on NetWare also supports an -e option to send startup messages to the Apache logger screen rather than the main console. However, this isn’t strictly related to the -e option provided by Apache 2.
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 -E: Specify Startup Log File (Apache 2 Only) Normally, Apache will place its own startup and restart messages in the error log. To help isolate and analyze startup problems, Apache 2 allows you to put startup messages into a separate file instead, defined by the -E option. This also allows you to capture errors that get sent to standard error before the error log has been established and that otherwise can be hard to capture at all. For example: $ httpd -E logs/startup_log -e debug
 
 This can be particularly useful when combined with the -e option described previously to keep runtime errors distinct from potentially very verbose startup messages.
 
 -f: Specify Configuration File The -f option can be used to specify a different configuration file for Apache. If the path is relative (doesn’t start with /), it’s taken to be under the server root (see -d previously). Note that it doesn’t look for a configuration file starting in the local directory, for example: $ httpd -f conf/test.conf
 
 If a configuration file is located elsewhere, an absolute path is required, for example: $ httpd -f /usr/tmp/test.conf
 
 Note that you can specify -f multiple times to include more than one file, but if you specify it even once, then Apache will not read the default configuration. To include an additional file and still have Apache read the default configuration, you must specify it explicitly or use -c Include /usr/tmp/test.conf instead.
 
 -F: Run in Foreground (Apache 1.3 Only) This option will cause the main Apache process to stay in the foreground, rather than detaching from the console and moving into the background. It’s mostly useful for starting Apache from another program, which can use this option to capture the exit status from the server. Apache 2 instead provides -D FOREGROUND. The -X option is superficially similar, but forces Apache into a single-process debug mode; by contrast, -F causes the server to run entirely normally apart from the main process remaining undetached.
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 -h: Display Usage Information This will cause Apache to produce a usage page similar to the previous. The exact output will depend on the version of Apache and the platform.
 
 -l: List Compiled in Modules Specifying the option -l lists all the modules that have been compiled into Apache, for example: $ httpd -l Compiled-in modules: http_core.c mod_env.c mod_log_config.c mod_mime.c mod_negotiation.c mod_status.c mod_info.c mod_include.c mod_dir.c mod_cgi.c mod_actions.c mod_proxy.c mod_rewrite.c mod_access.c mod_auth.c mod_auth_dbm.c mod_headers.c mod_browser.c
 
 The order of this list is significant in Apache 1.3 because the modules are listed in order of increasing priority. The further down the module appears in the list, the higher its priority. In the previous example, mod_browser has the highest priority. It will therefore always receive precedence in processing a client request when one arrives. Apache 2 has a simpler and largely automatic mechanism for determining module order, so it’s not sensitive to the order in which modules are built into the server. A fully dynamic Apache has no built-in modules apart from the core and mod_so, which provides the ability to load dynamic modules. It therefore produces a somewhat terse list: Compiled-in modules: http_core.c mod_so.c
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 If the suExec CGI security wrapper is enabled, an additional line noting its status and the location of the suexec binary is appended to the bottom of the report. For example, for a correctly installed suexec on a Unix server: suexec: enabled; valid wrapper /usr/bin/suexec
 
 NOTE Chapter 6 covers using suExec in detail.
 
 -L: List Available Configuration Commands -L lists all available configuration commands together with short explanations. Only core directives and directives of modules statically built into Apache (that is, not dynamically loaded during startup) will be listed, for example: $ httpd -L ... ServerName (core.c) The hostname and port of the server Allowed in *.conf only outside , or ServerSignature (core.c) En-/disable server signature (on|off|email) Allowed in *.conf anywhere and in .htaccess when AllowOverride isn't None ServerRoot (core.c) Common directory of server-related files (logs, confs, etc.) Allowed in *.conf only outside , or ErrorLog (core.c) The filename of the error log Allowed in *.conf only outside , or ServerAlias (core.c) A name or names alternatively used to access the server Allowed in *.conf only outside , or 
 
 Note that up until version 1.3.4, Apache used -h for listing configuration directives, now performed by -L, and had no equivalent for the modern -h. This was changed because there was actually no way to produce the usage page legally, and -h is conventionally used for this purpose. Older documentation may therefore refer to -h rather than -L.
 
 -R: Define Loadable Modules Path If your server has the mod_so module built-in (which you can check with the -l option), then this option allows you to override the default location that Apache looks in for loadable modules. The default location is the same as the server root rather than a subdirectory, which is why LoadModule directives usually include a parent directory such as libexec or modules. You can redefine it with this:
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 This is necessary only if you want to move the standard location away from the server root; otherwise, moving the server root is usually enough. However, this option will probably not work unless the loadable modules directory is also on the path defined by the environment variable LD_LIBRARY_PATH; the apachectl script takes this into account when installed as part of a binary distribution, so it’s rare that you should need to use this option directly.
 
 -S: Show Parsed Settings (Apache 1.3 Only) This displays the configuration settings as parsed from the configuration file. Although it may expand in the future, currently it displays only virtual host information, for example: $ httpd -S VirtualHost configuration: 127.0.0.1:80 is a NameVirtualHost default server www.alpha-complex.com (/usr/local/apache/conf/httpd.conf:305) port 80 namevhost www.alpha-prime.com (/usr/local/apache/conf/httpd.conf:305) port 80 namevhost www.beta-complex.com (/usr/local/apache/conf/httpd.conf:313)
 
 In Apache 2, the -S option is now shorthand for the combination of -t and -D DUMP_VHOSTS.
 
 -t: Test Configuration This option allows the configuration file or files to be tested without actually starting Apache. The server will list any configuration problems to the screen and stop with the first fatal one, for example: $ httpd -t
 
 Syntax error on line 34 of /etc/httpd/conf/httpd.conf: Invalid command 'BogusDirective', perhaps misspelled or defined by a module not included in the server configuration
 
 If the configuration is error free, Apache prints this: Syntax OK
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 If you have included any directories into the configuration, you’ll also get a list of the configuration files Apache found and read. In Apache 2, if you additionally specify -D DUMP_VHOSTS, you can also get a list of the virtual hosts defined in the configuration, which is identical to the -S option of Apache 1.3 described earlier. Only DUMP_VHOSTS is currently supported as an argument to -D, though other options may appear in the future. Note that it isn’t actually necessary to specify -t to view this; the server will simply start up after dumping the virtual host configuration. The return value of httpd -t is zero for a successful test, and nonzero otherwise. It can therefore be used by scripts (for example, a watchdog script on a dedicated server) to take action if Apache is unable to start.
 
 -T: Test Configuration Without Document Root Checks The -T option is identical to its lowercased counterpart except that it doesn’t perform the check for valid document root directories. This is useful if you happen to have virtual hosts that don’t actually use a real document root and map all URL requests to some other medium rather than the file system.
 
 -v: Show Apache Version This option will simply show Apache’s version, platform, and build time and then exit, for example: $ httpd -v Server version: Apache/2.0.28 Server built: Jan 23 2002 22:08:38
 
 -V: Show Apache Version and Compile-Time Options The -V produces the same output as -v and in addition lists the compile-time definitions that were specified when Apache was built. Most of these can be changed or added to, depending on how Apache was configured at build time. Popular choices for redefinition are the server root and location of the log files. For example, this is for the previous Apache server: $ httpd -V Server version: Apache/2.0.47 Server built: Jul 22 2003 16:45:13 Server's Module Magic Number: 20020903:3 Architecture: 32-bit Server compiled with.... -D APACHE_MPM_DIR="server/mpm/worker" -D APR_HAS_SENDFILE -D APR_HAS_MMAP
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 APR_HAVE_IPV6 (IPv4-mapped addresses enabled) APR_USE_SYSVSEM_SERIALIZE APR_USE_PTHREAD_SERIALIZE SINGLE_LISTEN_UNSERIALIZED_ACCEPT APR_HAS_OTHER_CHILD AP_HAVE_RELIABLE_PIPED_LOGS HTTPD_ROOT="/usr/local/apache" SUEXEC_BIN="/usr/local/apache/bin/suexec" DEFAULT_PIDLOG="logs/httpd.pid" DEFAULT_SCOREBOARD="logs/apache_runtime_status" DEFAULT_LOCKFILE="logs/accept.lock" DEFAULT_ERRORLOG="logs/error_log" AP_TYPES_CONFIG_FILE="conf/mime.types" SERVER_CONFIG_FILE="conf/httpd.conf"
 
 This Apache 2 server has been built with the worker MPM in the default location of /usr/local/apache and with the suExec wrapper enabled.
 
 -X: Single Process Foreground Debug Mode If Apache is called with -X, only one process will be started with no forked child processes or multiple threads, and Apache will not run in the background. This is primarily intended for use with debuggers and isn’t intended for normal operation, and it’s now largely superseded in Apache 2 by the FOREGROUND, ONE_PROCESS, and DEBUG special defines (see -D previously). Administrators running Apache 1.3 may want to look at the -F option as an alternative if they want to start and monitor Apache using another program; Apache 2 administrators should look at -D NO_DETACH instead.
 
 Windows-Specific Invocation Options These options are specific to Windows servers.
 
 -i: Install Apache As Service The -i option is a short form of -k install and has the same effect. The following two commands are equivalent: c:\> apache -i -n Apache2 c:\> apache -k install -n Apache2
 
 -k: Issue Apache Service Command The -k option is used to run Apache as a service on Windows and takes a command as an argument. The -k install and -k uninstall commands install and uninstall
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 Apache as a service, respectively. They don’t, however, actually cause Apache to start or stop; the -i and -u options are shorthand abbreviations for these commands. For example, to install Apache under its default service name of Apache, use this: c:\> apache -k install
 
 To specify a different service name, use -n in addition to -k. Other Apache options may also be specified to configure the service, as, for example, an alternative document root: c:\> apache -n Apache2 -k install -d \alternative\apache\install
 
 To modify the configuration of an existing service, use -k config instead: c:\> apache -n Apache2SSL -k config -DSSL -f \alternative\apache\install\conf\httpd.conf
 
 The -k start command actually starts Apache running as a service. Once running, the -k restart and -k stop commands restart and stop the running server, respectively. -k shutdown is a synonym for -k stop: c:\> apache -k start c:\> apache -k restart c:\> apache -k stop
 
 To install and run Apache with a specific service name, -k can be combined with the -n option: c:\> apache -n Apache2 -k restart
 
 -N: Specify Apache Service Name If Apache is being installed, uninstalled, or otherwise controlled as a service, -n specifies the service name. If Apache was started as a service using the default service name, then -n isn’t necessary. It has meaning only if used in combination with the -i, -u, or -k options, as shown previously and next. (On NetWare, -n renames the console screen instead.)
 
 -u: Uninstall Apache As Service The -u option is a short form of -k uninstall and has the same effect. The following two commands are equivalent: c:\> apache -u -n Apache2 c:\> apache -k uninstall -n Apache2
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 -w: Keep Console Window Open If Apache isn’t started from a command line, then this option preserves the initial console window for the given number of seconds, allowing you to see any important startup messages before the window closes. Normally, the transient console window closes almost immediately. To configure an existing service to keep it open for 10 seconds, use this: c:\> apache -n Apache2 -k config -w 10
 
 See the -E option for an alternative way to preserve and view startup log messages separately from the error log.
 
 -W: Specify Preceding Service In conjunction with -k config, -k install, or -i, the -W option can be used to specify the name of the service that Apache is to be placed after on server startup. This determines the order in which it starts relative to other services, for example: c:\> apache -n Apache2 -k install -W SNMP
 
 It’s possible to issue this command twice, from the bin directories of two different Apache installations, giving a different service name for each (for example, Apache2a and Apache2b).
 
 Restarting the Server There are several reasons you might want to restart Apache rather than shut it down, for instance, to read in an altered configuration if you have changed one or more configuration files. Restarting is a gentler process than a full shutdown because it allows Apache to come back up as quickly as possible. In addition, you can do what is known as a graceful restart, which allows clients to complete their current request before being disconnected.
 
 Restarting the Server Normally The simplest way to restart an Apache 2 or Windows Apache 1.3 server is with this command: $ /usr/local/apache/bin/httpd -k restart c:\> apache -k restart
 
 Alternatively, any Apache server can be restarted using this command: $ kill -HUP 
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 Here is the process ID of the root Apache process, and HUP is the hang-up signal. Note that Apache may spawn multiple processes to handle incoming connections (Apache 1.3 and multiprocessing MPMs); if this is the case, then only HUPing the original process will restart the server. You can determine the pid by using ps and looking for the httpd that’s owned by root rather than the Apache default user (typically nobody), or alternatively, get it from the pid file generated by Apache on startup, for example: $ kill -HUP `cat /usr/local/apache/logs/httpd.pid`
 
 You can use the apachectl script to do the same thing as the first example: $ /usr/local/apache/bin/apachectl restart
 
 This is actually identical to the kill command but is easier to remember. Naturally, you’ll need to have apachectl installed in order to use it. The advantage of the kill command is that it will always work regardless of the server version and whether apachectl is installed. In either case, the error log should then contain the following two entries regarding this process: SIGNUP received. Attempting to restart Server configured - resuming normal operations
 
 Restarting the server in this way takes it down and brings it back up again in the minimum possible time. As a result, it causes connections that are currently servicing client requests to terminate prematurely and also clears the queue of pending connection requests should any be waiting. As a way around this problem, Apache also supports the concept of a graceful restart.
 
 Restarting the Server Gracefully In a graceful restart, existing client connections aren’t interrupted as they are in a normal restart. The configuration file is reread, and all child processes or threads not currently engaged in servicing a request are terminated immediately and replaced by ones using the new configuration. Processes engaged in a client request are instructed to terminate themselves only after completing the current request. Only then will new ones replace them. The ports on which Apache is listening will not be shut down during this process, preserving the queue of connection requests. The exception to this is if a port number was changed in or removed from the configuration file—then the queue is dropped, as you would expect. Graceful restarts make use of the USR1 signal, but, other than this, they’re identical to the other restart and stop methods. To do a graceful restart the old-fashioned way, use this: $ kill -USR1 `cat /usr/local/etc/httpd/logs/httpd.pid`
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 or with apachectl, use this: $ /usr/local/apache/bin/apachectl graceful
 
 Apache 2 and Windows Apache 1.3 servers will also understand this: $ /usr/local/apache/bin/httpd -k graceful c:\> apache -k graceful
 
 The following two entries should then appear in the error log: SIGUSR1 received. Doing graceful restart Server configured - resuming normal operations
 
 Wherever possible, a graceful restart should be used in preference to a normal restart, particularly in the case of a production Web server that’s potentially receiving a new request at any given moment. A graceful restart is also useful for scripts performing log file rotation. In a graceful restart, child processes still engaged in an existing connection will continue to log to the original log files until they complete the request rather than terminate prematurely. Because the log files may still be in use for a short time after the restart, a rotation script should wait until all existing processes have completed before rotating the log files. It can do this either by monitoring the process IDs of the running server or simply waiting a “reasonable” period of time before commencing—a minute is generally more than adequate. See the discussion of log rotation in Chapter 9 for more about this.
 
 Stopping the Server Stopping the server follows a similar pattern to restarting it using the old style: $ kill -TERM 
 
 or the new style: $ /usr/local/apache/bin/httpd -k stop c:\> apache -k stop
 
 and this: $ /usr/local/apache/bin/apachectl stop
 
 Any of these commands will cause Apache to shut down all its processes (under Unix, as Windows has only one), close all open log files, and terminate cleanly with an error log message: httpd: caught SIGTERM, shutting down
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 Note that if the server is shut down at a point of high activity, it may take a while for all the running processes to terminate. One upshot of this is that attempting to start the server back up again immediately may fail because the old instance is still not completely terminated (the continued existence of the httpd.pid file is an indication of this). The solution to this problem is, of course, to restart the server instead: -k shutdown is a synonym for -k stop: c:\> apache -k shutdown
 
 Starting the Server Automatically Just as with any other network service, Apache should be started automatically when the server is booted. This is especially important if you want the server to be capable of being shut down and started up again without our manual intervention, which is usually the case for a production system. The exception is a development server, where the Apache configuration may not yet be stable or secure enough to run full-time.
 
 Configuring Apache As a Unix Service On Unix systems, the standard place for stand-alone boot-time scripts to run from is /etc/rc.d/rc.d or /etc/init.d/rc.d, where is a run level from 0 to 6. These scripts must understand a common set of command line parameters including start, stop, and restart. Individual commands can usually be added to the startup in a file called rc.local, usually located in /etc/rc.d. Some systems support a similar idea to rc.local but use a different name. For example, some Unix implementations have /etc/init.d/boot.local as an equivalent. To have Apache start up with the server, either route can be followed. Given the existence of rc.local, add the following lines to the bottom to automatically start Apache: /usr/local/apache/bin/httpd
 
 or, using apachectl: /usr/local/apache/bin/apachectl start
 
 Alternatively, an Apache start/stop script—for example, apachectl—can be installed into the standard run-level directories /etc/rc.d/rc..d. Scripts in these directories are usually invoked with start, stop, and restart parameters by the operating system during startup and shutdown. Because apachectl understands these parameters, it’s suitable for use as a system script, if desired. Although different Unix implementations vary in the details of how they do this, they’re all broadly similar. First, copy or (preferably) link to apachectl from the init.d directory, for example: ln -s /usr/local/bin/apachectl /etc/rc.d/init.d/httpd
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 Creating a link will ensure that if you upgrade Apache, the apachectl that came with it is automatically used rather than an older and potentially incompatible version. Next, create start links that point to the new init.d entry, according to when you want Apache to start. The run level for networking is 3, and for graphical desktops 5, so you need to add a link from both rc3.d and rc5.d (if you don’t intend to run a graphical interface, you can ignore rc5.d), like this: ln -s /etc/rc.d/init.d/httpd /etc/rc.d/rc3.d/S30httpd ln -s /etc/tc.d/init.d/httpd /etc/rc.d/rc5.d/S30httpd
 
 Startup scripts are always named with an S followed by a number, which serves to determine the order in which the operating system will run them. In this example, I’ve picked 30 to ensure it starts after other essential services, such as the network. If you have Apache automatically making database connections, then you’ll also want to make sure the database starts up first. If in doubt, start Apache toward the end of the initialization to ensure all prerequisite services are started first. Apache failing to start because a prerequisite service did not start before it can be very difficult to troubleshoot, especially for someone not fully familiar with the nuances of Unix. Now, create stop links that point to the new init.d entry, according to when you want Apache to stop. This is generally the opposite of the start order—you want Apache to stop first, then the network, to give Apache a chance to clean itself up and exit rather than pull the carpet out from under it: ln -s /etc/rc.d/init.d/httpd /etc/rc.d/rc3.d/K04httpd ln -s /etc/tc.d/init.d/httpd /etc/rc.d/rc5.d/K04httpd
 
 With this in place, Apache should now start and stop automatically with the server. Prebuilt packages for Apache generally come with suitable scripts to start and stop Apache. In many cases, they’re just a wrapper for apachectl; in others, they perform various kinds of integration with the rest of the operating system. If one is available, it’s generally better to use it. For the more adventurous administrator, it’s also quite possible to download a prebuilt Apache package, extract the scripts from it and throw the rest away, build Apache from scratch, and install the scripts by hand.
 
 Configuring Apache As a Windows Service Running Apache as a Windows service is not greatly different from the stand-alone approach described previously. However, it allows Apache to be administered more easily through the operating system Services window. You can also use the Apache Monitor, by default installed into the system tray, to control the running server and access the Services window.
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 Starting Apache as a Service from the Start Menu (Windows NT, 2000, and XP Only) The simplest way to start Apache as a service is to install it as a service to begin with. It can also be installed, uninstalled, and reinstalled by using the -n and -k command line options, which allows you to change the service name. Different command line options (notably -f and -D) can also be specified with different service names to create multiple configurations, each running as a different service but using the same installed software. Apache may now be started and stopped at any time by opening Control Panel ➤ Administrative Tools ➤ Services Window and selecting the Apache (or Apache2) service—clicking the Start button starts the service, clicking the Stop button stops the service, and clicking the Restart button restarts the service. Figure 2-1 shows Apache installed and running as a service with the name Apache2 in the Services window.
 
 Figure 2-1. The Services window showing the Apache 2 service
 
 Note that the Startup Type column indicates that the Apache2 service currently has to be started manually. To start the Apache2 service automatically, follow these steps:
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 1.
 
 Right-click the Apache2 service.
 
 2.
 
 Select the Properties option from the pop-up menu.
 
 3.
 
 Change the Startup Type option on the General tab to Automatic (see Figure 2-2).
 
 4.
 
 Click the Apply button in the bottom.
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 Figure 2-2. Changing the startup type with the Apache2 Properties dialog box
 
 Once this is done, Apache will now start up automatically, and the Services window should reflect the changed value of the Startup Type option (see Figure 2-3).
 
 Figure 2-3. After changing the startup type
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 Starting Apache As a Service from a Console Window From a console window, you may start Apache as a service from a command prompt by entering this: C:\> NET START APACHE2
 
 Likewise, to stop a running service, use this: C:\> NET STOP APACHE2
 
 To install Apache as a service, use the following command: c:\> apache -n Apache2 -k install
 
 This doesn’t actually start the server—it only installs it as a Windows service so that Windows knows how to interact with it. You can also specify any number of general Apache options, which are recorded into the registry and used when the service is started. This allows you to specify the server root, configuration file, defines, and so on: c:\> apache -n Apache2b -k install -d \alternate\apache\install -f conf/alternate.conf w10
 
 You may install several different Apache services by specifying a different service name for each invocation of the above command. However, each configuration must use a different set of Listen directives, or the services will clash when they try to bind to the same network address and port. Once Apache has been installed as a service, you can start it from the Services window or from the command line using this: c:\> apache -n Apache2 -k start
 
 One command must be issued for each service installed. In combination with the -f, -D, -c, and -C options, this can be used this to run different servers with different capabilities, each serving its own Web sites. Note that at the minimum you must specify different ports for each service to listen to; otherwise, they will conflict, and only one will be able to start. Conversely, if you used the default service name (which differs depending on whether version 1.3 or 2 is installed), you can omit the -n option entirely: c:\> apache -k stop
 
 If both versions are installed, this command is ambiguous, so to be safe, it’s better to specify the service name even if it’s the default. Once Apache is running as a service, it can be stopped again from the Services window or by entering this: c:\> apache -n Apache2 -k stop
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 Similarly, to restart it, use this: c:\> apache -n Apache2 -k restart
 
 or, to remove Apache as a service, use this: c:\> apache -n Apache2 -k uninstall
 
 You can also reconfigure the service using the -k config variant, after which you may restart the server to have it pick up the new configuration: c:\> apache -n Apache2 -k config -f conf/alternate_httpd.conf
 
 Most of Windows NT/2000/XP services log errors to Windows’ own system logs. Because Apache has more demanding and specialized logging requirements, it continues logging its errors to the error.log file in the logs folder, as described previously.
 
 Testing the Server Once the server is running and you have dealt with any error messages, the next step is to test it. The most obvious way to test a Web server is with a Web browser, but you can also test from the command line. Before trying to test the server, create a short but valid home page, so Apache has something to send. You can use the page Apache installs by default or put together your own, for example: Welcome to Alpha Complex The Computer is Your Friend 
 
 This is a somewhat minimal HTML document, but it’s good enough for testing purposes. Put this in a file called index.htm or index.html and place it in the directory specified as the document root in Apache’s configuration.
 
 NOTE If no document root has been specified, Apache looks for a directory called htdocs under the server root. If neither the server root nor the document root is defined, the default home page would be /usr/local/apache/htdocs/index.html.
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 Testing with a Browser The simplest and most obvious approach is to start a Web browser and point it at the server using the server’s configured root domain name if it has one, or localhost, which should work on any Unix system. Alternatively, the configured IP address of the server should also work: Domain name IP Address Local Host Local Host IP
 
 : : : :
 
 http://www.alpha-complex.com/ 192.168.1.1 http://localhost/ 127.0.0.1
 
 Apache needs to know what domain or domains it’s to handle, but it’s not responsible for managing them, only responding to them. In version 1.3, Apache listens to all valid IP addresses for the host it’s running on by default, so an attempt to contact any valid network name or IP address for the host with a browser should cause Apache to respond. Apache 2 requires that you specify at least one Listen directive; it determines whether Apache will receive the connection request. If you’re setting up Apache to use a particular domain name but don’t yet have a proper IP address for it, you can associate www.alpha-complex.com in this example with the loopback IP address 127.0.0.1 as a temporary stand-in, which will allow the domain name to work without a real network interface in place.
 
 NOTE For more information on domain names and IP, see the introductory section about TCP/IP networking in Chapter 1 and the Listen directive.
 
 Testing from the Command Line or a Terminal Program It’s also possible to test the server either directly from the command line or by using a basic terminal program. This can be especially handy when checking the values of response headers that are otherwise hard to see. On Unix systems, the telnet command can be used to make a network connection to the server. On other operating systems, a telnet utility is usually available, and syntax and location vary from system to system. Most browsers support a telnet mode. To contact the server with telnet, type the following under both Windows and Unix: telnet localhost 80
 
 or in a browser, enter this URL: telnet://localhost:80
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 If Apache is running and responding to connections, this should produce something similar to the following (some telnet commands are more verbose than others): Trying 127.0.0.1... Connected to localhost. Escape character is '^]'.
 
 At this point, you may type in any valid HTTP protocol command, and if the server is working correctly, you can expect a response. For example, the following will return a short informational message about the server: HEAD / HTTP/1.0
 
 Because HTTP 1.0 and newer allows you to send additional information in the form of additional header lines, you need to press the Return key twice after this command to let the server know the whole request has been sent. What does this mean? HEAD tells the server you just want header information. The / is the URL you want, which needs to be valid even if you don’t actually want the page; / must be valid on any server, so it’s safe to use here. HTTP/1.0 tells Apache you’re sending a version 1.0 HTTP command. Without the HEAD command, Apache will assume that you’re sending HTTP 0.9 commands because the HEAD command was introduced in HTTP 1.0. You’ll need to explicitly set the HTTP version, or Apache will return the following error: 400 Bad Request Bad Request Your browser sent a request that this server could not understand.
 client sent invalid HTTP/0.9 request: head 
 
 
 If the server is working correctly, HEAD / HTTP/1.0 should produce something like this, depending on the exact configuration: HTTP/1.1 200 OK Date: Mon, 28 Jul 2003 14:22:23 GMT Server: Apache/2.0.46 (Unix) DAV/2 Connection: close Content-Type: text/html; charset=ISO-8859-1
 
 This tells you what version of HTTP Apache supports (1.1 for any version from 1.2 and newer), the time of the request, and the server type and version. In this case, Apache, of course, plus the operating system. Connection: close tells you that Apache
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 will close the connection after responding, and Content-Type tells you what kind of document you asked about. This particular home page is an HTML document. If the server responds to a HEAD command, it’s time to try to retrieve the homepage of the Web site with this: GET /
 
 This will cause Apache to interpret the request as an HTTP version 0.9 command and should produce the homepage: Trying 127.0.0.1... Connected to localhost. Escape character is '^]'. GET / HTTP/1.1 200 OK Date: Mon, 28 Jul 2003 14:22:31 GMT Server: Apache/2.0.46 (Unix) DAV/2 Connection: close Content-Type: text/html Welcome to Alpha Complex The Computer is Your Friend 
 
 You could also use a protocol parameter to tell Apache you want to use HTTP version 1.0: GET / HTTP/1.0
 
 If you do this, you have to press Return twice to tell Apache you don’t want to send any headers. If you were to specify HTTP/1.1, you would be obliged to send a hostname as a header. You could do this anyway with either 1.1 or 1.0, and if there are virtual hosts set up, you can test each one individually, for example: GET / HTTP/1.1 Host: www.alpha-complex.com
 
 and: GET / HTTP/1.1 Host: www.alpha-prime.com
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 If Apache responds correctly to each GET request with the appropriate home page, you have a working server. Unless it has been configured otherwise with the KeepAlive directive, Apache will keep a connection open after handling an HTTP/1.1 request. This allows you to type in another request immediately. With HTTP/1.0, the connection is dropped after the response is sent.
 
 Testing the Server Configuration Without Starting It If you want to check that Apache’s configuration is valid without actually starting the server, you can do so by passing the server executable the -t option. The following uses a Unix installation path as an example: $ /usr/local/apache/bin/httpd -t
 
 This will report any problems with the configuration or return a “Syntax OK” message if all is well. If you included any directories into the configuration, then you’ll also get a list of the configuration files Apache found and processed. The document roots of the primary server and any virtual hosts you have created are also checked, and a warning is issued in each case if the associated directory is not present. You can disable this check by using the -T option, which is in all other respects identical to -t: $ /usr/local/apache/bin/httpd -T
 
 You can also use apachectl, which will test the configuration inclusive of document root checks using the configtest mode: $ apachectl configtest
 
 To test a Windows service configuration, use the -t or -T options in conjunction with -n: c:\> apache -n Apache2 -t
 
 This is just a convenience wrapper around a call to the server executable using -t; in a default installation, it’s identical to the first command given previously. If you want to change it to -T or add a corresponding configtestnoroot mode, then it’s simple to adapt apachectl accordingly. Windows installations performed by the installer additionally create a menu item to test the configuration.
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 Getting the Server Status from the Command Line If you have mod_status configured into the server, you can also test it from the command line using apachectl and the status or fullstatus options. These extract a status report from the server: $ apachectl status
 
 or for a full status report (note that this option is called extendedstatus in earlier versions of apachectl): $ apachectl fullstatus
 
 Nice though this seems, it’s really just a wrapper around a conventional HTTP request that you might equally have made with a browser or a telnet command. As such, it will work only if apachectl is configured to point to a URL that will return a status page. If you have modified how and where a status page is delivered, you’ll need to modify apachectl. In addition, apachectl uses an external program, by default the text-only Lynx browser, to actually do the work, so the fullstatus option is actually equivalent (on a default Unix installation where the port is set to 80 with Listen or Port) to the following: lynx -dump http://localhost:80/server-status
 
 This is actually what the default Apache configuration responds to, so out of the box it should work (so long as you have Lynx actually installed, of course). In addition, if you build Apache with a different initial configuration—for instance, a different default listening port or a different name for the server binary—then apachectl will be installed with that port number or server name preset in the program. It’s entirely possible and actually easy to extend apachectl to produce other kinds of test reports, for instance, adding the apachectl info command to retrieve the information page produced by mod_info. You just need to add a clause for info and maybe add an INFOURL constant at the top of the program. After viewing the apachectl script in an editor, the changes to make should be self-evident. Given time, it’s possible and quite appealing to turn apachectl into a custom Web server tuning and monitoring tool.
 
 Using Graphical Configuration Tools Although Apache has no official configuration applications, there are many capable third-party GUI tools available and under development. Some are freely available, and others are commercial offerings.
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 The best place to look for software and information on GUI configuration tools is the Apache GUI Development project page located at http://gui.apache.org/. This contains links to all the major Apache GUI configuration applications as well as current news and information on existing and developing projects. This section covers a selection of freely available graphical configuration tools.
 
 Comanche Comanche is a graphical configuration editor for Apache, freely available for both Unix and Windows, and is the most widely used tool to configure Apache. The latest version supports Apache 1.3. The Windows version contains a static binary with the Tcl/Tk libraries linked in and runs out of the archive; it reads the Windows registry for Apache’s configuration information, so additional configuration shouldn’t be necessary. The Unix version is available as source, which requires the prior installation of Tcl/Tk and iTcl, and as a binary package for several platforms, which come with all necessary components included. RPM packages for Linux are also available. Both versions are available from http://www.comanche.org/ or http://apache.covalent.net/projects/ comanche/. Comanche’s interface style mirrors that of a tree-based organizer or, in Windows terminology, an explorer. Although it doesn’t provide extensive configuration options, it does the work of making sure the basic organization of the configuration file is logical and valid while allowing the administrator to enter individual configuration options—which are then written to the appropriate points in the file when it’s regenerated. Like Apache itself, Comanche is a work in progress. It’s worth checking the Comanche Web site at regular intervals to download new versions as they become available.
 
 Installing Comanche on Linux Comanche is available as an RPM for most Linux distributions, as well as a compressed tar archive. To install Comanche on Linux, use the tar command: # tar -zxvf comanche3.0b4-x86-linux-glibc2.tar.gz
 
 The tool is installed under the directory comanche3-0b4. This completes the installation of Comanche. To start Comanche, run the startup script as follows: # ./comanche3.0b4 &
 
 This should produce the startup screen as shown in Figure 2-4.
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 Figure 2-4. Comanche startup screen
 
 Now press the Comanche button on the screen. Because Comanche is not yet configured with Apache, you have to configure Apache installation for Comanche. Follow the New Apache Installation link to configure Apache with Comanche, as shown in Figure 2-5.
 
 Figure 2-5. Comanche main screen
 
 Comanche will then ask for the location of your Apache installation; by default it uses /usr/local/apache. This is where a default installation from source installs Apache. You’ll use the same path (see Figure 2-6). This is all that’s necessary to configure an Apache installation with Comanche. With the Server Management option, you can now start, stop, and restart the server. Now select the Default Web Server option. It shows the link to default Web site properties (see Figure 2-7).
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 Figure 2-6. Adding an Apache installation to Commanche
 
 Figure 2-7. Default Web server main screen
 
 This link leads to the window shown in Figure 2-8.
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 Figure 2-8. Default Web server basic configuration
 
 Here you can modify basic directives such as DocumentRoot, ServerName, and so on. Make changes for these directives, and restart the server to see the changes.
 
 Modularization Management modules (plug-ins) can be built using the Comanche framework. There are plug-ins for Apache, Samba, and so on, but because Apache is a complex program, the plug-in itself is modular and support for directives and modules is achieved via an extension mechanism. The process is relatively simple—all you have to do is write a few Extensible Markup Language (XML) files. Modules are located under ComancheHome\plugins\apache\modules. Each module is placed under a separate folder. There are certain files that are needed to support the module: • moduleDescription.xml: This file contains basic information about the module such as its name, nodes in which you’re interested, and so on. • directives.xml: This file contains description of the directives that are declared in this module. • propertyPages.xml: This file contains the description of the property pages for this module, which are presented to the user during configuration. • specialCases.tcl: This file contains the actual Tcl code used to convert from XML format to httpd.conf.
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 • messages: The text corresponding to the messages are stored in the messages/ subdirectory so they can easily be translated by other people. The messages are stored with a suffix corresponding to the language—messages.en, messages.es, and so on.
 
 TkApache TkApache is a graphical configuration editor for Unix systems. It’s written in Perl/Tk and therefore needs Perl and the Perl::Tk package installed as prerequisites; however, it doesn’t require Tcl. TkApache is available from http://ultra.litpixel.com:82/TkApache/ TkApache_content.html or http://everythinglinux.org/TkApache/. Installation of TkApache is slightly fiddly—after running TkApache for the first time, you see a dialog box of basic configuration details. This dialog box must be given an installation directory that’s different from the one in which the TkApache files are initially located, for example, /usr/local/apache/gui/TkApache. The TkApache configuration file must have this directory explicitly prefixed to it in order for the installation to proceed successfully. You must also supply the server root and configuration parameters with the correct locations for your installation. The installation process is likely to be much improved in future versions. The interface for TkApache is based on a layered folder/tab dialog box for each part of the configuration. TkApache is a little less advanced in development than Comanche, but shows promise. It also provides some limited abilities to track the access and error logs as well as the Apache process pool.
 
 LinuxConf LinuxConf is an all-purpose configuration tool that has gained increasing popularity on the Linux platform and is bundled as standard with several distributions. Modern versions of LinuxConf come with a fairly credible Apache configuration module. Current releases of LinuxConf in source, binary, and RPM packages are available for most distributions of Linux from http://www.solucorp.qc.ca/linuxconf/.
 
 Webmin Webmin is a server configuration tool that provides a graphical user interface for configuring different servers such as Apache, FTP server, MySQL database server, Samba server, and many others. It’s Perl-based, so Perl must also be installed to use it. You can download it from http://www.webmin.com/download.html.
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 Installing Webmin The Webmin installation comes with both RPM and conventional archive distributions. To install the RPM, use a command line such as the following: $rpm -i webmin1.100-1.noarch.rpm
 
 The installation program prints a message to the user after the program is successfully installed: Operating system is SuSE Linux 8.2 webmin ################################################## Webmin install complete. You can now login to https://localhost:10000/
 
 as root with your root password. Despite the previous messages, Webmin may not yet be running. If the URL isn’t accessible, then Webmin can be started up manually with a command like this: $ /etc/webmin/start
 
 RPM distributions typically install start and stop scripts, so this will also work on many servers: $ /etc/rc.d/init.d/webmin start
 
 For the example SuSE server, here you would instead use either of these: $ /etc/init.d/webmin start $ rcwebmin start
 
 Accessing Webmin Because Webmin is a Web-based administration tool, it must be accessed using a browser. By default the access URL is the local host, port 1000, in order not to conflict with the Apache server (or servers) that it’s going to configure. The first time Webmin is accessed, it’ll present the login screen shown in Figure 2-9. Use the root username and password to log in and access Webmin’s main page, as shown in Figure 2-10. This page provides options to configure Webmin itself. Select Servers and then Apache Server to access the Apache configuration module. Webmin will perform a scan to detect the installed Apache instance and then offer to manage it and any available dynamic modules. Once you pass this step, you get to the Apache configuration screen.
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 Figure 2-9. Webmin login page
 
 Figure 2-10. Webmin main page
 
 Webmin understands both Apache 1.3 and Apache 2 configurations. For Apache 2 the Apache configuration screen looks like this, notably including a Filters configuration option, as shown in Figure 2-11. Apache 1.3 instead produces the screen shown in Figure 2-12.
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 Figure 2-11. Webmin Apache 2 main page
 
 Figure 2-12. Webmin Apache 1.3 main page 94
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 Select the Module Config tab to configure the Webmin Apache module. Here the locations that the module uses can be changed, if necessary, to point to a different Apache installation. Change just the server root and set the other options to Automatic to have Webmin pick up most locations automatically, as shown in Figure 2-13.
 
 Figure 2-13. Apache module configuration
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 After setting the basic parameters on this screen, Webmin will return to the main Apache configuration page where you can customize the chosen Apache’s configuration. Webmin initially shows you a list of all the virtual servers configured on the server, along with both the main (nonvirtual) server and the configuration details that you may modify. You may also add a new virtual server or remove an existing one. The following global configuration options are provided by Webmin: • Processes and Limits: This allows you to set limits for various server options such as the maximum number of concurrent requests, the maximum number of headers in a request, and so on. • Networking and Addresses: Here you can set the default IP addresses and the ports to which Apache listens. You can also set the request and keep-alive timeout values and the maximum requests per child. • Apache Modules: This option allows you to choose which dynamic modules are included in the server. • MIME Types: Here you can configure the location of the MIME-type definitions file, which usually points to conf/mime types in the server root. You can also view the list of MIME-type definitions here. • User and Group (Apache 2): Here you can configure the user and group that Apache runs under. If the perchild MPM is in user, the user and group of each virtual host can also be set here. • Miscellaneous: This allows you to configure the core dump file, server PID file, server lock file, shared memory scoreboard file, and so on. • CGI Programs (Apache 1.3): This allows various CGI program configurations such as CGI script log, maximum CGI log size, and so on. • Filters (Apache 2): This allows filter configurations to be added, removed, or altered. • Per-Directory Options Files: Here you can set per-directory option files (such as .htaccess) for any selected directory. • Reconfigure Known Modules: This provides lists of all the modules whose configuration is known and supported by the Webmin interface and that are currently enabled. Individual module configurations may be carried out from here. • Edit Defined Parameters: This allows you to edit the definitions passed with the -D option while starting. This is covered in detail in Chapter 4.
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 Lower on the page is a form to add, remove, and modify virtual hosts, as Figure 2-14 demonstrates.
 
 Figure 2-14. Virtual host configuration form
 
 ApacheConf ApacheConf is a configuration tool installed with Red Hat Linux if you choose to install the version of Apache bundled with the operating system. It can also be found as an RPM on http://www.rpmfind.net and elsewhere. (Confusingly, it’s also the name of a number of different configuration tools available on the Internet, including a commercial Windows offering.) Similar tools exist for all Linux and BSD platforms and are roughly similar in capabilities. You may also install the configuration tool subsequently by locating the apacheconf package and installing it with this: # rpm -ivh apacheconf-0.8.1-1.noarch.rpm
 
 ApacheConf provides a simple graphical user interface to configure Apache. It’s suited only to simple configurations as it has a fairly restricted set of features and may not read hand-modified configuration files, as shown in Figure 2-15. This figure shows the configuration dialog box for basic settings such as the server name and administrator’s email address. It also lists which addresses and ports Apache is configured to listen to—all addresses on port 80, in this example. You can add to or modify these addresses before going on to configure virtual hosts, which you do by selecting the Virtual Hosts tab. This produces a screen like that shown in Figure 2-16. If you click the Add button to configure a new virtual host, you get to the screen shown in Figure 2-17. Here you can enter the specific details for this virtual host.
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 Figure 2-15. ApacheConf main screen
 
 Figure 2-16. ApacheConf virtual host selection
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 Figure 2-17. ApacheConf virtual host configuration
 
 Other Configuration Tools None of the GUI configuration tools for Apache go much beyond the configuration file itself, with the notable exception of Webmin, which is a generic configuration tool that happens to support Apache reasonably well. In addition to the tools mentioned here, there are a diverse number of other options of varying quality and usefulness. One popular and capable package for user- and host-based access configuration is user_manage, available from http://stein.cshl.org/~lstein/user_manage/. This is an HTML-based interface implemented in a Perl CGI script and manages user and group account details in text, .dbm and .db files, and SQL databases. It provides for both administrator-level management as well as permitting users to alter their own details and change their password. user_manage is ideally suited to remote administration, but it should be set up carefully according to the installation instructions for reasons of security.
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 Text Files Don’t Bite Having outlined a few of the options for graphical configuration, it’s worth pointing out that editing configuration files by hand is not all that hard, and for many purposes it’s easier because it doesn’t require extra software. It also enables you to control the exact layout of the file or files, if you choose to split them up. You can easily edit a text file over a simple telnet (or preferably encrypted with ssh) connection. Complex configurations involving large numbers of virtual hosts or automated configuration generation also benefit from the text file approach. As many of the virtual host examples in Chapter 7 will demonstrate, there are many practical configuration techniques that are either hard or simply impossible to implement with a GUI editor. When using a GUI tool, be aware that it may limit your options in circumstances where Apache is actually more than capable.
 
 Summary In this chapter, you have seen how to install Apache from both a binary distribution and a prebuilt package, with special attention paid to Windows installer files and Linux RPM packages. You have carried out the initial configuration of the server, started it up, and tested it to prove that it’s up and running. You have also examined Apache’s various means of invocation, including its command line options and the apachectl script. You have looked at how to start up multiple Apache servers and directing the server to use a different file for its configuration, as well as supplying configuration directives on the command line. Finally, you discussed some of the graphical configuration tools for Apache, summarized their features, and considered some of the reasons you might choose to forego a GUI tool and configure Apache by hand. Now that you have Apache on your server, you can start to worry about the next steps in configuration, which you start in Chapter 4. You may also at this point decide to customize the makeup of the server by building it from source—that’s the subject of the next chapter.
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 Building Apache the Way You Want It APACHE COMES IN ready-to-install binary packages, which for many applications is perfectly adequate. Apache also comes with source code, making it possible to build the entire server from scratch with a suitable compiler. However, even if you decide to start off by installing a binary distribution, all binary Apache distributions come with a complete copy of the source code included, so you can easily build a customized version of Apache to suit your particular needs. In this chapter, you’ll look at the following topics: • Verifying the integrity of the Apache source archive • Building Apache from source • Customizing Apache’s default settings • Determining which modules are included • Building Apache as a dynamic server • Advanced building options • Building and installing modules with the apxs utility
 
 Why Build Apache Yourself? Given the additional work involved, it might seem redundant to go to the trouble of building Apache from source when perfectly good binary distributions are already available for almost any platform you might care to choose. However, there are advantages to building Apache yourself: Changing the default settings to something more appropriate: Apache has builtin defaults for all configuration settings, including the server root, the location of the configuration file, and the document root. The only notable exception is the network port Apache listens to, which is required in Apache 2 to be defined by the configuration. By setting these at build time, you don’t have to specify them in
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 the configuration, and you can ensure that Apache’s default settings are safe—that is, they don’t point anywhere you don’t want them to point. The Apache installation process will also substitute your new settings into all scripts and configuration files automatically, so all the parts of the installation are internally self-consistent. Optimizing the server for your platform: By compiling Apache on the platform where it’s to be installed, you can take advantage of the capabilities offered by the operating system or hardware that a prebuilt binary can’t take advantage of. For example, although any x86 processor will run a supplied Apache binary, you can build an optimized binary that takes full advantage of the newer processor features by using a compiler that’s aware of them. There’s no point in retaining a binary that’s built to work on a 386 processor when you can rebuild it to take advantage of a Pentium 4. In addition, some platforms have facilities such as advanced memory mapping and shared memory capabilities that Apache can use to improve its performance if the build process detects them. Memory mapping allows data on disk to be presented as memory, making both read and write access to it much faster. Shared memory allows Apache to efficiently share information between different processes and is useful for many things, including in-memory caches of various information such as Apache’s scoreboard table of running processes. The prebuilt Apache binaries can’t make assumptions about the availability of these features, so they have to take the lowest common denominator to maximize compatibility. The great thing about building from source is that Apache works out all of this itself, so all you have to do is start it off and sit back. Choosing which modules to include: Apache is a modular server, with different parts of the server’s functionality provided by different sections, called modules. You can choose which of these modules you want and build a server precisely customized to your requirements with all extraneous features removed. Apache can also build its modules statically into the server or load them dynamically when it’s run. For both static and dynamic servers, you can tell Apache exactly which modules you want to include and which you want to exclude. This allows you to add modules not normally included into the Apache binary, including third-party modules, or to remove modules that you don’t need, to make the server both faster and less prone to inadvertent misconfiguration. Making changes to the source and applying patches: If no other module or feature supplies this ability, having the source code allows you to add to or modify Apache yourself. Some additional features for Apache don’t come as modules but as patches to the source code that must be applied before Apache is built. For example, adding SSL to older Apache distributions required this. Also, new patches for implementing or altering features that aren’t yet officially part of Apache appear all the time.
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 Assuming you’ve decided to build Apache, you’ll need a copy of the source, of course. Source code for both Apache 1.3 and Apache 2 is available from http://httpd.apache.org; use the Download link to retrieve a copy of either version from the closest mirror site. Depending on your needs, you can choose either the more venerable but well-tried Apache 1.3 or the newer and less-honed (but much more powerful) Apache 2. Apache 1.3 distributions have a name with the following form: apache-1.3.NN.tar.gz (Unix gzip archive) apache-1.3.NN.tar.Z (Unix compress archive)
 
 Apache 2 distributions look like this instead: httpd-2.N.NN.tar.gz (Unix gzip archive) httpd-2.N.NN.tar.Z (Unix compress archive) httpd-2.N.NN-win32-src.zip (Windows ZIP archive)
 
 The configuration process is actually similar across the versions, even though the underlying setup has been fundamentally overhauled for Apache 2 (the devil is, of course, in the details). However, before you start the configuration process you should verify that your source is actually correct.
 
 Verifying the Apache Source Archive Before you proceed to customize and build your Apache source distribution, you should take the precaution to verify that what you have is what the Apache Software Foundation actually released. Although the chances may be slim, it’s possible your distribution has been modified or tampered with. Clearly this is less than ideal, so to make sure you have a correct and unmodified copy of the code, you can make use of two verification tools: md5sum and pgp/gpg.
 
 Verifying with md5sum md5sum (sometimes just md5) computes an MD5 checksum for a block of data—in this case, the source distribution—and writes it out as a 32-character string. The checksum algorithm is one-way, meaning you can’t derive any information about the original file from it, and although theoretically it’s possible for two different files to generate the same checksum, it’s very improbable. You can use md5sum to check that your file generates the same checksum as the official distribution: $ md5sum httpd-2.0.47.tar.gz 63f16638c18b140b649fab32b54d7f9c
 
 httpd-2.0.47.tar.gz
 
 If you retrieve the checksum from http://httpd.apache.org (not a mirror) by clicking the MD5 link next to the distribution you downloaded, you see that this is the correct value and that therefore your archive is also correct.
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 Verifying with PGP/GPG Verifying the MD5 checksum is usually enough for most purposes, but to be absolutely safe, you can’t just check that the archive is correct but that it really was distributed by someone responsible. To do this, you can verify the signature of each archive using either PGP or the equivalent GPG. For more information on how these tools work and how to use them, see http://www.openpgp.org/ and http://www.gnupg.org/. Verifying the signature of a file allows you to detect the slim but theoretically possible case where the Apache Software Foundation’s own Web site, or one of its mirrors, has been compromised or that someone has modified the information on an intermediate proxy so that the pages you’re accessing look like but actually aren’t the originals. Assuming that you’re using GPG, you first download the public keys for the Apache developers. This is a file called KEYS and is available at http://www.apache.org/dist/ httpd/KEYS. You then import these keys into GPG with this: $ gpg -import KEYS
 
 Having done this, you download the signature file for the archive you want to verify. This has the same name as the archive file followed with an .asc extension and can be retrieved from http://http.apache.org by clicking the PGP link next to the distribution you downloaded. Save the signature file into the same place you have the archive and then verify that the two match with this: $ gpg httpd-2.0.47.tar.gz.asc
 
 If the signature agrees with the file, you get a number of messages ending with this (in the case of the previous example): gpg: Signature made Mon 07 Jul 2003 16:56:49 CEST using DSA key ID DE885DD3 gpg: Good signature from "Sander Striker <[email protected]>" gpg: aka "Sander Striker <[email protected]>" gpg: checking the trustdb gpg: checking at depth 0 signed=0 ot(-/q/n/m/f/u)=0/0/0/0/0/1 gpg: WARNING: This key is not certified with a trusted signature! gpg: There is no indication that the signature belongs to the owner. Primary key fingerprint: 4C1E ADAD B4EF 5007 579C 919C 6635 B6C0 DE88 5DD3
 
 If, however, they don’t agree, you get a different message: gpg: BAD signature from ...
 
 In this event, you shouldn’t proceed further with this archive. Better, you should notify the foundation that you’ve found a possibly compromised archive! Assuming you got a good signature, you’re most of the way there. However, GPG doesn’t know who the signer was. You know the signature is good, but you don’t know that the person who created the signature is trusted. To do that, you need either to
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 establish that the public key of the signer really does belong to him or to verify the public key of any other individual who has signed it with their private key. You can take the first step by checking the fingerprint of the signer’s public key from the ID given on the first line and then importing the signatures of that key. You can find the fingerprint with this: $ gpg -fingerprint DE885DD3
 
 The bottom line of the output from this command should match the Primary Key fingerprint line you got from verifying the signature file. Now you can import the signatures for this key: $ gpg --keyserver pgpkeys.mit.edu --recv-key DE885DD3
 
 Now all you need to do is verify that any of those signatures are actually good; traditionally, the best way to do this is to meet someone face to face. If you can’t do that, you can import more signatures for each of the public keys until you get one for someone you can actually meet. Having done this, you can edit the verified key to tell GPG you trust it (and to what degree you trust it), which in turn will influence each key signed by it. This is called the Web of Trust, and you can find more information on how it works and how to enter it in the GNU Privacy Handbook at http://www.gnupg.org/gph/en/manual.html#AEN335.
 
 Building Apache from Source Building Apache from the source is a relatively painless process. However, you need the following: An ANSI C compiler: You can use the freely available gcc as an alternative if a native compiler doesn’t compile Apache properly. On most Unix platforms, gcc is the preferred choice; most Linux, BSD, and MacOS X servers have it installed as standard and aliased to the normal C compiler command cc. You can find it at http://www.gnu.org/software/gcc/gcc.html as an installable package for innumerable platforms. Dynamic linking support: For Apache to be built as a dynamic server loading modules at runtime, the platform needs to support it. Some operating systems may need patches for dynamic support to work correctly. Otherwise, Apache must be built statically. A Perl interpreter: Some of Apache’s support scripts, including apxs and dbmmanage, are written in Perl. For these scripts to work, you need a Perl interpreter. If Perl isn’t already installed, you can find binary downloads at http://www.cpan.org/ports/ for many platforms. The source code is also available for those wanting to build it themselves. Note that mod_perl isn’t required; these are external stand-alone scripts. (For administrators who want to use mod_perl, it’s worth updating Perl to the latest stable release, particularly if you want to use threads in mod_perl 2.)
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 Configuring and Building Apache To build Apache from source and install it with the default settings requires only three commands: one to configure it, one to build it, and one to install it. Both Apache 1.3 and Apache 2 provide the configuration script configure to set up the source for compilation on the server and customize it with command line options to determine the structure and makeup of the eventual installation. You can control almost every aspect of Apache at this time if you want, including experimental code and optional platformspecific features. The following command scans the server to find out what capabilities the operating system has (or lacks), determines the best way to build Apache, and sets up the source tree to compile based on this information: $ ./configure
 
 A large part of what the configuration process does is to examine the features and capabilities of the operating system. This information is derived through a series of tests and checks and can take quite some time. The remainder of the configuration process is concerned with taking your customizations, supplied as command line options, and reconfiguring the source code accordingly. This allows you to enable or disable features, include additional components, or override default server locations and limits. For a list of all available options, you can instead use this: $ ./configure --help
 
 Once the Apache source is configured, you need to build and install it. The following commands build Apache and then install it in the default location of /usr/local/apache (\apache on Windows, /apache on NetWare, and /os2httpd on OS/2): $ make $ make install
 
 For minimalists, you can also combine all three commands: $ ./configure && make && make install
 
 More usefully, you can change Apache’s installation root to something else, which will change both where the installation process puts it and the internal settings built into Apache. Apache then defaults to looking for the server root and its configuration files in that location. If you change nothing else, this is the one thing you might want to override because all of Apache’s default directory and file locations are based on this value. You can have Apache install into a different location by supplying a parameter to the configure command. For example: $ ./configure --prefix=/opt/apache2
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 This command would cause make install to install Apache outside the /usr/local/ directory tree. On a Unix server, you’ll certainly need root permissions for the actual installation to proceed without a permissions error. However, you can still carry out the configure and build process up to the point of installation as an unprivileged user. For Apache 2, you can install Apache into a different directory than the one that it was configured with: [2.0] $ make install DESTDIR=/opt/apache2
 
 If you don’t have root privileges, and no friendly administrator is available to help you, you can instead use the --prefix parameter to have Apache installed under your own directory, for example: $ ./configure --prefix=/home/ultraviolet/high-programmer/apache --port=4444
 
 Here you specify an installation directory where you do have write privileges. You also specify a port number above 1023; on a Unix server, ports up to this number are considered privileged and can’t be used by nonprivileged processes. A nonstandard installation root and port number are also handy for installing test versions of new releases of the server without disturbing the current server. You could also use the DESTDIR argument to make install. In general, almost any aspect of Apache can be configured by specifying one or more parameters to the configure command, as you shall see throughout the rest of the chapter.
 
 Apache 2 vs. Apache 1.3 Configuration Process One of the many significant changes between Apache 1.3 and Apache 2 is the configuration process. Although on the surface the configure script behaves much the same as it used to, there are several differences, too, including many options that have changed name or altered slightly in behavior. Apache 2 makes use of autoconf, a general-purpose tool for deriving and creating configuration scripts. The autoconf application creates scripts that are similar in spirit to the way that the configure script of Apache 1.3 worked, but they operate on a more generic and cross-platform basis. They’re also easier to maintain and extend; given Apache’s extensible nature, this is a critical requirement. The older Apache 1.3 script mimics a lot of the behavior of autoconf-generated scripts, which is why the two configure scripts have many similarities. However, the resemblance is skin-deep only. autoconf implements the --enable and --disable options that switch on and off different packages within a source tree and the --with and --without options to configure features both within packages and external to the source tree: --enable: In Apache, packages translate as modules. As a result, configuration options now exist to enable and disable each module within Apache. For instance, --enable-rewrite and --enable-rewrite=shared can enable mod_rewrite statically or dynamically. Modules may now be specified in a list rather than individually with options such as --enable-modules="auth_dbm rewrite vhost_alias", which
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 wasn’t possible in Apache 1.3. The --with-layout option has changed to an --enable option, --enable-layout. --with and --without: Features within modules and outside the source itself are enabled or disabled with --with and --without options. This covers a range of Apache features such as the server user and group, which change from --server-uid and --server-gid to --with-server-uid and --with-server-gid. This includes the suExec options, apart from --enable-suexec itself, for example, with --suexec-caller becomes --with-suexec-caller. Modules that rely on external features now enable them with options such as --with-dbm, --with-expat, --with-ldap, and --with-ssl. Exceptions are mostly restricted to options that control the build type and base locations. As a result, many options have been renamed to fit with this scheme, and a few have also changed in how they work—for the most part, they become more flexible in the process. To make it easier to see how options differ between the old and new configuration styles, I’ll present the various ways in which you can configure Apache’s build process and give examples for both Apache 1.3 and Apache 2. As well as making it easier for those wanting to migrate to Apache 2, it’s also friendlier to administrators who want to stick with Apache 1.3 for now but have an eye to the future. Also, Apache developers can retrieve the current development code base using CVS. Three modules are needed in total: httpd-2.0 (the server itself), apr (the Apache Portable Runtime), and apr-util (APR support utilities). The following series of commands will retrieve the complete Apache 2 source tree and place it under /home/admin/apache2: $ cd /home/admin/apache2 $ CVSROOT=:pserver:[email protected]:/home/cvspublic $ export CVSROOT $ cvs login CVS password: anoncvs$ cvs co httpd-2.0 $ cd httpd-2.0/srclib $ cvs co apr $ cvs co apr-util
 
 The next step is to configure the configuration process itself. For this to work, you must have current versions of autoconf and libtool installed. Both are projects of the Free Software Foundation and are commonly available as a package for most platforms; see the autoconf home page at http://www.gnu.org/software/autoconf/ for detailed information. Assuming you do have autoconf and libtool, you now execute this: $ cd httpd-2.0 $ ./buildconf
 
 This should generate the configure script, which you can then use to actually configure the source code for building.
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 Curious administrators who don’t need to live quite so close to the cutting edge can also retrieve daily snapshots of the CVS source tree from http://cvs.apache.org/ snapshots/. As with the CVS repository, you need the snapshots for httpd-2.0, apr, and apr-util.
 
 NOTE Retrieving source via CVS is strongly discouraged for anyone who doesn’t want to actually assist with Apache development: The active source tree doesn’t pretend to even be a development release, never mind a stable one. For those who do want to help out, you can find more information at http://www.apache.org/dev/.
 
 General Options Before plunging into detail about various configuration parameters, it’s worth pointing out a few options that adjust the overall configuration process or provide information about the process and about configure itself. Some of these options are unique to Apache 1.3, and others are new in Apache 2 (see Table 3-1).
 
 Table 3-1. Apache 2 configure Script Options Option
 
 Description
 
 --help
 
 Prints out a complete list of the configuration parameters and their allowed parameters and permutations, along with their default settings. Because new options appear from time to time, it’s well worth printing out a copy of this output for reference, or even saving it: $ ./configure --help > configure.help You can find some additional options for Apache 2 by running the configure scripts in the subdirectories of srclib: apr, apr-util, and pcre.
 
 --cache-file=FILE Specifies an alternative name for config.cache, which stores the results of the operating system analysis performed by configure and that’s used by config.status mentioned previously.
 
 Compatibility
 
 Apache 2 only
 
 --quiet --silent
 
 Suppresses most of configure’s output. Mostly useful for driving configure from another application such as a GUI configuration tool and for administrators who just want to know when it’s all over.
 
 --no-create
 
 Goes through the configuration process and produces the usual messages on the screen but doesn’t actually create or modify any files.
 
 --show-layout
 
 Displays the complete list of locations that Apache Apache 1.3 only will use to install and subsequently look for its various components. This includes the server root, document root, the names and locations of the configuration file and error log, where loadable modules are kept, and so on. It’s useful for checking that directives to change Apache’s locations are working as expected.
 
 Apache 2 only
 
 (Continued)
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 Table 3-1. Apache 2 configure Script Options (Continued) Option
 
 Description
 
 Compatibility
 
 --srcdir
 
 The location of the source code, in the event you’re using a configure script located outside of the distribution.
 
 Apache 2 only
 
 --verbose
 
 Produces extra long output from the configuration process.
 
 Apache 1.3 only
 
 --version
 
 Displays the version number of autoconf that was used to create the configure script itself.
 
 Apache 2 only
 
 Setting the Default Server Port, User, and Group A number of the configuration directives that you have to set in httpd.conf can be preset using a corresponding option at build time. In particular, you can set the user and group under which the server runs and the port number to which it’ll listen. What makes these different from other values that might seem to be just as important—for example, the document root—is that, for varying reasons, it may be particularly useful or even necessary to specify them in advance. The port is a required setting of Apache 2; the server won’t start without it being explicitly configured. Specifying it at build time will cause Apache to add a corresponding line into httpd.conf. Without it, you’ll need to edit httpd.conf, so if you want to create an immediately usable Apache, you must set it here, too. You can change it with the --with-port option, for example: $ ./configure --with-port=80 ...
 
 In Apache 1.3 the default port number in httpd.conf is set to 80 automatically, so this option needn’t be specified for a server running on the standard HTTP port. Of course, editing httpd.conf to add or change it isn’t a great burden, either. The user and group affect the suExec wrapper (covered shortly), so you must set them at build time. In Apache 1.3 you use the --server-uid and --server-gid options to do this. The corresponding Apache 2 options are --with-server-uid and --with-server-gid. For example, to set the user to httpd and the group to the httpd group, you’d use the following for versions 1.3 and 2, respectively: [1.3]$ ./configure --server-uid=httpd --server-gid=httpd ... [2.0]$ ./configure --with-server-uid=httpd --with-server-gid=httpd ...
 
 You can set a number of other directives in httpd.conf that relate to the locations of things such as the document root and the default CGI directory by overriding parts of Apache’s default layout. I cover this in detail in the “Advanced Configuration” section a little later in the chapter.
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 Determining Which Modules to Include Other than optimizing Apache for the platform it’s to run on, the most useful aspect of building Apache is to control which modules are included or excluded. If you want to build a dynamic server, it’s often simpler to build everything dynamically and then subsequently weed out the modules you don’t want from the server configuration. However, choosing modules at build time is essential for static servers because you can’t subsequently change your mind. It can also be useful on platforms where some modules simply won’t build and you need to suppress them to avoid a fatal error during compilation. Apache will build a default subset of the modules available unless you tell it otherwise; you can do this explicitly by naming additional modules individually, or you can ask for bigger subsets. You can also remove modules from the list, which allows you to specify that you want most or all of the modules built, and then make exceptions for the modules you actually don’t want. You specify module preferences using the enable and disable options. The syntax of these is one of the areas where the Apache 2 and Apache 1.3 configure scripts differ quite significantly. In fact, it’s likely to be one of the bigger problem areas for administrators looking to migrate. However, although the Apache 2 syntax is more flexible, it still offers essentially the same functionality. To simplify the task for administrators who are looking to migrate, I’ll present the various ways you can control the module list with examples for both versions of Apache. I’ll also tackle building Apache as a fully static server first before going on to building it as a fully or partly dynamic server.
 
 Enabling or Disabling Individual Modules Apache 1.3 provides the generic --enable-module option, which takes a single module name as a parameter. To enable mod_auth_dbm and add it to the list of modules that will be built, use this: [1.3] $ ./configure --enable-module=auth_dbm Apache 2 replaces this with a more flexible syntax that provides a specific option for each available module. To fit in with the naming convention for options, module names with underscores are specified with – (minus) signs instead, so the previous command in Apache 2 becomes either one of these: [2.0] $ ./configure --enable-auth-dbm [2.0] $ ./configure --enable-auth-dbm=yes
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 Disabling a module is similar. To remove mod_include and mod_userdir, which by default are included, use this: [1.3] $ ./configure --disable-module=include --disable-module=userdir or in Apache 2, use this: [2.0] $ ./configure --disable-include --disable-userdir [2.0] $ ./configure --enable-include=no --enable-userdir=no As mentioned earlier, in Apache 2 you can use the new --enable-modules option along with a list of module names. Notice the plural—this isn’t the same as Apache 1.3’s --enable-module. Unfortunately, there’s as yet no equivalent --disable-modules option. So to enable DBM authentication, URL rewriting, and all the proxy modules but disable user directories, as-is responses, and the FTP proxy, you could use this: [2.0] $ ./configure --enable-modules="auth_dbm rewrite proxy" \ --disable-userdir --disable-asis --disable-proxy_ftp"
 
 This adds mod_auth_dbm, mod_rewrite, and mod_proxy and then removes mod_userdir, mod_asis, and mod_proxy_ftp (which was enabled when you enabled mod_proxy). You can obtain the list of available modules, and their default state of inclusion or exclusion, from the configure --help command. This produces an output that includes the following section (this particular example is from an Apache 1.3 distribution because Apache 2’s configure doesn’t yet provide this information): [access=yes [asis=yes [auth_db=no [autoindex=yes [digest=no [example=no [imap=yes [log_agent=no [mime=yes [negotiation=yes [setenvif=yes [status=yes [usertrack=no
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 This tells you the names of the modules to use with configure and which modules Apache will build by default. Unfortunately, it doesn’t take account of any other parameters you might add, so you can’t use it to check the result of specifying a list of enable and disable options. Once you’ve run the configure script and set up the source code for compilation and installation, you can build and install Apache with this: $ make # make install
 
 Once this is done, you can go to the Apache installation directory, make any changes to httpd.conf that you need—such as the hostname, port number, and server administrator—and start up Apache. You could also just type make install, but doing it in two steps will allow you to perform a last-minute check on the results of the build before you actually install Apache.
 
 Enabling or Disabling Modules in Bulk The --enable-module option of Apache 1.3 and the --enable-modules option of Apache 2 have in common two special arguments that allow you to specify a larger group of modules without listing them explicitly: • most expands the default list to include a larger selection of the modules available. • all goes further and builds all modules that aren’t experimental or otherwise treated specially. Tables 3-2 and 3-3 contrast the modules that are built at the default, most, and all levels, for Apache 1.3 and Apache 2, respectively. Each column adds to the previous one, so the All column contains only those modules that are additional to most. The Explicitly Enabled column details all modules that aren’t included unless explicitly enabled, along with a subheading detailing why. Some experimental modules are likely to be added to the list of All modules at some point in the future; in Apache 2 this includes mod_file_cache, mod_proxy, and mod_cache. These modules have been listed under Additional rather than Experimental in the Explicitly Enabled column to differentiate them from truly experimental or demonstration modules such as mod_example, which should never be encountered in a production-server environment. Table 3-2 is the list for Apache 1.3.
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 Table 3-2. Apache 1.3 Included Modules Default
 
 Most
 
 All
 
 Explicitly Enabled
 
 mod_access
 
 mod_auth_anon
 
 mod_mmap_static
 
 mod_auth_digest
 
 mod_actions
 
 mod_auth_db
 
 (mod_so)
 
 mod_alias
 
 mod_auth_dbm
 
 Obsolete:
 
 mod_asis
 
 mod_cern_meta
 
 mod_auth_db
 
 mod_auth
 
 mod_digest
 
 mod_log_agent
 
 mod_autoindex
 
 mod_expires
 
 mod_log_referer
 
 mod_cgi
 
 mod_headers
 
 Example and Experimental
 
 mod_dir
 
 mod_info
 
 mod_example
 
 mod_env
 
 mod_mime_magic
 
 mod_imap
 
 mod_proxy
 
 mod_include
 
 mod_rewrite
 
 mod_log_config
 
 mod_speling
 
 mod_mime
 
 mod_unique_id
 
 mod_negotiation
 
 mod_usertrack
 
 mod_setenvif
 
 mod_vhost_alias
 
 (mod_so) mod_status
 
 mod_auth_db is deprecated in favor of mod_auth_dbm, which now also handles Berkeley DB. mod_log_referer and mod_log_agent are deprecated in favor of mod_log_confug. mod_so is automatically enabled if any other module is dynamic; otherwise, it must be enabled explicitly in Apache 1.3 (Apache 2 always enables it even if all modules are static). mod_mmap_static is technically experimental but stable in practice. mod_auth_digest replaces mod_digest; only one of them may be built. Table 3-3 is the corresponding list for Apache 2.
 
 Table 3-3. Apache 2 Included Modules Default
 
 Most
 
 All
 
 Explicitly Enabled
 
 mod_access
 
 mod_auth_anon
 
 mod_cern_meta
 
 mod_cache
 
 mod_actions
 
 mod_auth_dbm
 
 mod_mime_magic
 
 mod_disk_cache
 
 mod_alias
 
 mod_auth_digest
 
 mod_unique_id
 
 mod_mem_cache
 
 mod_asis
 
 mod_dav
 
 mod_usertrack
 
 mod_charset_lite
 
 mod_auth
 
 mod_dav_fs
 
 mod_deflate
 
 mod_autoindex
 
 mod_expires
 
 mod_ext_filter
 
 mod_cgi/mod_cgid
 
 mod_headers
 
 mod_file_cache
 
 mod_dir
 
 mod_info
 
 mod_isapi (Windows only) (Continued)
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 Table 3-3. Apache 2 Included Modules (Continued) Default
 
 Most
 
 mod_env
 
 mod_rewrite
 
 All
 
 Explicitly Enabled
 
 mod_ldap
 
 mod_http
 
 mod_auth_ldap
 
 mod_imap
 
 mod_logio
 
 mod_include
 
 mod_proxy
 
 mod_log_config
 
 mod_proxy_connect
 
 mod_mime
 
 mod_proxy_ftp
 
 mod_negotiation
 
 mod_proxy_http
 
 mod_setenvif
 
 mod_ssl
 
 mod_so
 
 mod_suexec
 
 mod_status
 
 Example and Experimental:
 
 mod_userdir
 
 mod_bucketeer mod_case_filter mod_case_filter_in mod_echo mod_example mod_optional_hook_export mod_optional_hook_import mod_optional_fn_import mod_optional_fn_export
 
 Either mod_cgid or mod_cgi is built automatically depending on whether the chosen MPM is threaded. Modules shown indented depend on the module before them; that is, mod_mem_cache requires mod_cache. mod_logio requires mod_log_config. mod_deflate and mod_ssl require external libraries to be built; mod_file_cache, mod_cache, and mod_proxy may migrate to the all list in time. mod_http provides basic HTTP support; it may be removed for those intending to use Apache as a framework for a generic protocol server, but should be kept in general use. Options concatenate so you can specify both general and specific options together to get the mix of modules you want with the minimum of effort. For example, in Apache 1.3, you can specify this: [1.3] $ ./configure --enable-module=most --enable-module=rewrite [1.3] $ ./configure --enable-module=all --disable-module=rewrite --disable-module=so or in Apache 2, you can specify this: [2.0] $ ./configure --enable-modules=most --enable-rewrite [2.0] $ ./configure --enable-modules=all --disable-rewrite --disable-so
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 Deciding what to include and exclude is made simpler if you choose to build a dynamic server because, as I mentioned earlier, you can simply choose to build all the modules and sort them out later. Once the server is installed, you can then comment out the directives in the configuration for the modules you don’t want. This only breaks down if a module can’t be built dynamically or you want to explicitly disable mod_so (because by definition it can’t be dynamic and load itself). If you change your mind later, you just uncomment the relevant directives and restart Apache.
 
 Building Apache As a Dynamic Server Building Apache as a purely dynamic server is almost as simple as building it as a static server, though the options again differ between Apache 1.3 and Apache 2. The approach taken also differs subtly. In Apache 1.3, you have to both enable a module and specify that it’s to be built dynamically; neither implies the other, so if you specify that a module is dynamic without also enabling it, it won’t get built. In Apache 2, if you ask for it to be built dynamically, it’ll also automatically be enabled, which is more reasonable. The option to create modules dynamically in Apache 1.3 is --enable-shared. This takes the name of a module as an argument or the special value max, which takes the list of enabled modules and makes dynamic any of those modules that are capable of being loaded dynamically. The following is fairly typical of how the majority of Apache 1.3 servers are built: [1.3] $ ./configure --enable-module=all --enable-shared=max You could also have used most or left out the --enable-module option if you wanted fewer modules compiled. max operates on the result of the combination of all the --enable-module options you specify; it doesn’t imply a particular set of modules in and of itself. Apache 2 does away with separate options and instead provides a single combined option, --enable-mods-shared, which both enables and makes dynamic the module or list of modules you specify. As with --enable-modules, you can also specify most or all. The equivalent to the previous command in Apache 2 is this: [2.0] $ ./configure --enable-mods-shared=all
 
 More interestingly, you can also keep Apache a primarily static server but make one or two modules dynamic, or vice versa, so you can have the best of both worlds. This allows you to take advantage of the slightly increased performance benefits of binding a module statically into the server but at the same time keeping optional features external to the server so that they can be removed to make Apache more lightweight without it.
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 For example, mod_rewrite is very powerful, but it’s large, so if you’re not sure whether you’ll actually be using it, you can only make it dynamic with this (depending on what else you’ve enabled): [1.3] $ ./configure --enable-module=all --enable-shared=rewrite [1.3] $ ./configure --enable-module=most --enable-module=rewrite --enable-shared=rewrite
 
 You don’t need to enable mod_rewrite explicitly in the first example because it’s covered by all. Otherwise, you need to add an --enable-module=rewrite as well. Apache 1.3 doesn’t build it by default. The equivalent for Apache 2 is this: [2.0] $ ./configure --enable-modules=all --enable-mods-shared=rewrite,... [2.0] $ ./configure --enable-modules=most --enable-mods-shared=rewrite,... Interestingly, you can also make a module shared by giving the --enable option the value shared, so you could also have said this: [2.0] $ ./configure --enable-modules=all --enable-rewrite=shared ... Even if you choose to build Apache statically, you can still include the mod_so module to allow dynamically loaded modules to be added to the server later. In Apache 1.3 you do this by enabling all modules (which includes mod_so), making any module dynamic, or explicitly add mod_so with this: [1.3] $ ./configure --enable-module=so ... Conversely, Apache 2 automatically includes mod_so even in a fully static server. If you don’t want it, you must explicitly disable it using any of these: [2.0] $ ./configure --disable-so ... [2.0] $ ./configure --enable-so=no ... [2.0] $ ./configure --disable-module=so,... ... Alternatively, you can build a mostly dynamic server with one or two modules built statically. It’s rare that you wouldn’t want mod_access or mod_mime not built into the server, so you can make them static with this: [1.3] $ ./configure --enable-module=all --enable-shared=all --disable-shared=access --disable-shared=mime
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 To do the same for Apache 2, you make use of the last argument you can give to an --enable option: static. This is the only way to reverse the status of a module from dynamic back to built-in because there are no such options as --disable-mods-shared or --enable-mods-static in Apache 2 (at least not currently): [2.0] $ ./configure --enable-modules=all --enable-access=static --enable-mime=static
 
 When Apache is built from this configuration, it automatically inserts the directives to load dynamic modules, saving you the trouble of doing it yourself. It is, therefore, convenient to build modules even if you don’t really need them. You can comment out the enabling directives and uncomment them later should you change your mind.
 
 Changing the Module Order (Apache 1.3) One of the consistent bugbears of configuring Apache 1.3 servers is getting the loading order of the modules correct. This is because the order in which the modules are loaded into the server determines the order in which the Apache core calls them to handle requests. Apache 2 does away with all of this by allowing modules to specify their own ordering preferences. As a result, the ordering problem no longer exists in Apache 2, and neither do the compile-time options to change it. For administrators still using Apache 1.3, it remains a problem, so the configure script provides options to allow you to reorder modules. With a dynamic server, this step isn’t essential because you can change the order of modules just by changing the order of the LoadModule directives that load them: # load modules in inverse priority LoadModule vhost_alias_module libexec/mod_vhost_alias.so ... LoadModule setenvif_module libexec/mod_setenvif.so
 
 However, getting the order right at compile time will result in an httpd.conf with the modules already in the correct order. A static server has no such ability, so the build process is the only chance you get to determine the default running order. Because of this, Apache 1.3 provides the ClearModuleList and AddModule directives. These allow the running order of modules to be explicitly defined, overriding the order in a static Apache server and the LoadModule directives of a dynamic server: # initial loading order comprises static modules # add dynamic modules added to the end - that is at higher priority (LoadModule directives) # erase existing loading order ClearModuleList
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 Building Apache the Way You Want It # define new loading order AddModule mod_vhost_alias.c ... AddModule mod_setenvif.c
 
 The loading order is important because modules listed later in the configuration file get processed first when URLs are passed to modules for handling. If a module lower down the list completes the processing of a request, modules at the top of the list will never see the request, and any configuration defined for them will not be used. This is significant for two particular cases: Authentication modules such as mod_auth, mod_auth_anon, and mod_auth_dbm are processed in the opposite order to the order in which they’re loaded. If you want DBM authentication to be applied first, you need to ensure that it’s loaded last. One reason for doing this is to authenticate most users from a database but allow Apache to fall back to basic authentication for one or two administrators so they can still gain access in the event the database is damaged or lost. Aliasing and redirection modules such as mod_alias, mod_vhost_alias, mod_speling, and mod_rewrite modify URLs based on the inverse of the order in which they’re loaded. For this reason, mod_vhost_alias usually loads first, so the others have a chance to act. In addition, for mod_rewrite to be used together with mod_alias, mod_alias must be loaded first. By looking at the configuration file, you can see the running order for dynamic servers. For static servers, httpd -l lists the modules in the server in the order they’re loaded. Servers can have both types of modules, in which case the static modules load first and the dynamic ones second. You can override this by using ClearModuleList, followed by AddModule directives to reconstruct the module order. This is also the only way to make a static module come before a dynamic one. You can alter the running order of modules at build time with the --permute-module option. This takes a parameter of two module names, which are then swapped with each other in the loading order: $ ./configure --permute-module=auth:auth_anon
 
 This causes mod_auth (which is normally loaded before mod_auth_anon) to be loaded after it, so you can perform file-based authentication before anonymous authentication. Because Apache simply swaps the modules without regard the position of any other modules, this is most useful when modules are adjacent or near each other, such as the various authentication modules. This also means that the previous is equivalent to this: $ ./configure --permute-module=auth_anon:auth
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 Alternatively, you can also specify two special tokens to move a module to either the start of the list or the end: $ ./configure --permute-module=BEGIN:vhost_alias $ ./configure --permute-module=setenvif:END
 
 Both these examples are real-world ones. mod_vhost_alias should usually be the last of the aliasing modules to be polled as outlined previously, and mod_setenvif should usually be one of the first, so it can set variables in time for other modules to take notice of them. The END syntax is handy for ensuring that a module comes after another, irrespective of their original loading order. However, it’ll also cause the module to be processed before all other modules, which might have unforeseen side effects. Likewise, using BEGIN to move a module to the beginning of the list will cause it to be processed last, which will cause problems if it needs to operate before another module. Fortunately, Apache’s default order is sensible and rarely needs to be modified, so use of this option is thankfully rare, and it’s eliminated entirely in Apache 2. In a case when it’s important to move a lot of modules around, it’s almost always simpler to ignore the build-time configuration and use the ClearModuleList and AddModule directives instead. However, only modules added with an AddModule directive after ClearModuleList will be available to the server, irrespective of whether they’re present in the running executable. Although you can simply remove a dynamic module, this is essentially the only way for you to disable a statically linked module. You still incur the cost of carrying the inactive module as a dead weight within the running server, however.
 
 Checking the Generated Configuration You can capture the running commentary output by the configure script to a file for later analysis. The following command on a Unix platform lets you view the output while the configure process runs and also records the output in a file: $ ./configure | tee configure.output
 
 It’s good to check the output from the configure script before proceeding to the compilation stage—it’ll tell you which modules are available, and of those modules, which ones you’ve chosen to build and which you have chosen to ignore. It’ll also tell you whether Apache has found system libraries for certain features or has defaulted to using an internal version or disabling the feature—this can have potentially important ramifications for the availability of features in the server that aren’t always apparent otherwise. You may not immediately realize that mod_rewrite isn’t built to use DBM database maps because it didn’t find a DBM implementation to use unless you review the output of the configuration process.
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 Similarly, Apache requires and comes bundled with a cut-down version of the Expat XML parser. If you already have Expat installed, Apache will use it in preference to building its own copy. This can be important because some third-party modules and frameworks can sometimes behave unreliably if Apache uses a different Expat from the rest of the system. The solution is simple: If you do have Expat but in a directory Apache doesn’t expect, then you need to add the --with-expat= option. See the section “Configuring Apache’s Library and Include Path” later in the chapter for more on this and other features that may require additional coaxing including DBM, LDAP, and SSL support. Both Apache 1.3 and Apache 2 store their default configuration information in a template file and generate an active configuration from it according to the options you request and the capabilities of the operating system. Although you don’t need to worry about this in most cases, it can be handy to refer to the files containing the generated configuration both to check the results and also to redo the configuration if need be.
 
 The Generated Configuration in Apache 1.3 Apache 1.3 holds most of its default configuration in a file called Configuration in the src directory, and it’s still possible, although largely deprecated in these more modern times, to configure Apache by editing it. Examining it can also be educational as a glimpse into how Apache is put together, even if you choose not to build Apache yourself. The Apache 1.3 configuration process results in a file called src/Configuration.apaci (so as not to overwrite src/Configuration) and then uses a second script, src/Configure, to produce the files necessary for building Apache based on its contents. You use this script directly if you edit the Apache 1.3 Configuration file by hand; you can also use it to set up the Apache source without altering the configuration settings.
 
 The Generated Configuration in Apache 2 Apache 2 has an almost completely overhauled build configuration system that’s much more easily maintained, as well as being more extensible and similar to other packages that also use autoconf. Despite this, it behaves almost exactly like the familiar APACI configuration interface of Apache 1.3. As a result, most aspects of configuring an Apache source distribution are the same for either version of the server, but there are just enough differences to be inconvenient. Apache 2 holds most of its default configuration in a file called configure.in, which is presupplied, but it can be regenerated using the buildconf script provided. However, this should only ever be necessary for developers who are pulling the Apache source code from the code repository via CVS. This file isn’t designed for editing— Apache 2 intends to determine as much as possible from the platform and the rest from arguments to the configure script, rather than encourage hand editing of preset values.
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 The Apache 2 configuration process generates build instructions throughout the source tree and additionally creates some useful files that allow you to check and re-create the results: • config.nice: This file contains a formatted multiline command line for rerunning the configure script using the same arguments you passed to it the first time. This makes it an executable script that allows you to repeat your steps, as well as provide a convenient way to modify and store your configuration parameters. • config.log: This file contains any messages that were produced by the compiler during the various build checks. Usually, it’ll contain nothing except a few line number references fromconfigure. These are intended to prefix the different points at which messages might arise, should any appear. • config.status: This file contains a script that performs the actual configuration of the source tree using the options that were specified by configure but without analyzing the operating system for the build criteria, stored in config.cache.
 
 Building Apache from Source As an RPM (Apache 2) Recent releases of the Apache 2 source distribution contain an RPM .spec file that you can use to build Apache as an installable RPM. The httpd.spec file contains all the details needed to build a default Apache installation and can be used without even unpacking the source archive with this: $ rpm -tb httpd-2.0.47.tar.gz
 
 This tells the RPM tool to look inside a .tar file for the .spec file (-t) and to build only binary RPMs (-b). Configuration and building of Apache takes place automatically and should result in four RPM files being generated in /usr/src/packages/RPMS/i386 (this path may vary according to Linux distribution and processor architecture): httpd-2.0.47-1.rpm httpd-devel-2.0.47-1.rpm httpd-ssl-2.0.47-1.rpm
 
 For the build to be successful, you’ll need to have several other packages installed first, notably perl and findutils, but the build prerequisites also include pkgconfig, expat-devel, db3-devel, and openldap-devel. To get SSL support, you also need openssl-devel. Each of the -devel packages in turn needs its parent package, and these in turn may have other dependencies.
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 This is, however, misleading: It’s possible you might need all of these packages, but you can also build an RPM package that doesn’t. You can—and should—edit the httpd.spec file to eliminate dependencies you don’t require. For example, openldap is needed only if you want mod_ldap, and mod_auth_ldap. pkgconfig is needed only on some Linux distributions. Likewise, db3 is needed only if you want mod_auth_dbm to be able to handle Berkeley DB format databases. Similarly, expat-devel is needed only if you want Apache to build with an existing Expat XML parser installation; otherwise, it’ll happily build using the cut-down version that’s included in the Apache source. These dependences exist because the build instructions in httpd.spec include the modules that require them, but you can remove unnecessary packages from the BuildReq: line so long as you also remove the dependant modules. At the same time, if you want to ensure that the optional httpd-ssl package is built (in other words, make it mandatory), you add openssl-devel: BuildPrereq: openldap-devel, db3-devel, expat-devel, findutils, perl, pkgconfig
 
 becomes this: BuildReq: perl, findutils, openssl-devel
 
 Within the httpd.spec file is a configure command, which is most easily locatable by searching for a --prefix command line argument. You can customize this using all the criteria and strategies I’ve already discussed for a stand-alone configure command, with the advantage of creating an installable package as the end product. You should remove any part of the command you don’t need—particularly modules that you don’t need but also directory locations. You should also add a layout to provide the basic structure of the installed server. You can even merge the SSL package into the main server, if you want to eliminate it as a separately installable component. Because you want to edit the .spec file, it’s easiest to extract it singly from the archive and then build it using the -b option to RPM. This requires that the original archive file is present where rpm looks for it, in the SOURCES subdirectory of the RPM system: $ tar zxvf httpd-2.0.47.tar.gz httpd-2.0.47/httpd.spec $ mv httpd-2.0.47/httpd.spec . ...edit httpd.spec... $ cp httpd-2.0.47.tar.gz /usr/src/packages/SOURCES $ rpm -bb httpd.spec
 
 If all goes well, this should generate Apache RPMs built according to your precise specifications, including whichever modules and features you want included. You can store the httpd.spec file somewhere safe and reuse it any time to regenerate your Apache setup. As new releases of Apache are made available, you can move your changes into the new httpd.spec (assuming it has changed) with a minimum of fuss and build those according to the same criteria as before.
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 Advanced Configuration The configuration options you’ve considered so far are enough for many purposes, and certainly sufficient for setting up a test server. However, there are many more advanced options at your disposal, ranging from the useful to the curious to the downright obscure. This is especially true of Apache 2, which provides many autoconf-derived options that, although available, aren’t actually that useful in Apache. Of these options, the most immediately useful are the layout options that determine both where Apache’s files are installed and where Apache expects to find them by default. Other advanced features include the build type for cross-platform builds, platform-specific rules, and locating external packages required by some of Apache’s own features.
 
 Configuring Apache’s Layout You’ve already seen how --prefix defines the installation root for Apache. However, configure allows several more options to customize the location of Apache’s files in detail.
 
 Choosing a Layout Scheme The default layout for Apache consists of an installation path in /usr/local/apache, with the various other directories placed underneath. However, it’s possible to completely configure the entire layout. To make life simple, the configure script accepts a named layout defined in a file called config.layout that’s supplied with the Apache source distribution. This contains many alternative layouts that can be chosen by specifying their name on the configure command line: [1.3] $ ./configure --with-layout=Apache [2.0] $ ./configure --enable-layout=Apache This tells configure to use the Apache layout (this is in fact the default), which causes it to select the Apache layout record in config.layout: # Classical Apache path layout. prefix: /usr/local/apache exec_prefix: $prefix bindir: $exec_prefix/bin sbindir: $exec_prefix/bin libexecdir: $exec_prefix/modules mandir: $prefix/man sysconfdir: $prefix/conf datadir: $prefix installbuilddir: $datadir/build errordir: $datadir/error
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 Building Apache the Way You Want It iconsdir: htdocsdir: manualdir: cgidir: includedir: localstatedir: runtimedir: logfiledir: proxycachedir: 
 
 $datadir/icons $datadir/htdocs $datadir/manual $datadir/cgi-bin $prefix/include $prefix $localstatedir/logs $localstatedir/logs $localstatedir/proxy
 
 From this it’s clear which values control which locations and how the various values depend on each other; the installbuilddir and errordir locations are new to Apache 2, but otherwise the locations understood by the two versions are identical. The default layout in Apache 1.3 differs from the previous Apache 2 layout only in the name of the libexec directory; it’s $exec_prefix/libexec in Apache 1.3. There are ten other layouts defined in config.layout. Note that case is important and that GNU is a valid parameter, but gnu or Gnu aren’t. Table 3-4 details the available layouts along with their main installation prefix (though many of them adjust specific locations in addition).
 
 Table 3-4. Layout Choices Layout
 
 Description
 
 GNU
 
 Installs files directly into subdirectories of /usr/local rather than in a separate /usr/local/apache directory. The httpd binary thus goes in /usr/local/bin and the manual pages in /usr/local/man.
 
 MacOS X Server
 
 Installation paths for MacOS X Server (a.k.a. Rhapsody) operating system (prefix /Local/Library/WebServer).
 
 Darwin
 
 Installation paths for MacOS X (a.k.a. Darwin). This is the consumer version found on desktop machines, as opposed to the server edition, and has a significantly different layout (prefix /usr).
 
 RedHat
 
 Installs files in the default locations for RedHat Linux. This is typically used in the construction of RPM packages for RedHat and is also suitable for RedHat-based distributions such as Mandrake Linux (prefix /usr).
 
 beos
 
 Installation paths for the BeOS operating system (prefix /boot/home/ apache).
 
 SuSE
 
 Installs files in the default locations for SuSE Linux. This is typically used in the construction of RPM packages for SuSE and is also suitable for UnitedLinux distributions (prefix /usr).
 
 OpenBSD
 
 Installs files in the default locations for OpenBSD (prefix /var/www).
 
 BSDI
 
 Installs files in the default locations for BSDI’s commercial BSD variant (prefix /var/www).
 
 Solaris
 
 Installs files in the default locations for Solaris (prefix /usr/apache).
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 The Binary Distribution Layout In addition to the standard layouts previously, there’s also one special layout, BinaryDistribution. This is provided to build Apache for packaging and distribution. The distribution may then be unpacked and installed on the target machine or machines, with the installation root chosen at the time of installation. All other locations are defined as relative directories. This allows you to create an archive containing your own complete custom Apache. You can then unpack and install it into the correct location on multiple machines. Because the creation of a binary distribution is more involved than a straightforward build and install, Apache 2 provides the binbuild.sh and install-bindist.sh scripts, located in the build directory under the top source distribution directory, to help you do it. To use binbuild.sh, you first need to edit it and modify the configure options defined in CONFIGPARAM to build the Apache server you want (don’t change the layout from BinaryDistribution). Then run the following from the top directory of the source distribution: $ ./build/binbuild.sh
 
 This will configure and build Apache as a binary distribution and then package it into an archive named for the Apache version and target host. For example, on a Pentium III Linux server, the resulting archive would be called as so: httpd-2.0.46-i786-pc-linux.tar.gz
 
 You also get a readme file explaining how the archive was built: httpd-2.0.46-i786-pc-linux.README
 
 These files appear next to the unpacked source distribution—that is, the directory above where you actually ran binbuild.sh. You can now transfer and unpack the archive onto any Linux server on which you want to install Apache. After unpacking it, you use the install-bindist.sh script. This takes one argument, the server root where Apache is to be installed, for example: $ ./install-bindist.sh /usr/local/apache_dist
 
 You can also run this script directly from the source directory where you ran binbuild.sh if you want to install the distribution on the same host. This will copy and set up the Apache distribution so that it’s configured to run from the specified directory. Once this is done, you can dispense with the original unpacked archive. The default server root, if you don’t specify one, is /usr/local/apache2; this can be changed by editing DEFAULT_DIR at the same time as CONFIGPARAM before you run binbuild.sh. Note that install-bindist.sh is itself generated by binbuild.sh and doesn’t exist except in the build directory of the archives generated by it.
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 Another file that’s generated by binbuild.sh is the envvars file located adjacent to apachectl in the selected location for executables. apachectl reads envvars to determine the correct environment to start Apache with. For a binary distribution, this typically involves adding additional shared library paths to LD_LIBRARY_PATH (or a similar variable, depending on the platform) so that Apache can find dynamic modules. This is a necessary step because Apache’s installation directories weren’t known at the time you built it for distribution. For a normal undistributed installation, this file contains no active definitions. An original unmodified version of this file is also provided as envvars-std, for reference, if you change envvars.
 
 Adding and Customizing Layouts It’s also possible to add your own custom layouts to the file by adding a new definition with the name of your layout, for example: # My custom Apache layout ... locations ... 
 
 Although it’s not used in the default Apache layout, you can also use the special suffix + on locations to indicate that the name of the server (as defined by --target or --with-program name in Apache 1.3 and 2, respectively) should be added to the end of the path. For example, in the Darwin layout, you find this definition for the log directory: logfiledir: ${localstatedir}/log+
 
 As localstatedir is set to /var in the Darwin layout, this means that (with a program name of osxhttpd) Apache’s log files will, in this layout scheme, be located here: /var/log/osxhttpd
 
 If you don’t want to edit the supplied layout.conf file, you can instead use your own file by prefixing the filename to the layout name: [1.3] $ ./configure --with-layout=mylayout.conf:bespoke [2.0] $ ./configure --enable-layout=mylayout.conf:bespoke You can also specify a layout file outside the Apache source distribution if you want. This makes it easy to maintain a local configuration and build successive Apache releases with it. The alternative to defining your own layout is to specify each of the layout paths on the command line with individual options. The approach you choose depends for the most part on how many locations you want to change.
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 You can check the effect of a layout scheme with the --show-layout option. This causes the configure script to return a list of the configured directories and defaults instead of actually processing them, for example (using an Apache 1.3 source distribution): [1.3] $ ./configure --target=osxhttpd --with-layout=Darwin --show-layout This produces the following output: Configuring for Apache, Version 1.3.28 + using installation path layout: Darwin (config.layout) Installation paths: prefix: /usr exec_prefix: /usr bindir: /usr/bin sbindir: /usr/sbin libexecdir: /usr/libexec/osxhttpd mandir: /usr/share/man sysconfdir: /etc/osxhttpd datadir: /Library/WebServer iconsdir: /usr/share/httpd/icons htdocsdir: /Library/WebServer/Documents manualdir: /Library/WebServer/Documents/manual cgidir: /Library/WebServer/CGI-Executables includedir: /usr/include/osxhttpd localstatedir: /var runtimedir: /var/run logfiledir: /var/log/osxhttpd proxycachedir: /var/run/proxy Compilation paths: HTTPD_ROOT: SHARED_CORE_DIR: DEFAULT_PIDLOG: DEFAULT_SCOREBOARD: DEFAULT_LOCKFILE: DEFAULT_ERRORLOG: TYPES_CONFIG_FILE: SERVER_CONFIG_FILE: ACCESS_CONFIG_FILE: RESOURCE_CONFIG_FILE:
 
 /usr /usr/libexec/osxhttpd /var/run/osxhttpd.pid /var/run/osxhttpd.scoreboard /var/run/osxhttpd.lock /var/log/osxhttpd/error_log /etc/osxhttpd/mime.types /etc/osxhttpd/osxhttpd.conf /etc/osxhttpd/access.conf /etc/osxhttpd/srm.conf
 
 NOTE Unfortunately, Apache 2’s configure doesn’t support this feature yet.
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 Determining Apache’s Locations Individually Each of Apache’s locations can also be set individually, including a few rare ones that aren’t (at least, as yet) permitted in the layout. The list of available options, with their defaults in the Apache layout, is detailed in Table 3-5.
 
 Table 3-5. Configuration Directives Relating to Locations Option
 
 Description
 
 --with-program-name=NAME (2.0) Installs name-associated files using the base name of --target=NAME (1.3) NAME. This changes the name of the Apache executable from httpd to NAME and also changes the default names of the configuration, scoreboard, process ID, and lock files—httpd.conf becomes NAME.conf, and apachectl becomes NAMEctl, and so on. This can be useful, along with --runtimedir for running a second instance of Apache with a different configuration in parallel with an existing one. The default is httpd. In Apache 1.3 this option is called --target, but in Apache 2 it has been renamed to --with-program-name to make way for the new portability options --target, --host, and --build. --prefix=PREFIX
 
 Installs architecture-independent files in PREFIX. This determines the primary installation location for Apache and the default value of the server root, for instance, /usr/local/apache under Unix. Most other locations default to subdirectories of this value.
 
 --exec-prefix=EPREFIX
 
 Installs architecture-dependent files (meaning principally compiled executables) in EPREFIX. This determines the root location of executable files, from which the --bindir, --sbindir, and --libexec directories are derived (if specified as relative values). It defaults to the same value as PREFIX if unspecified.
 
 --bindir=DIR
 
 Installs user executables and scripts in DIR. Usually located in the bin directory under EPREFIX.
 
 --sbindir=DIR
 
 Installs sys admin executables in DIR [EPRIFIX/sbin].
 
 --libexecdir=DIR
 
 Installs program executables in DIR. This defines the location of Apache’s dynamic modules, if any are installed. Usually located in the libexec (1.3) or modules (2.0) subdirectory under EPREFIX.
 
 --mandir=DIR
 
 Installs Unix manual pages for each of Apache’s executables in DIR. Usually located in the man directory under PREFIX. Not to be confused with --manualdir.
 
 --sysconfdir=DIR
 
 Installs configuration files such as httpd.conf and mime.types in DIR. Usually located in the conf directory under PREFIX. (Continued)
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 Table 3-5. Configuration Directives Relating to Locations (Continued)
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 Option
 
 Description
 
 --datadir=DATADIR
 
 Installs read-only data files in DATADIR. This determines the root location of all nonlocal data files, from which the --installbuilddir, --errordir, --iconsdir, --htdocsdir, --manualdir, and --cgidir directories are derived, if specified as relative values. It defaults to the same value as PREFIX if unspecified.
 
 --errordir=DIR
 
 Installs custom error documents into DIR. These are referred to by ErrorDocument directives in the main configuration file and produce nicer, and multilingual, error messages than Apache’s built-in ones. Usually located in the error directory under DATADIR. New in Apache 2.
 
 --iconsdir=DIR
 
 Installs icons for directory indexing into DIR. AddIcon directives in the main configuration file refer to these. Usually located in the icons directory under DATADIR. New in Apache 1.3.10.
 
 --infodir=DIR
 
 Installs documentation in GNU “info” format into DIR. Apache itself doesn’t come with any information documentation, but third-party modules might. Not created by default but, is usually located in the info directory under DATADIR. New in Apache 2.
 
 --htdocsdir=DIR
 
 Installs the default Apache startup Web page into DIR. The master configuration uses this directory as the initial value for the DocumentRoot directive. New in Apache 1.3.10.
 
 --manualdir=DIR
 
 Installs Apache’s HTML documentation into DIR. Usually located in the manual directory under DATADIR. Not to be confused with --mandir. New in Apache 1.3.21.
 
 --cgidir=DIR
 
 Installs the standard Apache CGI scripts into DIR. Usually located in the cgi-bin directory under DATADIR. The master configuration file points to this directory via a ScriptAlias directive. New in Apache 1.3.10.
 
 --includedir=DIR
 
 Installs Apache’s header files in DIR. These are required by apxs to compile modules without the full Apache source tree available. Usually located in the include directory under PREFIX.
 
 --libdir=DIR
 
 Installs Apache’s nonmodule object libraries in DIR. Usually located in the lib directory under PREFIX. New in Apache 2.
 
 --localstatedir=LOCALDIR
 
 Installs modifiable data files in DIR. This defines where files that convey information about a particular instance of Apache are kept. It usually governs the locations of the runtime, log file, and proxy directories below. Usually the same as PREFIX.
 
 --runtimedir=DIR
 
 Installs run-time data in DIR. This determines the default locations of the process ID, scoreboard, and lock files. Usually located in the logs subdirectory under LOCALDIR.
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 Table 3-5. Configuration Directives Relating to Locations (Continued) Option
 
 Description
 
 --logfiledir=DIR
 
 Installs log file data in DIR. This determines the default locations of the error and access logs. Usually located in the logs subdirectory under LOCALDIR.
 
 --proxycachedir=DIR
 
 Installs proxy cache data in DIR. This determines the default location of the proxy cache. Usually located in the proxy subdirectory under LOCALDIR.
 
 --sharedstatedir=DIR
 
 Installs shared modifiable data files in DIR. Not created by default, but usually the same as PREFIX. New in Apache 2.
 
 When considering this list, it’s worth remembering that the directory organization is actually an artifact of the layout definitions in config.layout and not an implicit default; there’s nothing that automatically decides that the bin and sbin directories are under EPREFIX. The same is true for DATADIR and LOCALSTATEDIR—both define paths that are only used as the basis for the default values of other options in config.layout. If you create your own layout that doesn’t make use of them, they have no significance. You can also combine a layout configuration with an individual location option. The configure script reads the layout first and then overrides it with individual options. For example, you can explicitly request the Apache layout and then override the sbin directory so it’s different from the normal bin directory: [1.3] $ ./configure --with-layout=Apache --sbindir=/usr/local/apache/sbin [2.0] $ ./configure --enable-layout=Apache --sbindir=/usr/local/apache/sbin As a final trick, you can actually use the variables in the layout definition as part of individual location options. For example, the --exec_prefix option can be accessed with $exec_prefix. You need to escape the dollar to prevent the shell from trying to evaluate it, so the second command in the previous code could be written more flexibly as this: $ ./configure --enable-layout=Apache --sbindir=\$exec_prefix/sbin
 
 You can do this for any of the values defined in config.layout, which allows you to customize any predefined layout without editing it. To check that you’ve got everything right, use the --show-layout option: $ ./configure --enable-layout=Apache --sbindir=\$exec_prefix/sbin --show-layout
 
 This also has the benefit of providing the names of the values you can use in your own modifications (by prefixing them with a $).
 
 CAUTION This isn’t yet supported by the Apache 2 configure script.
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 Choosing a MultiProcessing Module (Apache 2) One of the key innovations arising from the development of Apache 2 is the introduction of a fully multithreaded server core, and the ability to choose from one of several possible cores that implement different strategies for dealing with large numbers of accesses. The available server cores, known as MPMs, vary depending on the platform you’re going to build Apache on. The greatest choice is available to Unix derivatives such as Linux and MacOS X; the only other platform that provides a choice is OS/2. MPMs are also available for Windows, NetWare, and BeOS—if you’re on one of these platforms, then Apache will automatically choose the appropriate MPM for you. Remarkably, considering that the MPM is the central component of the server that implements all of the core server directives, the only option you have to worry about when choosing one is the --with-mpm option. For example, to explicitly tell Apache to use the worker MPM, you would use this: $ ./configure --with-mpm=worker ...
 
 The choice of MPM is closely related to the kind of usage pattern you expect your server to experience, so it is primarily a performance decision. Accordingly, I’ll cover it in detail in Chapter 9 and summarize the configuration directives and build-time definitions in Online Appendix J. For now, I’ll outline the options available with brief notes on their characteristics.
 
 Unix MPMs Five MPMs are available for Unix platforms. The prefork and worker MPMs are the two primary choices, offering 1.3 compatibility and support for threads, respectively. Three other MPMs are also available for the more adventurous administrator; leader and threadpool are variants of worker that use different strategies to manage and allocate work to different threads. The perchild MPM is more interesting; it allows different virtual hosts to run under different user and group IDs.
 
 prefork The prefork MPM implements a preforking Apache server with the same characteristics and behavior as Apache 1.3. It doesn’t benefit from the performance gains made possible using threads, but it’s the most compatible with Apache 1.3 and therefore may offer a more direct and convenient migration route. The following is an example of its usage: $ ./configure --with-mpm=prefork
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 worker The worker MPM implements a fully threaded Apache server and is the primary MPM for use on Unix servers. Rather than forking a process for each incoming request, it allocates a thread from an existing process instead. Because threads share code and data, they’re much more lightweight, and many more can exist concurrently. They’re also much faster to start up and shut down. The number of threads allowed to an individual process is limited; once it’s reached, a new child process is forked: $ ./configure --with-mpm=worker
 
 leader The leader MPM is an experimental variant of the worker MPM that uses a different algorithm to divide work up between different threads using the leader/follower design pattern. Although it’s structured differently internally, it’s almost identical to worker from the point of view of configuration: $ ./configure --with-mpm=leader
 
 threadpool Another experimental variant of the worker MPM, threadpool manages queues of threads and assigns them to incoming connections. In general, usage threadpool isn’t as efficient as worker and is primarily used as a development sandbox for testing features before they’re incorporated into other MPMs: $ ./configure -with-mpm=threadpool
 
 perchild The perchild MPM implements an interesting variation of the worker MPM, where a child process is forked for each virtual server configured in the server configuration. Within each process, a variable number of threads are started to handle requests for that host. Because of the alignment of processes to virtual hosts, the child processes can run under the configured user and group for that host, permitting external handlers and filters to run with the correct permissions and obviating the need for the suExec wrapper: $ ./configure -with-mpm=perchild
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 Although technically classed as experimental in Apache 2, the perchild MPM is unique in its capability to manage ownerships on a virtual host basis. For administrators who make extensive use of suExec and who want to enable the same permissions controls for mod_perl handlers, PHP pages, and other embedded scripting languages, perchild is the only choice.
 
 Windows MPMs The following option is the Windows-based option.
 
 winnt The winnt MPM is the only Windows MPM supplied as standard with Apache 2. It implements a single process, multithreaded server using the threading implementation supported by Windows platforms. Despite its name, it also works fine on Windows 2000 and XP. (Multiple process MPMs aren’t practical on Windows platforms because they don’t implement anything similar to the fork system call of Unix). The following is an example of its usage: $ ./configure --with-mpm=winnt
 
 OS/2 MPMs The following option is specific to OS2. The mpmt_os2 MPM implements a multiprocess (that is, forking), multithreaded server for OS/2. Like the worker MPM, each process contains a limited number of threads, with a new process spawned when the server becomes too busy to allocate a thread from an existing process: --with-mpm=mpmt_os2
 
 Others The following are specific to NetWare and BeOS and followed by an example.
 
 netware The netware MPM provides a multithreaded server on NetWare platforms: $ ./configure --with-mpm=netware
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 beos The beos MPM provides a multithreaded server on BeOS platforms: ./configure --with-mpm=beos
 
 Rules (Apache 1.3) Rules are special elements of the Apache 1.3 source that can be enabled or disabled to provide specific features that depend on the platform or other resources being available. These are more specialized options that should generally only be overridden if actually necessary. Apache 2 is quite different internally, so it does away with rules entirely in favor of a more platform-sensitive build environment. Rules are enabled or disabled with the --enable-rule and --disable-rule options. For example, to enable SOCKS5 proxy support, you’d specify this: $ ./configure --enable-rule=SOCKS5
 
 The list of rules and whether they’re enabled, disabled, or default (that is, determined automatically by configure) can be extracted from the output of configure --help. Thirdparty modules that patch Apache’s source code generally do it by adding a rule; for instance, mod_ssl adds the EAPI rule. The following is the list of standard rules: DEV_RANDOM: Enables access to the /dev/random device on Unix systems, which is necessary for modules that need a source of randomness. Currently, the only module that needs this is mod_auth_digest, so configure will only enable this rule if mod_auth_digest is included. This is enabled by default. EXPAT: Incorporate the Expat XML parsing library into Apache for use by modules that process XML. There are no modules in the Apache distribution at the moment that do, but third-party modules such as mod_dav can take advantage of it if present. This rule is enabled by default only if configure finds a lib/expat-lite directory in the src directory. In Apache 2, you can also use --enable-expat or --disable-expat. This is enabled by default since Apache 1.3 onward. IRIXN32, IRIXNIS: These are specific to SGI’s IRIX operating system. IRIX32 causes configure to link against n32 libraries if present. It’s enabled. IRIXNIS applies to Apache systems running on relatively old versions of NIS, also known as Yellow Pages. It’s not enabled. Neither option is of interest to other platforms. PARANOID: In Apache 1.3, modules are able to specify shell commands that can affect the operation of configure. Normally, configure just reports the event; with the PARANOID rule enabled, configure prints the actual commands executed. Administrators building in third-party modules may want to consider using this and watching the output carefully. This rule isn’t enabled by default.
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 SHARED_CORE: This exports the Apache core into a dynamic module and creates a small bootstrap program to load it. This is only necessary for platforms where Apache’s internal symbols aren’t exported, which dynamic modules require to load. The configure script will normally determine whether this is necessary. It’s included by default. This rule is enabled by default. SHARED_CHAIN: On some platforms, dynamic libraries (which include modules) won’t correctly feed the operating system information about libraries they depend on when Apache is started. For example, mod_ssl requires the SSLeay or OpenSSL library. If it’s compiled as a dynamic module, Apache isn’t always told that it needs to load the SSL libraries, too. On systems where this problem occurs, enabling the SHARED_CHAIN rule can sometimes fix the problem. On other systems, it may cause Apache to crash, so enable it only if modules are having problems resolving library symbols. This rule is enabled by default. SOCKS4, SOCKS5: These enable support for the SOCKS4 and SOCKS5 proxy protocols, respectively. If either option is selected, then the appropriate SOCKS library may need to be added to EXTRA_LIBS if configure can’t find it. These aren’t enabled by default. WANTHSREGEX: Apache comes with a built-in regular expression engine that’s used by directives such as AliasMatch to do regular expression matching. Some operating systems come with their own regular expression engines that can be used instead if this rule is disabled. configure uses Apache’s own regular expression engine unless the platform-specific configuration indicates otherwise. This rule is enabled by default. On the vast majority of platforms, rules such as SHARED_CHAIN shouldn’t need to be set by hand. In the event they are, an alternative and potentially preferable approach to enabling the SHARED_CHAIN rule is to use Apache’s LoadFile directive to have Apache load a library before the module that needs it, for example: LoadFile /usr/lib/libopenssl.so LoadModule ssl_module libexec/libssl.so
 
 Note that the library on which the module depends should be loaded before the module to allow it to resolve symbols supplied by the library successfully. You can find a little more information about some of these rules in the Apache 1.3 src/Configuration file. For detailed information on exactly what they do, look for the symbols in the source code, for example: $ grep -r SOCKS5 apache_1.3.28 | less
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 Building Apache with suExec support suExec is a security wrapper for Unix systems that runs CGI scripts under a different user and group identity than the main server. It works by inserting itself between Apache and the external script and changing the user and group of the external process to a user and group configured for the server or virtual host. This allows you to have each virtual host run scripts under its privileges and thus partition them from each other. Before you build suExec, it’s worth considering that Apache 2 provides a different solution to the same problem in the shape of the perchild multiprocessing module, which allows you to define a user and group identity per virtual host. To get suExec support, you must tell Apache to use it at build time with the --enable-suexec option: $ ./configure --enable-suexec
 
 On its own, this is rare enough, however. For suExec to actually work, it also needs to have various configuration options set. None of these are configurable from Apache’s configuration to keep the suExec wrapper secure from tampering, so if you need to set them, you must define them at build time. Some of the defaults are also slightly odd and aren’t governed by selecting an Apache layout, so if you use a different layout, you’ll probably need to set some of them.
 
 NOTE suExec is built so that it can only be run by the user and group of the main server as configured at build time. If you want to have suExec run by any User other than the default, then it’s not enough to change the settings of the User and Group directives in the server-level configuration—they must also be defined at build time so that suExec recognizes them.
 
 Of particular note are the minimum values of the user and group ID and the document root. The user and group IDs are lower limits that are compared to Apache’s User and Group settings. They constrain the user and group under that suExec will allow itself to be run. This prevents the root user being configured, for example. If you want to use your own user and group with suExec, then you have to ensure that the correct settings are established up front; if you change them later to something below the allowed minimum values, then you must rebuild suExec or it’ll detect that it’s being run by the wrong user or group and refuse to cooperate. The document root setting is slightly misnamed; it determines where suExec will permit executables to be run from. For a single Web site, it should be the document root, but for virtual hosts, it should be a parent directory that’s sufficiently broad enough to include all the virtual host document root directories somewhere beneath it. For example, if you have all your virtual hosts under /home/www/virtualhostname, then the document root for suExec should be /home/www.
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 Table 3-6 lists all the configure options that control suExec.
 
 Table 3-6. suExec Configure Script Options Option
 
 Description
 
 [1.3] --server-uid=UID [2.0] --with-server-uid=UID
 
 Sets the user ID that Apache will run under, and that suExec will allow execution by. The default is nobody.
 
 [1.3] --server-gid=GID [2.0] --with--server-gid=GID
 
 Sets the group ID that Apache will run under and that suExec will allow execution by. The default is nobody under Apache 1.3 and #-1 under Apache 2.
 
 [1.3] --suexec-caller=NAME [2.0] --with-suexec-caller=NAME
 
 Sets the name of the user that’s allowed to call suExec. This should be set to the name of the User directive in httpd.conf. The default is www.
 
 [1.3] --suexec-docroot=DIR [2.0] --with-suexec-docroot=DIR
 
 Sets the root directory of documents governed by suExec. This affects the user directory processing of suExec. The default is PREFIX/htdocs.
 
 [1.3] --suexec-logfile=FILE [2.0] --with-suexec-logfile=FILE
 
 Determines the location of suExec’s log file. By default this is the master server log directory.
 
 [1.3] --suexec-userdir=DIR [2.0] --with-suexec-userdir=DIR
 
 Specifies the name of the subdirectory as inserted into URLs by mod_userdir. If user directories are in use and implemented by mod_userdir (as opposed to mod_rewrite, say), suExec needs to know what the substituted path is to operate correctly. The default is public_html, which is also the default of the UserDir directive in mod_userdir.
 
 [1.3] --suexec-uidmin=UID [2.0] --with-suexec-uidmin=UID
 
 Specifies the minimum allowed value of the User directive when evaluated as a numeric user ID. The default is 100, restricting access to special accounts, which are usually under 100 on Unix systems.
 
 [1.3] --suexec-gidmin=UID [2.0] --with-suexec-gidmin=UID
 
 Specifies the minimum allowed value of the Group directive when evaluated as a numeric group ID. The default is 100, restricting access to special accounts, which are usually under 100 on Unix systems.
 
 [1.3] --suexec-safepath=PATH Defines the value of the PATH environment variable [2.0] --with-suexec-safepath=PATH passed to CGI scripts. This should only include directories that are guaranteed to contain safe executables. The default is /usr/local/bin:/usr/ bin:/bin. Paranoid administrators may want to redefine this list to remove /usr/local/bin, or redefine it to nothing. [1.3] --suexec-umask=UMASK [2.0] --with-suexec-umask=UMASK
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 This requirement of forcing suExec to be configured at compile time rather than runtime may seem more than a little inconvenient, but this deliberate inflexibility has more than a little to do with the fact that Apache has a very good reputation for security. If you compare this to the almost continual litany of exploits for some less popular proprietary Web servers that emphasize convenience over security, it becomes easier to put up with this relatively minor sort of inconvenience for the greater security it gives you. To find out what settings an existing suExec binary has been compiled with, you can use the -V option, for example: $ /usr/local/apache/bin/suexec -V -D AP_DOC_ROOT="/home/sites" -D AP_GID_MIN=100 -D AP_HTTPD_USER="httpd" -D AP_LOG_EXEC="/usr/local/apache/logs/cgi.log" -D AP_SAFE_PATH="/usr/local/bin:/usr/bin:/bin" -D AP_UID_MIN=100 -D AP_USERDIR_SUFFIX="public_html"
 
 suExec is installed into the bin directory (it moved here from the sbin directory since Apache 1.3.12; if these are set to the same place, the distinction is moot). Also, Apache 2 abstracts support for suExec within Apache itself into the new mod_suexec module and installs this into the configured libexec directory. This is potentially very handy because it allows you to disable suExec support by removing the module and add it later if you need it. Apache 1.3 doesn’t allow you this freedom as it integrates suExec support into the core.
 
 NOTE In this chapter I’ll cover building and installing of suExec. I’ll cover the configuration and set up of suExec in Chapter 6.
 
 Configuring Apache’s Supporting Files and Scripts As well as configuring the build process for Apache itself, configure also sets up the various supporting scripts and applications that come as standard with Apache. These range from shell scripts such as apachectl through Perl scripts such as dbmmanage and apxs to compiled binaries. After the Apache executable has been built, the configuration process carries out some additional stages to clean it of unnecessary symbol information (useful for debugging but useless baggage for a production environment) and to substitute your configuration information into Apache’s supporting configuration files and scripts. As with everything else, you can impose some control over this as well. Table 3-7 shows the options that control which of these stages are carried out by configure.
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 Table 3-7. Apache 1.3 Configure Options for Supporting Files and Scripts Option
 
 Description
 
 --with-perl=FILE
 
 The location of the local Perl interpreter. This is Apache 1.3 only required by several of Apache’s support scripts, including apxs and dbmmanage. Normally, configure works out the location automatically, but if Perl is installed somewhere obscure or there’s more than one interpreter, this option tells configure which of the scripts to use.
 
 --without-support
 
 Tells configure not to set up, compile, or install any of the supporting applications.
 
 --without-confadjust Tells configure not to substitute information derived at the configuration stage into the installed Apache configuration files.
 
 Compatibility
 
 Apache 1.3 only Apache 1.3 only
 
 In Apache 2, you can also choose whether those supporting tools that are built from source are linked statically or dynamically, in much the same way as you can choose the static or dynamic status of modules. All of these tools are built dynamically by default, but you can make some or all of them into statically linked executables with one of the options in Table 3-8.
 
 Table 3-8. Apache 2 Configure Options for Statically Linking Support Files and Scripts Option
 
 Description
 
 --enable-static-support
 
 All support executables are built statically.
 
 --enable-static-ab
 
 The Apache benchmarking tool ab is built statically.
 
 --enable-static-checkgid
 
 The group ID checking tool checkgid is built statically.
 
 --enable-static-htdbm
 
 The DBM-based basic authentication password tool htdbm is built statically.
 
 --enable-static-htdigest
 
 The file-based digest authentication password tool htdigest is built statically.
 
 --enable-static-htpasswd
 
 The file-based basic authentication password tool htpasswd is built statically.
 
 --enable-static-logresolve
 
 The IP to hostname DNS resolver logresolve is built statically.
 
 --enable-static-rotatelogs
 
 The log rotation tool rotatelogs is built statically.
 
 Configuring Apache 2 for Cross-Platform Builds One of Apache’s great strengths is its ability to run on almost any platform. Apache 2 improves on this with the APR libraries, which greatly enhance Apache’s ability to adapt to a new platform by providing a portability layer of common functions and data structures. You can find detailed information on the APR on the APR project pages at http://apr.apache.org/.
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 Between the APR and the adoption of the autoconf system for build configuration, you now have the ability to configure and build Apache for a different platform and even a different processor, if you have a cross-platform compiler available. Many compilers are capable of cross-compliation, including gcc, but not by default; you generally need to build a cross-compiling version of the compiler first. You also need accompanying compiler tools such as ld, ar, and ranlib—on Linux platforms these are generally in the binutils package. Consult the documentation for the installed compiler for information. Once you have a cross-compiler set up, you can use it to build Apache. To do this, specify one or more of the portability options --target, --host, and --build. All three of these options take a parameter of the form CPU-VENDOR-SYSTEM or CPU-VENDOR-OS-SYSTEM and work together as shown in Table 3-9.
 
 Table 3-9. Configure Script Build Options Option
 
 Description
 
 --host
 
 The system type of the platform that’ll actually run the server.
 
 --target
 
 The system type of the platform for which compiler tools will produce code. This isn’t in fact the target system (that’s the host), but a definition that’s passed on to compiler tools that are themselves built during the build process. Normally this would be the same as the host, which it defaults to.
 
 --build
 
 The system type of the platform that will carry out the build. This defines your own server when the host is set to something different. It defaults to host.
 
 These three values are used by the autoconf system, on which the Apache 2 build configuration is based. As a practical example of a host value, a Pentium III server running Linux would usually be defined as i786-pc-linux-gnu. This would be used for the host, if it’s the system that you’ll be running Apache on, and the build host, if it’s the system that’ll be building Apache. In most cases, all three values are the same, with the target and build types defaulting to the host type. It’s rare that all three are needed. You can find detailed information about them in the autoconf manual pages at http://www.lns.cornell.edu/ public/COMP/info/autoconf/. Normally, configure will guess the host processor, platform vendor, and operating system type automatically; then default the build and target to it for a local build. Alternatively, you can override the host using the --host option or adding it to the end of the command line as a nonoption. This allows you to specify a different platform. For instance, to build for a Sparc-based server running Solaris like so: $ ./configure --build=i786-pc-linux-gnu --host=sparc-sun-solaris2
 
 it’s necessary to specify both the host and build system types when cross-compiling. This is because the build system type defaults to the host if not set explicitly. (This is the correct behavior when not cross-compiling but where the guessed host system type is incorrect.) Another reason is that cross-compilers can’t always correctly determine the build system. If it can, you can just use local instead of a complete system type definition: $ ./configure --build=local --host=sparc-sun-solaris2
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 It might be necessary to specify the compiler explicitly if you have both a native compiler and a cross-compiler on the same build host; configure will generally find the native compiler first, and you need to tell it otherwise. To do that, you can set the name of the compiler in the environment variable CC like this: $ CC=/path/to/cross/compiler ./configure ... --build=i786-pc-linux-gnu --host=sparc-sun-solaris2
 
 Alternatively, if the cross-compiler has a distinct and different name and is on your path, you can just specify the name and leave out the path. See “Configuring the Build Environment” later in the chapter for more about how you can use environment variables to control the configuration process.
 
 Configuring Apache for Production or Debug Builds Normally you want to produce a server executable that has debugging information stripped from it and is compiled with any optimizations available for a more efficient server. However, Apache comes with full source code, so if you want, you can build a version of the server for debugging purposes. Several options are available to help with this, more in Apache 2 than in Apache 1.3 (see Table 3-10).
 
 Table 3-10. Configure Script Debug Options Option
 
 Description
 
 Compatibility
 
 --without-execstrip
 
 In Apache 1.3, this tells the build process to disable optimizations and not to strip the symbol tables out of the resulting Apache binary so it can be debugged. This is also helpful for analyzing core files left by a crashed Apache process after the fact.
 
 Apache 1.3 only
 
 --enable-maintainer-mode --enable-debug
 
 This is the Apache 2 equivalent of --without-execstrip and similarly produces a binary for debugging. It also turns on some additional compile-time debug and warning messages.
 
 Apache 2 only
 
 --enable-profile
 
 Switches on profiling for the Apache Portable Runtime; for debugging only.
 
 Apache 2 only
 
 --enable-assert-memory
 
 Switches on memory assertions in the Apache Portable Runtime; for debugging only.
 
 Apache 2 only
 
 A few other more specialized options are also available; see the bottom of the output from ./srclib/apr/configure --help for a complete—if rather terse—list of them. --enable-v4-mapped, for example, tells Apache that it can use IPv6 sockets to receive IPv4 connections. Because this is highly dependent on the operating system, it’s usually best to let configure choose these options for you. Many of these are general autoconf options rather than Apache-specific ones, and you can find more
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 information about them in the autoconf documentation at http://www.lns.cornell.edu/ public/COMP/info/autoconf/.
 
 Configuring Apache for Binary Distribution Apache may also be compiled as a distributable binary archive, which may be copied to other machines, unpacked, and installed. To do this, you must build it using the BinaryDistribution layout and make use of the binbuild.sh script, which is included in the build directory under the root of the source distribution. See “The Binary Distribution Layout” section earlier in the chapter where this is described in detail.
 
 Configuring Apache’s Library and Include Paths Apache relies on a lot of external libraries and headers to build itself. Various parts of the server require additional libraries and headers, or they’ll either disable themselves or be built with reduced functionality. As usual, options are available to help you teach Apache where to look for external libraries and their attendant headers and where to install its own so that utilities such as apxs can find them. Not all of these are listed by configure --help, but some can be found running this: srclib/package/configure -help where package is one of apr, apr-util, or pcre.
 
 You can subdivide these options into two loose categories: general options and module-specific options.
 
 General Options Table 3-11 lists the general options.
 
 Table 3-11. Configure Script General Options Option
 
 Description
 
 --includedir
 
 The location of Apache’s include files. Default PREFIX/include. This is a layout option (see Table 3-5).
 
 --oldincludedir
 
 The location of header files outside the Apache source distribution. The default is /usr/include.
 
 --libdir
 
 The location of Apache’s own libraries. The default is PREFIX/lib. A layout option (see earlier).
 
 You can specify external library and include paths with the -I and -L compiler options, for example: $ CFLAGS="-I/home/my/includes -I/home/other/includes -L/home/my/lib/" ./configure ...
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 Module- and Package-Specific Options Table 3-12 lists the module-specific options.
 
 Table 3-12. Configure Script Module and Package Options Option
 
 Description
 
 --with-apr=DIR
 
 Specifies the location of the APR headers, if you already happen to have one built and installed elsewhere. (The APR is available as a separate package from http://apr.apache.org/.)
 
 --with-dbm=DBMTYPE Specifies the type of DBM database to use. This is used by mod_auth_dbm and the DBM map feature of mod_rewrite. The default is to use SDBM, which comes bundled with Apache but that has limited functionality. A local version of a more powerful DBM such as GDBM can be specified with --with=dbm=gdbm. --with-expat=DIR
 
 Specifies the location of the Expat library and header files. configure will try several different permutations based on the base directory path specified by DIR; the default is to try /usr and /usr/local.
 
 --with-ssl=DIR
 
 Specifies the location of the OpenSSL library and header files, if mod_ssl has been enabled. Limited support for other SSL implementations is also available.
 
 --with-z=DIR
 
 Specifies the location of the Zlib compression library and header files, if mod_deflate has been enabled.
 
 Configuring the Build Environment Some of the more obscure Apache settings aren’t configurable via configure because they’re rarely needed except for very finely tuned servers or to enable experimental features that are otherwise disabled. If you need to enable one of these special options, then you have to define them—either in the environment before running configure or afterward in one of the EXTRA_ definitions contained in the following: [1.3] src/Configuration.apaci [2.0] config_vars.mk The first route is by far the more preferable because rerunning configure will wipe out any changes you made to the files it generates. As a practical example, one parameter you might want to set that isn’t available as a configurable option is to increase the hard process limit that forms the upper boundary of the MaxClients directive. To set this so configure sees and absorbs it, add it to the environment with this: $ CFLAGS='-DHARD_SERVER_LIMIT=1024' ./configure ...
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 This is just one of several values related to process and thread management that you can set at compile time; see the MPM discussion in Chapters 8 and 9 and Online Appendix J for more. For developers, one other value of note is GPROF, which creates a profiling Apache binary whose output can be analyzed with the gprof tool. It also enables an additional directive called GprofDir that determines the directory where the profile data file is created. configure will take an environment variable and integrate it with the other compiler flags so that it’s active during compilation. The distinction is actually fairly arbitrary, and in fact either will work fine. You can even override the compiler that’s used to carry out the build; you saw an example of that earlier when I discussed cross-compiling Apache. As another example, Apache 2 provides the experimental mod_charset_lite module for on-the-fly character set conversion. This module won’t work unless you also define APACHE_XLATE, so to enable it as well as increase the hard server limit, modify the previous command to get this: [2.0] $ CFLAGS="-DHARD_SERVER_LIMIT=1024 -DAPACHE_XLATE" ./configure ... Note the quotes, which are necessary if you want to specify more than one option this way. You can also undefine something with -U if you want to undo a previously established setting. This works just the same as -D except, of course, you don’t supply a value. Undefining something that isn’t defined in the first place has no useful effect but is harmless. Environment variables specified this way only last as long as the execution of the command that follows them. If you’re going to be reconfiguring Apache several times to refine the configuration, you can instead set the variable permanently (or at least for the lifetime of the shell). How you do this depends on the shell you’re using: csh style: $ setenv CFLAGS '-DHARD_SERVER_LIMIT=1024' ksh/bash style: $ export CFLAGS='-DHARD_SERVER_LIMIT=1024'
 
 As I mentioned at the start, if you’ve already run configure, you can avoid rerunning it by editing the EXTRA_CFLAGS line in this: [1.3] src/Configuration.apaci [2.0] config_vars.mk But keep in mind that rerunning configure will wipe out these edits.
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 Building Modules with configure and apxs Apache’s standard configuration script enables modules to be included or excluded in a flexible manner but only knows about modules that are supplied with Apache. To build third-party modules into Apache, you have to tell the configure script about them. It’s tedious to have to reconfigure and rebuild Apache to add a dynamic module to it because you only actually want to build the module and not the entire server. For this reason, Apache comes with the apxs utility, a Perl script designed to configure and compile third-party modules without the need to have Apache’s source code present. So Apache presents you with three options to add new modules to the server: • Add a new module to the Apache source tree and tell configure to use it. • Place the module source code somewhere in the file system and tell configure where to find it. • Use apxs to build the module as a dynamic loadable module independently from configure. However, configure only works for modules that have their source code contained in a single file. More complex modules require additional steps that have their own installation scripts. These tend to use apxs to build themselves because apxs is configured with the installation information for the version of Apache that created it and can handle more than one source file. In general, if a module comes with its own configuration script, you should use it rather than try to handle the module with configure. It’s not possible to use apxs in all situations. Very occasionally, a module may require patches to be made to the Apache source code itself before it can be built, dynamically or otherwise. To use these modules, you must therefore rebuild Apache after applying the necessary patches; apxs on its own will not be enough. Luckily, this is a rare occurrence.
 
 Adding Third-Party Modules with configure The configure script allows extra modules to be incorporated into the build process with the use of two additional options, --activate-module and --add-module. In Apache 2, --activate-module has been replaced by the semantically similar --with-module. For example, to include the third-party module mod_bandwidth into Apache 1.3 as a static module, you first copy the source file mod_bandwidth.c into the /src/modules/extra directory and then tell configure to use it with this: [1.3] $ ./configure --activate-module=src/modules/extra/mod_bandwidth.c
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 You have to specify a relative pathname to the file that starts with src/modules in Apache 1.3; configure will not automatically realize where to find it—in this case, you have put the code in the extra directory, which exists in the Apache 1.3 source tree for just this purpose. In Apache 2, the source distribution is organized a little differently, with a top-level modules directory under which modules are subcategorized by type: filters, generators, loggers, and so on. There’s no extra directory as standard, but you can easily create one and then include a third-party module by copying the module source and activating it with this: [2.0] $ ./configure --with-module=extra:mod_bandwidth.c Many third-party modules provide their own installation scripts. This is typically the case where the module involves multiple source files and can’t be built using Apache’s default module compilation rules. These typically build the module and then copy it into the Apache modules directory tree ready for Apache to link them. Accordingly, both --activate-module and --with-module will also accept an object file or a shared library object as the file parameter, for example: [2.0] $ ./configure --with-module=extra:mod_bandwidth.o You don’t have to stick with an extra in Apache 2; you can as easily create a mymodules directory if you prefer. On Unix systems, you can also use a symbolic link to point to a directory outside the distribution. If configure finds the source code for the module, Apache 1.3 will print out an opening dialogue such as the following: Configuring for Apache, Version 1.3.28 + using installation path layout: Apache (config.layout) + activated bandwidth module (modules/extra/mod_bandwidth.c)
 
 Apache 2 will report the extra module in the report of enabled modules: checking for extra modules... added extra:mod_bandwidth.c
 
 It’s worth watching for these messages; if configure fails to find the module, this is when it will tell you. To compile the module as a shared (dynamic) module, instead you can use --enable-shared: [1.3] $ ./configure --activate-module=src/modules/extra/mod_bandwidth.c --enable-shared=bandwidth
 
 [2.0] $ ./configure --with-module=extra:mod_bandwidth.c --enable-mods-shared=bandwidth, 
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 Or, alternatively, to make all modules shared, including extras: [1.3] $ ./configure --activate-module=src/modules/extra/mod_bandwidth.c --enable-shared=max
 
 [2.0] $ ./configure --with-module=extra:mod_bandwidth.c --enable-mods-shared=all
 
 Rather than spending time copying module source code, you can have configure do it for you with the --add-module option. This has the same effect as --activate-module, but first copies the source code for the module from the specified location into src/modules/extra before activating it: [1.3] $ ./configure --add-module=~/apachemodules/mod_bandwidth/mod_bandwidth.c
 
 This produces a slightly different dialogue: Configuring for Apache, Version 1.3.28 + using installation path layout: Apache (config.layout) + on-the-fly added and activated bandwidth module (modules/extra/mod_bandwidth.o)
 
 Once the module has been added, it can subsequently be configured with --activate-module because the source code is now within the Apache source tree. It’s not necessary to keep copying in the source code with --add-module.
 
 Building Modules with apxs apxs is a stand-alone utility for compiling modules dynamically without the need to use the configure script or have the Apache source code available. It does need Apache’s header files, though, which are copied to the location defined by --includedir when Apache is installed. However, it’s important to use an apxs that was built with the same configuration options as Apache; otherwise, it’ll make erroneous assumptions about where Apache’s various installation locations are. At best, this will mean you can’t use apxs to install modules; at worst, apxs won’t be able to find the header files and simply won’t work at all. However, apxs is totally useless for static Apache servers and isn’t even installed unless mod_so is built for dynamic module support. Administrators migrating to Apache 2 will be glad to learn that despite the substantial changes since version 1.3, the apxs command line hasn’t changed at all and is the same for Apache 2 as it was in Apache 1.3. Platforms that offer prebuilt packages often put utilities such as apxs into a separate optional package along with the header files. If the standard Apache installation doesn’t include apxs, look for it in a package called apache-devel or similar.
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 apxs takes a list of C source files and libraries and compiles them into a dynamic module. To compile a simple module with only one source file, you could use something like this: $ apxs -c mod_paranoia.c
 
 This takes the source file and produces a dynamically loadable module called mod_paranoia.so. You can also compile stand-alone programs with apxs if you give it the -p option: $ apxs -p -c program_that_uses_apache_libraries.c
 
 apxs will happily accept more than one source file and will also recognize libraries and object files, adding them at the appropriate stage of the linking process: $ apxs -c mod_paranoia.c libstayalert.a lasershandy.o
 
 The -c option enables the use of a number of other code building options, most of which are passed on to the C compiler (see Table 3-13).
 
 Table 3-13. apxs Command Line Options Option
 
 Description
 
 -o outputfile
 
 Sets the name of the resulting module file rather than inferring it from the name of the input files, for example, -o libparanoia.so.
 
 -D name=value
 
 Sets a define value for the compiler to use when compiling the source code, for example, -D DEBUG_LEVEL=3.
 
 -I includedir
 
 Adds a directory to the list of directories the compiler looks in for header files, for example, -I /include.
 
 -L libdir
 
 Adds a directory to the list of directories the linker looks in for libraries at the linking stage, for example, -L /usr/local/libs.
 
 -l library
 
 Adds a library to the list of libraries linked against the module, for example, -l ldap (assuming you have a libldap somewhere).
 
 -Wc,flag
 
 Passes an arbitrary additional flag to the compiler. The comma is important to prevent the flag being interpreted by apxs, for example, -Wc,-O3 enables optimization on some compilers (for instance, gcc). -I is shorthand for -Wc,-I.
 
 -Wl,flag
 
 Passes an arbitrary flag to the linker. The comma is important to prevent the flag being interpreted by apxs, for example, -Wl,-s strips symbols from the resulting object code on some compilers. -L is shorthand for -Wl,-L.
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 Installing Modules with apxs Once a module has been built, apxs can then install it into the place configured for modules (previously specified by the --libexecdir option), for example: $ apxs -i mod_paranoia.so
 
 This builds the module and then installs it into the configured libexec directory. In addition, you can use the -a option to have apxs modify Apache’s configuration (that is, httpd.conf) to add the LoadModule directive (plus an AddModule directive in Apache 1.3), so Apache will load the module when it’s restarted: $ apxs -i -a mod_paranoia.so
 
 If the directive already exists but is commented out, apxs is smart enough to just uncomment the existing line. This means that for Apache 1.3, the module loading order is preserved. (Apache 2 doesn’t rely on the order anyway, so it isn’t bothered by this issue). When adding a new module to Apache 1.3, it’s important to realize that apxs has no special knowledge of where the module should be in the loading order, so it simply adds the LoadModule and AddModule directives to the end of their respective lists. Thus, before restarting Apache, you should take the time to check if this is the correct order. For example, it’s often necessary to move modules such as mod_setenvif to the end, so they can always act before third-party modules that might rely on the settings of environment variables. If the module is already installed but the configuration doesn’t contain the corresponding directives to load it, you can instead use the -e option. This essentially tells apxs to recognize the -a flag but to not actually install the module: $ apxs -e -a mod_paranoia.so
 
 Alternatively, if you want to add the relevant lines but have them disabled currently, you can use the -A option instead, with either -i or -e. To install and configure the module in a disabled state, use this: $ apxs -i -A mod_paranoia.so
 
 To configure the module in a disabled state without installing it, use this: $ apxs -e -A mod_paranoia.so
 
 Both commands add the directives, but prefix them with a # to comment them out of the active configuration. If they’re already present, then they’re commented out in place; otherwise, they’re added to the end.
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 On rare occasions, the name of the module can’t be directly inferred from the name of the source file, in which case you have to specify it explicitly with the -n option to ensure that the directives added by -a or -A are correct: $ apxs -i -n paranoid -a mod_paranoia.so
 
 You can combine the build and install stages into one command by specifying both the -c and -i options at the same time: $ apxs -c -i -a mod_paranoia.c
 
 Generating Module Templates with apxs apxs can also generate template modules to kick start the development process for a new module with the -g option. For this to work with the -n option, you must specify the module name: $ apxs -g -n paranoia
 
 This will create a directory called paranoia within which apxs will generate a makefile that has various useful targets for building and testing the module and a source file called mod_paranoia.c. When compiled, the module provides no directives, but creates a handler you can use to prove that the module works. The handler name is based on the module name, in this case paranoia_handler. Remarkably, you can combine all the previous stages to create, build, and install a module into Apache in just three commands: $ apxs -g -n paranoia $ cd paranoia $ apxs -c -i -a mod_paranoia.c
 
 Of course, this module will do very little, but you can test it by registering the default handler somewhere in the configuration: AddHandler paranoia_handler .par
 
 If you test this by creating a file called index.par (or any file with a .par extension), you’ll get a test page with the message: The sample page from mod_paranoia.c
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 Overriding apxs Defaults and Using apxs in makefiles The Apache build process preconfigures apxs so that it automatically knows all the details of how Apache was built, where it was installed, and what compiler options were used. This allows apxs to build modules in the same way and to install them into the correct place automatically. You may possibly need to add to or modify one of these presets, so apxs supplies the -S option to allow you to override any of its built-in presets. For example, to have apxs modify a configuration file that was moved to a different location after Apache was installed, you can override the SYSCONFDIR preset: $ apxs -S SYSCONFDIR=/moved/conf/my_httpd.conf -i -a mod_paranoia.so
 
 apxs is designed not just to build modules itself but also to provide a means for more complex modules to implement their own build processes. It enables them to use apxs to build and install themselves, automatically acquiring the correct defaults and path information, rather than having the information configured by hand. For this reason, apxs provides a query mode that allows configuration and compile-time details to be extracted with the -q option. Three groups of values can be returned by -q or set with -S Table 3-14 shows the build settings.
 
 Table 3-14. Compiler Options Option
 
 Description
 
 CC
 
 Compiler command
 
 CFLAGS
 
 Compiler flags
 
 CFLAGS_SHLIB
 
 Additional compiler flags for building shared libraries (that’s, dynamic modules)
 
 LD_SHLIB
 
 Linker command for linking shared libraries
 
 LDFLAGS_SHLIB
 
 Additional linker flags for linking shared libraries
 
 LIBS_SHLIB
 
 Additional libraries to link shared libraries against
 
 Table 3-15 shows the primary layout settings (these are also settable via configure options).
 
 Table 3-15. Layout Specific Compiler Options
 
 152
 
 Option
 
 Description
 
 TARGET
 
 Installation name (--with-program-name)
 
 PREFIX
 
 Installation prefix (--prefix)
 
 SBINDIR
 
 Location of system binaries (--sbindir)
 
 INCLUDEDIR
 
 Location of header files (--includedir)
 
 LIBEXECDIR
 
 Location of modules (--libexecdir)
 
 SYSCONFDIR
 
 Location of configuration files (--sysconfdir)
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 In a configured Apache 2 source distribution, the configuration settings are stored in config_vars.mk. There are many values here, including locations such as bindir, sbindir, and datadir; their expanded versions in exp_bindir, exp_sbindir, and exp_datadir; and their locations relative to the prefix in rel_bindir, rel_sbindir, and rel_datadir. You can also query the operating system with OS, the list of configured dynamic modules with DSO_MODULES, and the subdirectories that will be examined for modules to build with MODULE_DIRS, amongst many others. For example, to return the flags used by Apache to build dynamic modules, you’d use this: $ apxs -q CFLAGS_SHLIB
 
 Modules can use these values in their own makefiles, allowing them to compile independently of apxs without having to replicate the configuration setup work previously done by configure when Apache was built. For example, to use the same compiler and compiler options used to build Apache originally, you could put a line in the module’s makefile: CC=`apxs -q CC` CFLAGS=`apxs -q CFLAGS`
 
 Summary In this chapter, you saw how to build the Web server you want by compiling the required source code components. You looked at the advantages and disadvantages of static and dynamic loading of Apache’s modules and saw how to customize Apache’s build process using the configure script for both Apache 1.3 and Apache 2. You also looked at the apxs script and saw how to build modules to add to an existing server. There’s far more detail in this chapter than you really need to get a grip on right away; you can ignore many of the more advanced options until you encounter a situation that requires them. You can generate a simple configuration in only two commands—the rest is merely detail. As you go on to configure Apache, you may need to come back and rebuild it— either to include some additional functionality into the server or to restructure its layout to suit some new requirement. As this chapter has shown, compiling source code is nothing to be afraid of—it gives you a great deal of control over Apache that you otherwise wouldn’t be able to get with a binary distribution, and for the most part it’s both easy and painless. Building applications from source tends to be an alien concept to the proprietary software world, but for open-source projects it’s both common and unremarkable.
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 Configuring Apache the Way You Want It IN CHAPTER 2, I covered the principal directives necessary to get Apache to run. For a very basic Web site or a test environment, this might be all you need, but for anything more advanced, you need to perform some additional configuration. In this chapter, you’ll look at how Apache is configured and how Apache organizes that configuration to be both flexible and consistent. I’ll start by presenting the places that Apache allows you to put configuration information. Then I’ll show how Apache logically combines and integrates different configuration sources into a single structure and how the combined configuration is actually applied. After understanding the logical structuring, you’ll examine the directives Apache provides for grouping and restricting the scope and validity of directives, as well as the options Apache provides to enable or disable individual features. Armed with a general knowledge of Apache’s configuration, you can then begin to look at the most important and basic of Apache’s directives beyond the fundamental ones necessary to start the server at all—those covered in Chapter 2. The rest of this chapter covers a range of the most common directives that all Web servers, large and small, need, including host-based access, directory indexing, and file types. With these safely under your belt, you’ll be ready to tackle the rest of the chapters in this book, which build on the basics of this chapter to cover executable content, performance tuning, server monitoring, and virtual hosting.
 
 Where Apache Looks for Its Configuration Apache derives its configuration from various configuration files, which are plain-text files with a .conf extension. Usually, httpd.conf is the main configuration file built into Apache when it’s compiled. However, its location can be changed at the command line with the -f option. You can also specify multiple files with the -f option to read several configuration files at once, and you can have additional configuration files included in the master configuration file. You can add any directive in any of these configuration files using the Include directive. However, you need to restart Apache to activate any changes made to the main configuration files. The per-directory configuration files, also known as .htaccess files, are located in browsable directories. Apache can also be configured at the command line using command line options, as you’ll see later in the chapter.
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 Configuration File Syntax Each line of a configuration file can be empty, contain a comment (which starts with a #), or contain a directive. If any noncomment line of a configuration file doesn’t start with a valid directive, Apache will refuse to start. The directive should always be the first word on a line, though it can be preceded by whitespace (spaces or tabs). A backslash (\) should be put at the end of the line if the directive is continuing onto the next line. You can use the -t command line option or apachect1 configtest to check the configuration files for any syntax errors, without starting the server. Apache versions prior to 1.3.4 came with three configuration files that together made up the master configuration—access.conf, srm.conf, and httpd.conf. However, starting with Apache 1.3.4, the three files were merged into a single master httpd.conf with only token support for the other files for backward compatibility. Apache 2 removes support for access.conf and srm.conf entirely, but it provides alternatives that allow you to migrate from an old Apache installation without too much trouble. Also, Apache 2 removes the subsidiary configuration files and doesn’t provide AccessConfig or ResourceConfig directives and the corresponding configuration files. If you have existing configuration files to migrate, you’ll need to merge them either by combining the configuration files into one file or by using the generic Include directive.
 
 Configuration for Virtual Hosts For single hosts, the access and resource configuration files are now redundant. However, for virtual hosts they can still be useful; the Include, AccessConfig, and ResourceConfig directives are all valid in virtual host definitions, but only Include is valid for both Apache 1.3 and Apache 2. Thus, using Include in preference to AccessConfig, you might specify this: # virtual host directives ... Include conf/intranet_one.conf # virtual host directives ... Include conf/intranet_ten.conf # virtual host directives ... Include conf/extranet.conf 
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 This allows you to create different access policies in suitably named files and then point each virtual host at the appropriate one, depending on the requirements of that host. In this case, you have a server with hosts for two different intranets and one public-facing Web server.
 
 Including Multiple Configuration Files The Include directive allows you to include an arbitrary number of additional configuration files from within the server configuration files. For example, you can separate your virtual host configuration from your main server configuration by placing the virtual hosts in another file and including it: Include conf/virtualhost.conf One advantage of this is to allow subsections of Apache’s configuration to be generated from the output of a program. Virtual hosts are a popular choice for this, and I’ll give an example script for doing this when I discuss virtual hosts in Chapter 7. One good strategy for maintaining a coherent Apache configuration is to make as few changes to the original httpd.conf as possible; instead, maintain included files for your own configuration. This allows you to distinguish between the original configuration and your own changes. Also, it allows you to upgrade to the latest httpd.conf with a bare minimum of fuss; all you have to do is add your Include directives to the bottom of the new httpd.conf. This is an example of the bottom of an httpd.conf file that has been modified using this strategy: ... # local Apache customizations. # set additional/conditional environment variables. Include /etc/httpd/conf/Env.conf
 
 # IP, Host, and URL based access restrictions. Include /etc/httpd/conf/Access.conf
 
 # mod_perl configuration. Include /etc/httpd/conf/Perl.conf
 
 # All-sites directory configuration. Include /etc/httpd/conf/Sites.conf
 
 # Virtual hosts Include /etc/httpd/conf/Vhost.conf
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 In this code, the original idea of access.conf and srm.conf has been expanded into multiple configuration files, each of which is dedicated to a particular area, sometimes a specific module. This makes it easy to find a particular part of the configuration and to disable sections of the configuration without editing multiple configuration files. As an Apache configuration grows more complex, an organized approach such as this can be a real asset to keeping everything under control. You can use as many Include directives as you like and even put them inside files that are themselves included. For instance, the intranet example mentioned earlier might use a common networks.conf file that’s incorporated into each of the individual virtual host files. Although this takes more effort to set up initially, it reaps dividends when the configuration needs to be updated because redundant duplication is eliminated. Interestingly, in Apache 2 and since Apache 1.3.14, you can also specify a directory or wildcard filename instead of a single file. Given a directory location, Apache will treat every file in the directory and any subdirectory as a configuration file. Now, in the example, you can create a directory networks, rather than networks.conf, and put all relevant configuration files into it: Include /etc/httpd/conf/networks/ This can be handy, not only because it allows you to divide the configuration into multiple files, but also because you can add or remove files without editing the master configuration file. However, the files are read in alphabetical order. Although Apache mostly processes directives in a different (and predictable) order from that in which they’re specified, there are cases when the order matters. In particular, these include directives supplied by the same module—for instance, the setting and checking of environment variables—so you should ensure that the files are read in a predictable order. The problem with including a directory is that anything and everything in the directory is read by Apache, including backup files or temporary files created by editors. At best, this will cause Apache to refuse to start, but it could also cause unexpected and unwanted behavior. A better solution is to name configuration files with an identifiable convention, such as an extension of .conf, and use a wildcard filename to match them. An improved version of the previous examples that does exactly this would be this: Include /etc/httpd/conf/*.conf Include /etc/httpd/conf/networks/*.conf
 
 When Apache processes an Include directive that points to a directory or wildcard filename, it’ll generate a report of all the files in the order in which they were included. To check the order, you can use httpd -l (for Unix), apache -l (for Windows), or apachectl configtest. However, you still need to get the processing order of configuration files right in the first place. In this case, you need to make sure that environment variables set in env.conf are present before other directives look for them. One relatively simple and well-tried solution to the ordering problem is to mimic the way Unix servers organize their startup scripts by prefixing them with numbers (for
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 more details, see “Configuring Apache as a Unix Service” in Chapter 2). For example, you could name your files like this: 01_Env.conf 11_Access.conf 21_Perl.conf ...
 
 In this particular example, you can take advantage of the naming convention to provide a more specific wildcard filename to the Include directive: Include /etc/httpd/conf/[0-9][0-9]_*.conf Now only files that begin with two digits and an underscore and end with .conf will be included into the server configuration.
 
 Per-Directory Configuration In addition to the main configuration and the files that it includes directly, you can place directives in the per-directory configuration file. Placed in directories under the document root of a Web site, the per-directory configuration files allow certain directives to take effect within the scope of the directory and any subdirectories in which they exist. This can also be a convenient means to implement specific features without editing the main configuration. This is one way for users to customize Apache’s configuration within user directories or virtual hosts without requiring the intervention of the server administrator. This can be a significant time-saver, but it can also be a security and performance liability, depending on how much configuration freedom you permit. The default name for the per-directory configuration file is .htaccess. The name of the access file is actually defined with the AccessFileName directive in the server configuration or virtual host definition, which allows you to change both the name of the file and supply alternatives. Don’t confuse AccessFileName with Apache 1.3’s AccessConfig. The latter defines an alternative name for the old-style access.conf file. Ironically, because both directives define a file for configuration directives, Apache would see nothing wrong, and it might even fool you into thinking that all is well because the file would get read in both cases. But the resulting configuration is unlikely to be what you intended. The AccessFileName directive causes Apache to look for files called .access, .config, and .perdirectory and parse them in the order specified: AccessFileName .access .config .perdirectory Note that these aren’t file extensions but complete filenames—the . (dot) signifies a hidden file on Unix servers. Also note that the more of these files you define, the more work Apache has to do to check for them, whether or not they’re present.
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 Per-directory configuration differs from directives in the main configuration in another important way. Because they’re implicitly connected to their position in the filing system, only a subset of Apache’s directives can be placed in them. In addition, the order in which Apache processes directives gives directives in per-directory configuration files higher precedence than equivalent directives contained in the main server configuration. I’ll discuss this issue in more detail later in the chapter.
 
 Conditional Configuration All of Apache’s configuration files can contain sections that should only be used under certain conditions. By enclosing sections of the configuration in or directives, it’s possible to make Apache either process or skip over sections of a configuration file. For example, you can define constants by using the -D command line option: $ httpd -D UseRewrite UseRewrite will then be the constant for which can check. You can now conditionally bracket parts of the configuration so they become active only if you define UseRewrite: LoadModule rewrite_module libexec/mod_rewrite.so ... RewriteEngine on RewriteLog logs/rewrite.log RewriteLogLevel 9 
 
 As the previous example illustrates, blocks can be nested. I’ve also added a second condition that increases the logging level for mod_rewrite if DebugRewrite is defined. Now you have to set up the rest of the configuration so that it’ll work whether or not mod_rewrite is loaded. You could continue to bracket sections that use mod_rewrite’s directives with blocks, but if you had several conditions, in effect this would quickly become unworkable. Because the presence (or absence) of a module within Apache is one of the most common conditions you need to deal with, you can alternatively use the directive:
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 Configuring Apache the Way You Want It RewriteEngine on RewriteLog logs/rewrite.log RewriteLogLevel 9 
 
 With this configuration, you can disable mod_rewrite by simply commenting out the LoadModule (AddModule in Apache 1.3) directive that activates it, rather than specifying or omitting UseRewrite on the command line. It’s also possible to select between Apache 2 MPMs in the same configuration this way, but you can actually change MPMs only by switching between two different Apache binaries: StartThreads 10 
 
 TIP The default Apache 2 configuration file actually contains sections such as this for every MPM. Deleting the ones you don’t need would be a good way to trim it down.
 
 It’s good practice to use tags around sections of directives that depend on a specific module to function because it makes it easy to disable modules by commenting out the relevant LoadModule directives. Indeed, the default Apache configuration file gives plenty of examples of this in action. provides an easy way to switch on sections of the server configuration; you can also use it to switch sections off. Preceding the name of the define with ! (an exclamation mark) tells Apache to parse the enclosed directives only if the define wasn’t included on the command line: # directives to use if UseRewrite wasn't defined on the command line ... 
 
 Similarly, you can use a negating ! with the directive to include a section of the configuration, if the module isn’t present: # directives to use if mod_rewrite wasn't loaded ... 
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 Using either or over large sections of a configuration file can be unwieldy to maintain, so it’s worth considering that you can conditionally include another configuration file: # read rewrite rules from separate config file Include conf/RewriteRules.conf 
 
 In a similar vein, to allow access controls to be temporarily lifted, use this: # include access controls unless explicitly disabled Include conf/Access.conf 
 
 Apache doesn’t provide an else construct, so to switch between alternatives, you must replicate the condition and add an ! to create the countering configuration: # rewrite using RewriteRule directives Include conf/RewriteRules.conf # rewrite using AliasMatch directives Include conf/AliasMatchRules.conf 
 
 Some other possible uses for include the following: • Introducing experimental features: Just enclose them in tags, and start the server with httpd -D Experimental. If they don’t work, you can restart with the working configuration with a simple httpd command. • Switching on testing and monitoring features such as mod_status: When you need the test features, you can switch them on, but the rest of the time you can omit them to improve performance (see Chapter 8). This is somewhat analogous to a debug option and similarly useful. • Switching between Apache 1.3 and Apache 2 configurations: Although there are only a few differences, if you want to create a configuration that can support both you’ll need to separate version-specific directives into different conditional blocks. Only Apache 2 has a module called core.c (Apache 1.3 had http_core.c), so you can differentiate between them by testing for this module. For example:
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 Configuring Apache the Way You Want It # For Apache 2 ServerName www.alpha-complex.com:80 # For Apache 1.3 ServerName www.alpha-complex.com Port 80 
 
 Resetting Definitions Apache only pays attention to and directives when it’s parsing the configuration files, and it completely ignores the content of the directive if the condition isn’t met. Because the only way to set a definition is on the command line, you have to stop Apache completely before you can restart it with your chosen definitions. You can’t use apachectl, or introduce a define, while restarting the server. If resetting defines becomes a frequent problem, writing short scripts to restart Apache with different defines enabled (or modifying the apachectl startup script) may be a better idea. It’s a relatively simple matter to modify apachectl to add new modes, each of which sets a different combination of defines. The startssl option, which simply defines SSL before starting the server, is an excellent example that illustrates how this is done and makes a good basis from which to model.
 
 Special Definitions Some definitions have a special meaning to Apache. Four influence how the server starts up: FOREGROUND, NO_DETACH, ONE_PROCESS, and DEBUG. Another, DUMP_VHOSTS, dumps out increased information about the configured virtual hosts when testing Apache’s configuration with the -t option: -S is synonymous with -t -D DUMP_VHOSTS. Finally, the default server configuration uses SSL to enable or disable SSL support, but this is only special if you keep it in your configuration. All of these were covered in Chapter 2.
 
 How Apache Structures Its Configuration You’ve seen how Apache gathers its configuration, but how Apache structures and processes directives is only tangentially related to the order in which those directives were specified. You’ll now look at how directives relate to each other logically and the tools Apache provides to govern their behavior. Directives originate from one of two sources, either the main Apache core or one of Apache’s additional modules. Additional modules provide Apache with new directives alongside the original ones. Aside from the issue of module priority, which affects the order in which Apache calls directives when processing a request, there’s no distinction between directives originating from one module or another as far as Apache is concerned.
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 If all directives affected Apache globally, it’d be impossible to establish any kind of distinction between one kind of access and another, making for a very inflexible server. To control the scope and effect of directives, Apache logically divides its configuration into three tiers: Container directives: Container directives create a limited scope for the directives defined within them, overriding or refining the server-level configuration within the scope of the container. Apache’s containers allow a scope to be defined for directories, files, URLs, and HTTP request methods. Depending on the container, Apache may or may not allow a given directive to be present or may ignore it if it isn’t applicable to the scope defined by the container. Server-level configuration: Server-level configuration contains directives that apply to the server globally, either because they only make sense in a global context or to establish a default setting that container or per-directory directives can override in more specific circumstances. Per-directory configuration: Per-directory configuration files are located in directories that contain content served by Apache, most usually under the document root. Each directory can have one per-directory configuration file (or more if AccessFileName specifies it). Directives placed in a per-directory configuration file behave as if they were in a directory container for the same directory in the main configuration. Because subadministrators often have the ability to create these files, Apache has strict controls over what directives may be specified in them and provides the AllowOverride directive to let server administrators restrict what directives can be placed there by others. Each tier overrides the one before it, allowing progressive refinement of Apache’s behavior in increasingly more specific areas. This functionality allows you to specify password-protected directories and define virtual hosts alongside the main Web site. Because you’ve already looked at server-level and per-directory configuration from the context of their physical location, it’s now time to look at containers and what new configuration possibilities they provide.
 
 Apache’s Container Directives Container directives come in pairs, with this general form: # directives with container scope... 
 
 The Container tags are directives in their own right and as such are subject to the same rules as any other directive. In particular, each must be on a line on its own in the configuration file. They aren’t truly tags in the sense of HTML or XML, but borrow the general syntax to indicate that whenever a container is started, it must also be ended.
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 Apache has nine Container directives—five primary ones and four variants. Each Container directive can contain other directives. The scope of these enclosed directives is controlled by the kind of Container directive used (see Table 4-1).
 
 Table 4-1. Container Directives Container
 
 Description
 
 
 
 restricts the scope of the directives contained within it to the HTTP methods specified. It’s mostly used with access control and authentication directives because these are the directives that can validly apply to the type of HTTP request being made. For example: order deny,allow deny from all allow from 192.168 is only useful for restricting directives to particular methods. To restrict all methods, don’t use a container at all. is allowed inside all containers except itself and is frequently used within other containers. This example denies the use of POST, PUT, or DELETE to all clients except those originating from network addresses starting with 192.168. The order, deny, and allow directives are covered in full in the “Controlling Access by Name” section, later in the chapter.
 
 
 
 The opposite of , applies to the HTTP methods not specified in the method list, including extended and nonstandard methods not defined in the HTTP protocol. For example: LimitExcept GET HEAD OPTIONS> require valid-user This example enforces user authentication for any HTTP request except GET; for simplicity, I’m assuming that authentication directives have been already specified for require to work.
 
 
 
 Directives inside a container apply only to that directory and its subdirectories. containers can’t nest inside each other but can refer to directories in the document root that are nested. For example, to establish a maximally restrictive default and then enable selected features (the exact ones don’t matter for the purpose of this discussion), use this: Options none AllowOverride none order allow,deny deny from all Options Includes FollowSymLinks AllowOverride FileInfo allow from all (Continued)
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 Table 4-1. Container Directives (Continued) Container
 
 Description
 
 
 
 Directories can be wildcarded to match more than one directory: AllowOverride All What this means is that the AllowOverride directive applies to any directory inside the /home/www directory but not to the /home/www directory itself. Directories can also be defined with regular expressions (which are more powerful than wildcards) with the tilde (~) symbol. Note that the container is functionally identical and preferred to the tilde syntax. Regular expression containers (whatever their appearance) are parsed after normal sections, as you’ll see later.
 
 
 
 is an alternative and preferred form to the tilde form of for specifying regular expressions instead of wildcards in the directory specification; it’s both more legible and corresponds in style to other regular expression variants such as AliasMatch. To match directories containing a capital letter followed by two digits, you could use: This would match a file with a parent directory of A00 or Z99, for example. Because the regular expression isn’t anchored (that is, fixed to the start or end of the directory being matched using '^' or '$'), it’ll match any directory whose full path contains a string matching the regular expression anywhere in the file system (see Online Appendix F for more details about regular expressions).
 
 
 
 are similar to but match files instead. The file specification can be wildcarded or given as a regular expression with a tilde character (though exists for this purpose and is preferred for clarity and consistency with other directives). is most often used with wildcards to refer to a group of files. It’s also allowed within a or container to restrict the portion of the file system it applies to. In addition, is the only container type that’s allowed in a per-directory .htaccess file. Here’s an example of using a wildcard inside a container: SetHandler /cgi-bin/burn-gifs.cgi This will match (and parse with the specified CGI script) any file of the form /home/www/alpha-complex/gallery/image.gif. If we wanted this to apply to all GIF images, then we would simply omit the surrounding container. (Continued)
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 Table 4-1. Container Directives (Continued) Container
 
 Description
 
 
 
 is an alternative and preferred form to the tilde form of for specifying regular expressions instead of wildcards in the file’s specification. The following is similar to the previous example, but it matches more than one type of image file: SetHandler /cgi-bin/process-image.cgi The regular expression here will match any file that contains a dot, followed by either gif or jpg, followed by the end of the filename (denoted by the '$' anchor).
 
 
 
 operates in a similar manner to but applies to a URL rather than a physical file location. For example: SetHandler server-info This causes the server-info handler, which generates a page of server information, to be triggered if the client asks for a URL beginning with /server-info. It can be just /server-info, or it can equally be /server-info-here or even /server-info/here.html. Locations are entirely independent of the filing system, so they can match the final part of the URL, unlike directories, which only match up to the final directory. isn’t allowed in because at the point Apache examines them, it has no idea of the distinction or even whether the location corresponds to a file at all. Just like and , accepts wildcarded directories and regular expressions with the tilde character. In most cases, any directive valid in is also valid in , but some directives such as Options FollowSymLinks don’t make logical sense with URLs and are ignored.
 
 
 
 is an alternative and preferred form to the tilde form of for specifying regular expressions instead of wildcards in the location specification. For example, to match URLs exactly one level deep consisting of an uppercased word with no punctuation, you could use this: This will match /Hi/ or /Hello/, but not /Hello/world.html, /Say/Hello/, /hello/, or /HELLO/.
 
 
 
 allows additional hosts and Web sites to be defined alongside the main server host site. Each virtual host can have its own name, IP address, and error and access logs. For example: ServerName www.beta-complex.com ServerAdmin [email protected] CustomLog /logs/beta_access_log common ErrorLog /logs/beta_error_log DocumentRoot /home/www/beta-complex allows a replacement set of the server-level configuration directives that define the main host and that aren’t allowed in any other container. Refer to Chapter 7 for more information on virtual hosting.
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 NOTE You’ve already looked at the and directives. Although they look like containers, they aren’t. Rather than placing limits on the scope of the directives they contain, they simply define whether Apache parses them into its configuration. Once the server is running, they’re no longer relevant.
 
 Directive Types and Locations Directives located in the configuration file but not inside any kind of container are automatically part of the server-level configuration and so affect the server globally. Directives that can be specified at the server level fall into three categories: • Directives that make sense only on a server-wide basis. • Directives that establish a default behavior, which can then be overridden in containers and per-directory configurations. • Directives that make sense only within a container-defined scope can’t be defined at the server level.
 
 Server-Level Directives Directives that make sense only at the server level must be defined outside of any kind of container tag. Also, they can’t be defined in an .htaccess file. The directive is a good example; either a module is loaded into the server or it isn’t: LoadModule access_module libexec/mod_access.so You can’t enable functionality within Apache on a scoped basis with a directive such as this: # this does NOT work LoadModule access_module libexec/mod_access.so LoadModule auth_modulule libexec/mod_auth.so LoadModule anon_auth_module libexec/mod_auth_anon.so 
 
 Server-level-only directives include CoreDumpDirectory, Listen, KeepAlive, Timeout, and so on. All of these directives control aspects of the server as a whole and consequently make no sense in a scoped context.
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 Directives with Both Global and Local Scope Other directives can be set at the server level for global effect and then repeated in containers to override the global setting for specific areas; by local I mean that the directives are specified for a particular location, be it a virtual host, location, or directory. For example, the name of the server, the port and address it listens to, the e-mail of the administrator, and the error and access logs are all directives that need to be set at the server level for the main Web site. However, all of them can also be set in (and only ) containers to define virtual hosts, such as this: ServerName www.alpha-complex.com ServerAdmin [email protected] CustomLog /logs/access_log common ErrorLog /logs/error_log DocumentRoot /home/www/alpha-complex ... ServerName www.beta-complex.com TransferLog /logs/beta_access_log ErrorLog /logs/beta_error_log DocumentRoot /home/www/beta-complex 
 
 Here all the server name, transfer and error logs, and document root defined at the server level are overridden by a directive within the virtual host—the TransferLog directive in the virtual-host container overriding the CustomLog directive in the serverlevel configuration. The only directive not overridden is ServerAdmin, so the virtual host inherits this value from the server level.
 
 Directives with Only Local Scope Many directives require a container to give them meaning. Examples that you may expect to encounter frequently include the host-based and IP-based access directives allow, deny, and order provided by mod_access (covered later in this chapter) and authentication directives provided by modules such as mod_auth, mod_auth_dbm, and mod_auth_anon (covered in Chapter 10). These directives are designed to control access to specific directories on the server and require a container to specify what that directory is. Even so, it’s handy to be able to specify a default of sorts so it can be augmented or overridden by later containers. One way of doing this is to use a directory container specifying the root directory; this causes the directives inside to apply to all files on the file system, which is effectively a default.
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 To improve server security, you can specify a default set of highly restricted privileges and then enable them again only in specific places. This is provided as standard in the default configuration file that comes with Apache: # Default permissions # No one gets in, and even if they could they can't do much. Options none AllowOverride none order allow,deny deny from all # Web sites # Let people in to subdirectories of the www directory allow from all 
 
 In this example, the second container inherits the order directive from the first because it refers to a directory within the scope of the first container. Although I won’t cover authentication in detail yet, a simple example is easily digestible even at this stage. The following illustrates the previous point using a default password file for several different password-protected areas: AuthType Basic AuthUserFile /usr/local/apache/auth/password.file AuthName "Administrator's Area" require user administrator AuthName "Members Only" require valid-user 
 
 The container establishes a default authentication type and password file for wherever it’s needed. You need to use a container because both AuthType and AuthUserFile require a context and can’t be used outside one. They only become relevant when you also introduce a require directive. In this case, you require a specific user for one area and accept any user defined in the password file for the other. To set up the password file, you can use the htpasswd program; you’ll see how to do this in detail in Chapter 10.
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 The fact that directives can only be used in particular contexts is of course an important one, and this is what I’ll cover next.
 
 Where Directives Can Go In the previous section, you looked at how Apache structures its configuration directives and saw some examples of how containers can be combined. In this section, you’ll look in greater detail at what Apache allows, what it prevents, and how it combines directives.
 
 Allowed Locations All of Apache’s directives come with a set of predefined contexts in which they’re permitted. The available options are as follows: • Server-level configuration • Virtual host • Directory (including location and files) • Per-directory (.htaccess) Every directive understood by Apache is permitted in a specific subset of these contexts, depending on its purpose. Some directives, such as Options, are permitted in all contexts. Others, such as ServerName, are allowed only in the server configuration or a virtual host container but nowhere else. Putting ServerName inside a container is illegal, and Apache would refuse to run if you tried to do it. Conversely, many directives can only be placed in a directory or location context. Satisfy and SetHandler are two examples. In a few relatively rare cases, a directive is valid in but not because it can only apply to a physical location in the filing system and not a URL; the container is the most obvious example. For the most part, when a directive is permitted in a directory context, this means it’s also applicable in a location. Similarly, although most directives permitted in a directory context are also permitted in .htaccess files, there are some notable exceptions. AllowOverride, which controls what directives are permitted in .htaccess, clearly makes no sense in an .htaccess file but perfect sense in a . The and directives are conspicuously absent from the list of contexts above. In fact, they’re effectively transparent with respect to context. They can be used in any context, and any directive is allowed inside them so long as the or container is in turn placed within a container that’s acceptable to the directive. For example, host-based access requires a container, but you can still refine its scope by HTTP request method as well: order deny,allow
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 Chapter 4 deny from all allow from 127.0.01 192.168.1 192.168.100 
 
 This prevents any attempt to use a method other than GET by the local host or the local networks 192.168.1 and 192.168.100. Although allows any directive except another container inside it, the majority of directives aren’t affected by a container and simply ignore it as if it weren’t there when placed inside it. For example: # This is legal, but the Limit is ignored by the CustomLog directive CustomLog logs/post_log common 
 
 The apparent intent here is to have a log file, post_log, into which only POST requests will be logged. However, CustomLog doesn’t pay any attention to the container, so all requests, regardless of HTTP method, will be logged into it. As it happens, you can indeed create a method log, but not this way. Instead, you need to use a conditional custom log format, which is covered in Chapter 9.
 
 Container Scope and Nesting On their own, Container directives provide a great deal of flexibility in defining how Apache treats different areas of control. However, containers become a lot more powerful when they’re combined. Apache allows containers to merge their scopes in two ways: • Container directives of the same or similar types, such as and , augment each other by referring to related parts of the file system or URL. For example, one container specifies a directory within the scope of another. Similarly, a URL may match one or more directives and then, after translation into a file path, match several containers, too. • Container directives of differing types can be nested inside each other under specific conditions to impose both scopes on the included directives; the most important examples are in , in any other container, and any other container in .
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 Refining Container Scope No container directive is permitted to nest within another container of the same type. It makes no sense to nest directives, but sometimes nesting a or helps to refine the scope of successive definitions. Instead, Apache constrains , , and containers to be defined separately but allows them to refer to the same place or places that are within each other. For example: # switch everything off, deny everything order deny,allow deny from all Options none AllowOverride none # allow access to the document root allow from all # allow CGI scripts in a cgi subdirectory # we could also have used Options +ExecCGI SetHandler cgi-script # allow access to server documentation from internal hosts Alias /doc /usr/doc allow from 127.0.0.1 192.168 Options Indexes FollowSymLinks AllowOverride FileInfo 
 
 CAUTION Although the previous example of a CGI directory is perfectly valid in Apache, there are good security-related reasons why you might not want to implement a CGI directory under the document root in this way. For more information, refer to Chapters 6 and 10.
 
 173
 
 3006_Ch04_CMP3
 
 12/14/03
 
 12:26 PM
 
 Page 174
 
 Chapter 4
 
 Nesting Container Directives Although most containers can’t enclose another container, and no container may contain another instance of itself, there are some notable exceptions: • A container can go in any other container, though, conversely, it doesn’t allow any container inside itself. • and containers are allowed inside a container to refine the scope of the files to which it applies. This is a common sight in Apache configurations and one that’s worth studying. For example: SetHandler /cgi-bin/process-image.cgi 
 
 • containers allow all of the other container types and behave like the server-level configuration from the point of view of directives placed within them.
 
 How Apache Combines Containers and Their Contents Given that Apache can define multiple container directives (several of which can apply to the same URL) and, in addition, allow per-directory configurations to modify the server configuration, there’s certainly a method by which Apache resolves all the different directives into one course of action. Thus, Apache has a clear order in which it merges directives: • Nonregular expression containers and .htaccess files are merged, with .htaccess directives taking precedence. • and with regular expressions are merged. • and are merged. • and are merged. With the exception of per-directory .htaccess files, this order has little to do with the order in which Apache reads the actual configuration files.
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 At each step, paths are searched for in the configuration in a top-down manner. The path /home/www/alpha-complex/index.html causes Apache to merge container directives and .htaccess files that apply to the following directories in this order: / /home/ /home/www/ /home/www/alpha-complex/
 
 Containers with the same scope in the server configuration are merged in the order in which Apache encounters them, with later definitions overriding earlier ones. Containers in definitions take effect after the main server configuration, so virtual hosts can override anything defined at the server level if they need to do so. This is true even if directory containers point to the same directory and the virtual host definition comes before a corresponding server-level definition.
 
 Legality of Directives in Containers As I mentioned earlier, just because a directive is legal within a container doesn’t necessarily mean that the container is affected by the directive. Apache usually knows to allow the use of directives only in the containers in which they can apply. However, there are a few important exceptions to this general rule. The most obvious case is , which accepts any directive except another container, but only controls the effects of a small handful of them. A less obvious case comes from the difference between and . Some directives take parameters that only make sense only in a container because they refer to aspects of the file system. However, the directive itself with other parameters may make perfect sense in the URL scope of a . For example, Options is perfectly legal in a container, but the FollowSymLinks and SymLinksIfOwner options refer to the file system and thus don’t work in a context. This is because defines a scope based on the URL of the HTTP request, not a directory, even if the location happens to map to a directory (this is the case for static files, for example). Similarly, because of the order in which different container tags are processed, AllowOverride doesn’t affect the contents of a .htaccess file when specified in anything other than a container. Even then, it only applies if the specified directory isn’t defined as a regular expression because Apache processes containers and .htaccess files before it processes containers such as . By the time an AllowOverride in a container would be processed, Apache would have already parsed the .htaccess file it was intended to control. I’ll discuss how Apache handles .htaccess in more detail in the next section.
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 Options and Overrides Apache provides two mechanisms for controlling which features apply when a URL is accessed: • Options: The Options directive controls how Apache regards the file system. It takes one or more options as parameters, each of which modifies how the server behaves on encountering a particular situation such as an executable file, a symbolic link, or a directory that contains no default index page. • AllowOverride: The AllowOverride directive controls which directives can be placed in per-directory .htaccess files to override the server configuration, including the Options directive. Between them, Options and AllowOverride enable the Web server administrator to control the features Apache uses and how much per-directory files are allowed to customize those features.
 
 Enabling and Disabling Features with Options Files and file systems can be controlled with the Options directive. This directive can take one or more options as parameters, each of which controls a different aspect of Apache’s handling of files. For example, the ExecCGI option enables the execution of files identified as CGI scripts, whereas FollowSymLinks allows Apache to follow symbolic links. You can specify both these options with this: Options ExecCGI FollowSymLinks When it receives a request for a file in the directory or directories affected by this Options directive, Apache will now detect and act on two new situations. If Apache encounters an executable CGI script, it’ll try to run it, and if it encounters a symbolic link, it’ll follow it. This means that if the symbolic link points to a directory, Apache will treat the contents as a subdirectory with the same name as the link. Otherwise, if the link is to a file, Apache will return its contents (or, if it’s a CGI script, execute it). Apache understands nine options in total, including the global options All and None (see Table 4-2). By default, all options are enabled apart from MultiViews, which is equivalent to Options All.
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 Table 4-2. Apache Options Option
 
 Description
 
 All
 
 Enables all options except for MultiViews (because it’s now superseded by type maps). This is the default setting, which is usually not desirable.
 
 ExecCGI
 
 Permits execution of CGI scripts. This is required for any kind of executable content to function, with the sole exception of ScriptAliased directories. See Chapter 6 for more information.
 
 FollowSymLinks
 
 Files or directories referred to via symbolic links will be followed. Has no effect inside containers.
 
 SymLinksIfOwnerMatch
 
 The server will only follow symbolic links for which the target file or directory is owned by the same user ID as the link. It has no effect inside containers. This option is suppressed by FollowSymLinks if they’re both specified or All is used.
 
 Includes
 
 Permits Server-Side Includes (SSIs). Executable SSIs also need ExecCGI or the included file to be in a ScriptAliased directory. For actual enabling, SSIs requires an AddHandler or AddType directive (though the latter is deprecated) to identify files as SSI documents in addition to the Includes option. See Chapter 6 for more information.
 
 IncludesNOEXEC
 
 Permits Server-Side Includes but limits execution of CGI scripts via the #exec and #include commands (#exec is banned outright; #include will include files but not execute them). This option is suppressed by Includes if they’re both specified or All is used.
 
 Indexes
 
 If a URL that maps to a directory is requested, and there’s no corresponding index file identified with the DirectoryIndex directive, Apache will create and return a formatted listing of the directory contents, controlled by the IndexOptions directive, which I’ll discuss later in the chapter.
 
 MultiViews
 
 Content-negotiated MultiViews are allowed. This option isn’t enabled by the use of All. As an alternative, type maps are a more advanced replacement for Multiviews for content negotiation. You’ll look at content negotiation in detail in Chapter 5.
 
 None
 
 Disables all options. This is a good practice to follow as a default setting. Specific options can then be enabled only when they’re needed.
 
 Inheriting and Overriding Options An Options directive applies to all locations, directories, and .htaccess files that fall within its scope. If an Options directive exists in a directory container, it’s also inherited by containers for any subdirectories of that directory. If defined at the server level, it’ll apply to all containers, including virtual host definitions. Depending on your requirements, you can choose to use the inherited options, override them with new ones, or selectively remove and add options.
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 Multiple Options directives for the same directory are merged together. For example: Options Indexes Includes Options FollowSymLinks
 
 This is equivalent to the following: Options Indexes Includes FollowSymLinks This might be more useful than it seems. For instance, the same directory can be affected by both a container in the server configuration and a .htaccess file in the directory; if an Options directive is specified in both, the two directives are merged. If a directory doesn’t have an explicit Options directive set, it inherits the options set for the directories above it, in accordance with the merging strategy examined in the previous section. Apache allows the inherited directive to be modified rather than simply overridden by using the + and– modifier prefixes. For example, a .htaccess file in a subdirectory of the directory with the previous Options directive could modify the directive with this: Options -FollowSymLinks +SymLinksIfOwnerMatch This would be equivalent to this: Options Indexes Includes SymLinksIfOwnerMatch This works equally well if either directive is in a or container or a .htaccess file for the directory in question. Inheritance of directives will go all the way up the directory tree in terms of both scope and .htaccess files, so a succession of modifiers can come into effect (see Table 4-3).
 
 Table 4-3. Options Modifiers Position
 
 Modifier
 
 Grandparent
 
 Options Indexes Includes FollowSymLinks
 
 Parent
 
 Options +ExecCGI –Indexes
 
 Directory
 
 Options -Includes +IncludesNoExec
 
 Result
 
 Options FollowSymLinks ExecCGI IncludesNoExec
 
 In this case, you could leave out -Includes because Includes and IncludesNoExec are mutually exclusive; switching on one switches off the other.
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 To clear all inherited and incremental settings, specify an option without a prefix. If even one option is specified without a prefix, only options specified for the directory will be considered. However, they can still appear either in a container or in a .htaccess file and will merge with other Options directives specified for the same directory.
 
 Overriding Directives with Per-Directory Configuration In addition to the configuration files themselves, Apache allows the server configuration to be supplemented with per-directory configuration files. By default, Apache automatically looks for files called .htaccess and treats them as if they were in a container for that directory. Though the actual names of the files that Apache looks for can be defined with AccessFileName (as discussed earlier), they’re still generally referred to as .htaccess files.
 
 How .htaccess Merges with the Server Configuration When Apache receives a URL that translates into access to a directory for which overrides are enabled, the directory and every parent directory are examined for the presence of a .htaccess file. Each one found is merged with any containers defined for the same directory level (excluding containers using regular expressions). Directives in lower containers and .htaccess files have precedence over higher ones during the merging process; directives in .htaccess files override equivalent directives in containers for the same directory. Once all directories have been checked and the directives in them merged, Apache then processes other containers whose scope covers the URL, as I discussed in the previous chapter. After all relevant directives have been merged according to precedence, Apache can take the appropriate action as dictated by the outcome of the merged configuration.
 
 Controlling Overrides with AllowOverride Only a subset of the available Apache directives can be specified in a per-directory configuration file. Apache additionally allows different parts of the subset to be enabled or disabled according to the functional group with the AllowOverride directive, which operates in a similar manner to Options. For example, to enable file types and directory indices to be configured in .htaccess files, you’d put this: AllowOverride FileInfo Indexes
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 AllowOverride understands seven options, including the All and None global options. Each of these options enables a different group of directives to be overridden. Table 4-4 shows the complete list of override options.
 
 Table 4-4. AllowOverride Options Override Option
 
 Description
 
 All
 
 Enables all overrides. This can be a dangerous option to choose unless the Web server administrator has exclusive control over the content of the Web sites hosted on the server.
 
 AuthConfig
 
 Allows use of the authorization directives provided by mod_auth and their equivalents in the other authentication modules, such as AuthUserFile, AuthDBMUserFile, AuthLDAPUrl, and in general any directive beginning with Auth.
 
 FileInfo
 
 Allows use of directives controlling file types and handlers such as AddType, DefaultType, AddEncoding, AddLanguage, ErrorDocument, SetHandler, AddHandler, SetOutputFilter, and so on. We'll see this in detail later in this chapter.
 
 Indexes
 
 Enables the directives controlling the appearance of directory indices as generated by Apache. Note that this isn’t the same as the Indexes option; to allow directory indices but prevent configuration in .htaccess files, enable the option but disable the override.
 
 Limit
 
 Allows use of the allow, deny, and order mod_access directives, controlling host access. This is useful for hosts that already have global access where these directives are enabled. If a more restrictive access policy is in place, it allows a .htaccess file to potentially subvert it by opening up the server to a larger range of remote addresses than those defined by the serverlevel configuration. Refer to “Restricting Access with allow and deny” later in this chapter for more details on mod_access.
 
 Options
 
 Enables use of the Options and XBitHack directives. Allowing .htaccess files to override Options is usually disabled to prevent them from enabling CGI scripts and Server-Side Includes in places where the server configuration would otherwise deny them. In particular, AllowOverride Options isn’t advised if users are able to create files on the server because this presents serious security issues.
 
 None
 
 Disables all directives and prevents Apache from searching for perdirectory configuration files. Unless you have a reason for wanting perdirectory configuration, this is a good idea for most Apache servers because it improves both security and, particularly, performance.
 
 Inheriting and Overriding Allowed Overrides With the obvious exception that .htaccess files can’t contain a directive that defines what they’re allowed to contain, they could simply specify AllowOverride All and subvert it. AllowOverride follows the same process for inheritance that Options does and allows the inherited overrides to be modified with + and – in the same way. To switch off indices and enable authorization directives, you would use this: AllowOverride -Indexes +AuthConfig
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 If the inherited overrides were FileInfo Indexes and Limit, this would result in the same effect as explicitly defining: AllowOverride FileInfo Limit AuthConfig To allow all overrides except Options, you could instead have used this: AllowOverride All -Options
 
 Disabling Overrides You can also use AllowOverride to disable .htaccess files completely by specifying the None parameter. This is a desirable feature for Web server administrators who want to reduce security worries. It also makes Apache a more efficient server because it doesn’t have to spend time looking for .htaccess files to parse. Because AllowOverride is only valid in containers, the easiest way to disable overrides globally is to specify a container with the root directory: AllowOverride None 
 
 You can also enable overrides selectively. For example, to enable .htaccess on the server’s main pages but disallow it in user’s directories, you could specify this: # enable .htaccess for the document root on down AllowOverride All # disable .htaccess in user directories # trust no one (and keep your laser handy) AllowOverride None 
 
 Improving Server Security and Efficiency by Disabling .htaccess If .htaccess files aren’t required in a particular directory or the server generally, you can produce a much more efficient server by turning them off. If the possibility of a .htaccess file exists, Apache must check to see whether one is present, not just in the directory to which each requested URL resolves, but also in every parent directory.
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 For example, if the document root for the server is /home/www/alpha-complex and you access a URL with a relative path of /documents/security/issues/current.html, Apache will search the following directories for .htaccess files before returning the document, regardless of whether any .htaccess files actually exist in any of them: /.htaccess /home/.htaccess /home/www/.htaccess /home/www/alpha-complex/.htaccess /home/www/alpha-complex/documents/.htaccess /home/www/alpha-complex/documents/security/.htaccess /home/www/alpha-complex/documents/security/issues/.htaccess
 
 Apache doesn’t start at the document root (as you might expect), but all the way up at the root directory. This is obviously time-consuming and redundant if there are no .htaccess files to process in the higher directories. Therefore, you can force Apache to start searching from the document root by disabling overrides globally and then re-enabling them, like this: # switch off .htaccess searching globally AllowOverride None # switch on .htaccess searching for the document root on down AllowOverride All 
 
 This won’t stop Apache spending time looking for .htaccess files, but it’ll stop Apache looking for files above /home/www/alpha-complex, thus reducing the number of searched directories from seven to four: /home/www/alpha-complex/.htaccess /home/www/alpha-complex/documents/.htaccess /home/www/alpha-complex/documents/security/.htaccess /home/www/alpha-complex/documents/security/issues/.htaccess
 
 If you don’t intend to use .htaccess files at all, you can save Apache a lot of time as well as improve the server’s security by just disabling them completely.
 
 Restricting Access with allow and deny Apache carries out three stages of authentication to determine whether a given HTTP request is allowed to retrieve a resource. The first and simplest of these comes into effect when the HTTP request is first received; Apache provides the mod_access module to allow administrators to control access based on the origin of the request.
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 The second and third stages require additional information from the client and are handled by the user authentication modules; I’ll cover this in Chapter 10. mod_access is usually used for host-based authentication. However, at the time Apache does first-stage authentication, the server knows all the details of the HTTP request, and therefore it also knows the values of the headers sent by the client. This makes it possible to authenticate based on any HTTP header with the help of mod_setenvif. mod_access provides three directives—allow, deny, and order. The allow and deny directives both take a full or partial hostname or a full or partial IP address. Although hostnames are often easier, or at least more legible, they also cause Apache to perform a reverse DNS lookup, which you generally want to avoid. For this reason, IP addresses are usually preferred where possible.
 
 Controlling Access by Name To allow access to a specific host, crawler.beta-complex.com, you would specify this: allow from crawler.beta-complex.com Alternatively, to allow any host in the domain beta-complex.com, you would specify this: allow from .beta-complex.com The leading dot (.) is important in matching partial hostnames without which Apache won’t do partial matching. The deny directive works identically to allow, but refuses access to hosts that match the criteria instead of accepting them. To refuse access to all hosts in the beta-complex domain, you’d specify this: deny from .beta-complex.com On their own, allow and deny implicitly deny or allow access to any hosts that don’t match their criteria. If both are specified, however, things are a little more complex because one must override the other. Apache resolves this conflict with the order directive, which determines the order in which Apache reads the conditions of the allow and deny directives. It has two possible forms: • order deny,allow: Implements a restrictive access policy where most hosts are denied and then a smaller subset given access • order allow,deny: Implements a permissive access policy where most hosts are allowed and then a smaller subset refused access
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 It’s common practice to specify both allow and deny in host-based authentication to make the access policy explicit. For example, to allow only a client running on the same machine to access pages, you could write this: order deny,allow deny from all allow from localhost 
 
 Because you want to restrict access to a chosen host, you specify deny first, set it to deny everything, and then use allow to open up access again. To deny access to a badly behaved Web robot, you’d use the opposite strategy: order allow,deny allow from all deny from robot.trouble.com 
 
 You can also exercise finer control over the access policy by allowing certain hosts in a domain but otherwise refusing access to the domain as a whole: order deny,allow deny from .trouble.com allow from no.trouble.com little.trouble.com 
 
 Controlling Access by IP Address Although allow and deny accept whole or partial hostnames, the recommended alternative is to use IP addresses. The simple reason for this is that hostnames require Apache to do DNS lookups, which aren’t only time-consuming but also make the server vulnerable to DNS spoofing attacks (see Chapter 9). Both allow and deny accept whole or partial IP addresses, corresponding to individual hosts and networks, respectively. The one caveat to using IP-based control over hostnames arises when you’re allowing or denying access to specific remote hosts. Because you have no control over the IP address of a remote host, it can change without warning, and your access strategy will fail. In the previous example, if robot.trouble.com changes its IP address and you’re denying it based on the IP address, it’ll be able to get around your restriction. Of course, if you deny it by hostname, it can change its name, too. For example, to allow access to a specific subdirectory to only hosts on the internal networks, you could specify this: order deny,allow
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 Configuring Apache the Way You Want It deny from all allow from 127.0.0.1 192.168.1 192.168.2 
 
 In this example, the internal networks are both class C networks in the 192.168 range, which are normally configured to be ignored by routers and thus can’t belong to an external host. 127.0.0.1 is the internal loopback address of the server itself. Apache 2 also allows you to specify IPv6 addresses instead of, or as well as, traditional IPv4 ones: order deny,allow deny from all allow from fe80::910:a4ff:aefe:9a8, 127.0.0.1 
 
 It’s perfectly acceptable to have both hostnames and IP addresses in the same list. To have a little better control over keeping out the troublesome robot.trouble.com, you could deny it by both name and IP address: order allow,deny allow from all # 101.202.85.5 is the IP for robot.trouble.com... deny from robot.trouble.com 101.202.68.5 
 
 Although this isn’t foolproof, the remote host would have to change both name and IP address to get in.
 
 Controlling Subnet Access by Network and Netmask Usually partial IP addresses give fine enough control to allow or deny domains access. However, partial IP addresses only give you the ability to restrict other networks by 8, 16, or 24 bits. If you want to control access for subnets, you need to use a netmask. mod_access allows two alternative formats for specifying an IPv4 netmask—either as a four-number IP mask or the number of bits that define the network part of the IP address. For example, the following three directives are all equivalent: # traditional partial IP address allow 192.168 # network address and netmask allow 192.168.0.0/255.255.0.0 # network address and bitmask allow 192.168.0.0/16
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 The advantage of a netmask or bitmask occurs when the network you want to control falls into a range that isn’t 8, 16, or 24 bits long: # partial IP addresses can't do this allow 192.168.215/12 # this has the same effect only with a netmask allow 192.168.215/255.255.249.0
 
 Similarly, for IPv6 you can specify this: allow from fe80::910:a4ff:aefe:9a8/12
 
 Controlling Access by HTTP Header An alternative form of the allow and deny directives allows Apache to base access control not on host or IP address but on an arbitrary environment variable. You can use the features of mod_setenvif to set environment variables based on the header information in an HTTP request, using a regular expression to test the variable value. This allows you to control access based on HTTP headers. mod_setenvif provides two directives, BrowserMatch and SetEnvIf. BrowserMatch allows Apache to control access, based on browser type: BrowserMatch ^Mozilla lizards_rule order deny,allow deny from all allow from env=lizards_rule 
 
 SetEnvIf allows you to make decisions on any header sent by the client, plus anything else Apache knows about or can derive from the request. For example, you could lock out browsers using HTTP/1.0 or earlier with this: SetEnvIf Request_Protocol ^HTTP/1.1 http_11_ok order deny,allow deny from all allow from env=http_11_ok 
 
 (If you simply want to ensure that a valid HTTP protocol is sent, without caring what version it is, Apache will automatically do that for you and reject the request if the protocol is malformed. Prior versions of Apache 1.3 used to ignore protocol strings they couldn’t understand and assume HTTP/1.0. You can re-enable this old-style behavior with the directive ProtocolReqCheck off.) You can even allow access based on the URL of the page that contained the link to your server, so only clients going through a particular page on a different server are
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 allowed access. This would enable you to use an authentication scheme on a completely different Web site: SetEnvIf Referer ^http://www.alpha-prime.com/secure/links_page.html origin_ok order deny,allow deny from all allow from env=origin_ok 
 
 NOTE It’s worth pointing out that the Referer header can be easily forged, so on its own it isn’t a terribly secure way to authenticate. It does, however, provide a small layer of additional security if combined with other more secure checks.
 
 SetEnvIf has a wide variety of applications beyond its use with allow and deny. Later in the chapter, you’ll see more details about SetEnvIf, headers, and environment variables.
 
 Combining Host-Based Access with User Authentication Earlier in the chapter, I mentioned that Apache carries out authentication in three stages. mod_access works at the first stage, where the HTTP request is known but nothing else, and user authentication modules work at the second and third stages and require additional user input such as a name and password. If both host-based authentication and user authentication apply to the same URL (both allow/deny and require directives apply to the same location), Apache requires that both the host and the supplied user information are valid before allowing access. You can change this behavior with the Satisfy directive: # force clients to satisfy both host and user requirements Satisfy all # allow either host or user-based authentication to grant access Satisfy any
 
 For example, to require external users to give a valid username and password but let internal clients in without a check, you could use this: # allow only registered users access AuthName "Registered Users Only" AuthType Basic AuthDBMUserFile /usr/local/apache/auth/password.dbm require valid-user # lock out external clients order deny,allow
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 Chapter 4 deny from all allow from 192.168.1 192.168.2 # allow either access method Satisfy any 
 
 If you were to change the Satisfy any to Satisfy all (or just leave it out because it’s the default), you’ll require that clients came from the internal network and that users had a valid username and password.
 
 Overriding Host-Based Access Apache permits the directives allow, deny, order, and Satisfy in per-directory .htaccess files if the Limit override is enabled, which by default is the case. This isn’t usually a good idea because it allows .htaccess files, which live in the document root and are therefore more vulnerable, to both tighten and relax restrictions placed in the server configuration. However, if the access policy already allows global access, this isn’t an issue; it can’t be made more relaxed than it already is. To enable the access directives, you can specify this: AllowOverride +Limit This will add Limit to the list of currently active overrides. Likewise, to disable Limits and leave other overrides unaffected, you can substitute a minus sign for the plus sign: AllowOverride -Limit Note that the Limit override has no direct relation to the Limit container, but allow, deny, order, and Satisfy are among the directives the Limit container does affect. Technically, Satisfy is still allowed because it’s provided by the core rather than mod_access or any of the user authentication modules. However, if allow, deny, and order are disallowed, this makes no difference.
 
 Directory Listings Whenever Apache is asked to provide a URL that resolves to a directory, such as the Web site root (/) rather than a file, it can do one of three things: • Return a default file in the directory • Generate an HTML page of the contents of the directory • Return a Permission Denied error
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 The second option is controlled by the mod_autoindex module. This option is enabled in the default configuration.
 
 Enabling and Disabling Directory Indices The operation of mod_autoindex is controlled by the Indexes option. For example: Options +Indexes This adds indexing to the list of active options. Likewise, to remove indexing and keep other options intact, you’d use this: Options -Indexes More usefully, you can use this to control where indices are allowed. For example, if you want to create an FTP area within the Web site and allow it to be browsed but otherwise prevent indices from being generated, you could specify this: Options -Indexes Options +Indexes 
 
 Security Hazards of Indexing It’s generally a good idea to disable indexing unless you really need it. Unwanted visitors can use it to discover details about the layout of a Web site and the files in it, thus making other security weaknesses (such as backups of CGI scripts) easier to spot. See Chapter 10 for a detailed explanation and more examples.
 
 Specifying Default Index Files with DirectoryIndex By default, most Web servers retrieve a file called index.html or index.htm whenever a browser requests a directory. The most common example of this is calling the URL of a site with no specific page: http://www.alpha-complex.com/. This behavior is controlled in Apache with the DirectoryIndex directive, a core directive. In fact, it isn’t a built-in response (as you might have expected). The standard Apache configuration comes with a line such as this: DirectoryIndex index.html
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 This tells Apache to append index.html to the end of any URL that resolves to a directory and return the resource with that name, if it finds one. You can also give a series of documents for Apache to look for, which it’ll scan in the order they are specified. The first one found is the one that will be returned. For example: DirectoryIndex index.html index.htm index.shtml home.html home.htm index.cgi In the case of a request for the Web root, Apache will look for /index.html, then /index.htm through /index.cgi, until it finds a matching file. If none of the resources specified by DirectoryIndex are found and indices are enabled, an index of the directory is generated instead; otherwise, Apache produces an error. You can prevent this by specifying a nonrelative URL as the last option to DirectoryIndex: DirectoryIndex index.html index.htm /cgi-bin/fake404.cgi This would run the fake404.cgi script for any requested directory that contained neither index.html nor index.htm, making it seem as if the directory doesn’t exist or directory indexing isn’t enabled, even if it does and is.
 
 How mod_autoindex Generates the HTML Page If DirectoryIndex doesn’t intervene and send a default file to the client and indexing is switched on, mod_autoindex generates an HTML page of the contents of the directory. The generated page consists of three parts: • An optional header • The list of files • An optional readme file mod_autoindex automatically generates an HTML preamble containing , , and tags and inserts the dynamically created content, including the header and readme, into the body of the HTML. The preamble can be suppressed and replaced by the header. Regardless of the optional header and readme, the list of files is generated either as an unordered HTML list using the 
... tags or, if fancy indexing is enabled, as a table of files with columns for file type, filename, last modified time, size, and description. Apache 2 additionally has the option of formatting the output of fancy indices with <pre>... or as an HTML table. mod_autoindex is smart in subtle ways. Rather than just doing a directory scan, it also checks the configuration for access permissions. If some files in the directory are disallowed (for example, with a deny directive), then mod_autoindex doesn’t list them. Similarly, if you’re looking at a directory that doesn’t have the FollowSymLinks option set, symbolic links won’t be listed. If you have SymLinksIfOwner set, only symbolic links with the correct ownership will be listed. If user authentication applies to
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 the directory, files are listed even if the client isn’t authenticated because the client may become authenticated before following one of the links. If the client tries to access a file for which authentication is required, he’ll be prompted for it.
 
 Indexing Options With Apache prior to 1.3.2, IndexOptions and FancyIndexing would override. Hence, in most cases when directory indexing is used, fancy indexing is enabled with this: IndexOptions FancyIndexing In addition, IndexOptions provides a number of other options, most of which control the way fancy indexing works, and some have no effect if FancyIndexing is disabled. There are some options introduced with Apache 2, and a few are still experimental. Table 4-5 shows the complete list of options in Apache 2.
 
 Table 4-5. Indexing Options Indexing Option
 
 Description
 
 Compatibility
 
 Description Width=|*
 
 Defines the width of the description column in characters. If set to *, then the length of the longest description is used as the width of the column. DescriptionWidth—that is, if unset— calculates the best width on its own.
 
 Apache 2.0.23 and later
 
 FancyIndexing
 
 Enables fancy indexing. In Apache 1.3.2 onward, FancyIndexing is combined with any IndexOptions directive for that scope.
 
 FoldersFirst
 
 Specifies that the index should list subdirectories first and then files; both are sorted separately. This works only if FancyIndexing is enabled.
 
 Apache 1.3.10 or 2.0.23 and later
 
 HTMLTable
 
 Provides the directory listing in HTML tables.This experimental option works with FancyIndexing.
 
 Experimental in Apache 2.0.23 and later
 
 IconsAreLinks
 
 Includes the file icon in the anchor for the filename for fancy indexing.
 
 IconHeight= 
 
 Includes the file icon in the anchor for the filename. Fancy indexing only. The standard height of the icons supplied by Apache is taken by default.
 
 Apache 1.3 and later
 
 IconWidth= 
 
 Sets the width of the icons. Analogous to . Its default value is the standard icon width.
 
 Apache 1.3 and later
 
 IgnoreCase
 
 Ignores the case of letters in sorting files and directories by name; can be combined with FoldersFirst.
 
 Apache 1.3.24 or 2.0.44 and later (Continued)
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 Table 4-5. Indexing Options (Continued) Indexing Option
 
 Description
 
 Compatibility
 
 IgnoreClient
 
 Ignores any sorting requests supplied by the client in the query string, as generated by the column sorting links. It implies SuppressColumnSorting.
 
 Introduced in Apache 2
 
 NameWidth= 
 
 Sets the width of the item name column in characters. If set to *, then the column is set to the width of the longest name.
 
 Apache 1.3.2 and later
 
 ScanHTMLTitles
 
 Extracts the titles from HTML files for use as the file description, if no description has been set with AddDescription. Note that this is a time-consuming operation if a directory contains many HTML files. This works for fancy indexing.
 
 SuppressColumn Sorting
 
 Suppresses the links from the column titles in fancy indices, disabling the ability to sort by name, last modified, size, or description. See also IgnoreClient. Prior to Apache 2.0.23, it was also used to ignore query variables for sort string.
 
 Apache 1.3 and later
 
 SuppressHTML Preamble
 
 Suppresses the generation of , , and tags when a header file is present. The page is started with the contents of the header, which must supply the HTML elements. Both fancy and nonfancy indexing.
 
 Apache 1.3 and later
 
 SuppressIcon
 
 Suppresses the file type icon that appears before the filename.
 
 Apache 2.Apache 2.0.23 and later
 
 SuppressLast Modified
 
 Suppresses the last modified column in fancy indices.
 
 SuppressRules
 
 Suppresses the horizontal rules before and after the table.
 
 SuppressSize
 
 Suppresses the size column in fancy indices.
 
 Suppress Description
 
 Suppresses the description column in fancy indices.
 
 TrackModified
 
 Enables the Last-Modified and ETag response headers to establish when the contents of the directory last changed. This allows clients and proxies to determine if the index has changed.
 
 New in Apache 1.3.15 and Apache 2.0
 
 VersionSort
 
 Sorts files using a numeric comparison where applicable.
 
 Apache 2a3 and later
 
 None
 
 Disables fancy indexing and produces a simple unordered list of files.
 
 Apache 2.Apache 2.0.23 and later
 
 For example, to create a fancy index with column sorting disabled, a maximum filename width of 20 characters, and no description column, you’d write this: IndexOptions FancyIndexing SuppressColumnSorting NameWidth=20 SuppressDescription
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 Note that it isn’t possible to suppress the Name column.
 
 Combining and Inheriting Indexing Options Multiple IndexOptions directives for the same directory are merged together. For example: IndexOptions FancyIndexing IndexOptions SuppressDescriptions IconsAreLinks
 
 This can be written as so: IndexOptions FancyIndexing SuppressDescriptions IconsAreLinks This is quite useful, in that the same directory can be affected by both a container in the server configuration and a .htaccess file in the directory. If IndexOptions is specified in both, then the two directives are merged. Directories without IndexOptions directives of their own inherit them from the directories before them but will override them if an IndexOptions directive is specified with an unqualified (not prefixed with + or -) option. Therefore, if index options don’t seem to be inherited, make sure that no option has been accidentally specified without a prefix. Alternatively, if options are specified only with + or – prefixes, they modify the effect of the inherited options in the same manner as the Options directive. A subdirectory of the directory with the previous IndexOptions directive could modify it with this: IndexOptions -SuppressDescriptions +SuppressSize This would be equivalent to this: IndexOptions FancyIndexing SuppressSize IconsAreLinks It’s also possible to disable index options that take arguments such as DescriptionWidth, rather than simply changing the value. This would restore the default DescriptionWidth of 19 characters: IndexOptions -DescriptionWidth In the case of disabling options, no argument is allowed. To clear all inherited and incremental settings, specify an option without a prefix. Only IndexOptions directives for the directory will be considered.
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 Adding a Header and Readme File When mod_autoindex generates an HTML page for a directory, it automatically looks for a header and readme file to include in the generated page. This is the case whether fancy or plain indexing is being used. By default, the name of the header file is HEADER, which matches HEADER.html, if it exists, and HEADER (without an extension) otherwise. For example, if you create a file called HEADER with the text This is the header and place it into a directory for which indices are enabled, the contents of HEADER are included between the start of the HTML body and the file listing. If the file isn’t HTML content, mod_autoindex inserts <pre>... tags around the text. The name of the header file can be defined explicitly with the HeaderName directive, for example: HeaderName introduction The directive refers to a relative URI that can have any extension as long as Apache recognizes it as having a major content type of text. This allows the header to be a CGI script, but only if it appears to have the right content type from Apache’s perspective. Because the content type of a CGI script (as opposed to the content type it returns) is usually application/x-cgi-script, this is a little tricky to bring about, but it can be achieved by forcing the content type to one that has a major media type of text, for example text/html: ScriptAlias /indexcgi/ /usr/local/apache/cgi-bin/ ForceType text/html Options +Indexes HeaderName /indexcgi/HEADER.cgi 
 
 In this example, I’ve invented a place for CGI scripts and aliased it with the ScriptAlias directive, one of the simplest ways of setting up executable scripts in Apache. At the same time, I’ve given the aliased path a ForceType directive, via a container, so that mod_autoindex knows the CGI script returns an acceptable media type. HEADER.cgi can now return anything you like, as long as it’s of type text/html: #!/bin/sh # # header.cgi - create header information for file listings # Apache 1.3.9 onwards only echo "Content-Type: text/html" echo "" echo "This is a CGI generated header"
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 You can also put SSIs (provided by mod_include, covered in Chapter 6) into the header if you have the Includes option switched on. For instance, if the usual mapping of files ending .shtml to mod_include is enabled, you can use something such as the following: HeaderName HEADER.shtml Of course, you can also force SSIs for the directory and process the header file for SSI commands regardless of the extension. Content negotiation will also work if the MultiViews option is enabled (covered in Chapter 5). The readme file is identical to the header file in all respects, except that it appears between the end of the file listing and the end of the HTML body; a better name for it might have been footer. The default name of the readme file is README, which like HEADER will match first README.html, if it exists, and README otherwise. Occasionally, it’s useful to be able to specify the title and other aspects of a document that normally occur outside the HTML body. To allow this, mod_autoindex allows the automatic generation of the HTML preamble to be turned off with the SuppressHTMLPreamble index option: IndexOptions +SuppressHTMLPreamble For this to work, the header file must be present and must contain the complete HTML header (including the document type declaration, if desired), the starting tags tag, the HTML header including the title, and the opening tag. For example, assuming you have server-side includes enabled, you can use this: Index of 
Please tell the Return to page 
 
 You can also pretend that certain errors didn’t happen. 500—Internal Server Error is always an embarrassing thing to have pop up on a user’s screen (after all, computers are infallible), so the following is a CGI script that turns an Internal Server Error into a Not Found error identical to the one Apache would ordinarily generate: #!/bin/sh # # fake404.cgi # replace the top line with '@echo off' for Windows echo echo echo echo echo echo echo echo echo echo
 
 ("Content-Type: text/html") ("Status: 404 Not Found") "" ("") ("") ("404 Not Found") ("") ("Not Found") (" The requested URL $REDIRECT_URL was not found on this server.") ("")
 
 Now you can prevent users from seeing errors you’d rather not admit to with this: ErrorDocument 500 /errors/fake404.cgi
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 You can produce international error messages also, simply by pointing ErrorDocument to a type-mapped document: ErrorDocument 404 /errors/notfound.html.var AddHandler type-map .var 
 
 You can even combine type maps and SSIs if you use the Apache 2 SetOutputFilter directive to pass the output from the type map through mod_include: # Error document with both type map and server-side include processing ErrorDocument 404 /errors/notfound.shtml.var AddHandler type-map .var SetOutputFilter Includes .shtml 
 
 Note that a second AddHandler directive isn’t effective in this case because mod_include will refuse to parse server-side includes when called as a handler to process another handler’s (or CGI script’s) output. I’ve used containers here, but you can equally use with an explicit path (or better, add an Alias). In fact, most Apache distributions implement something such as the previous configuration automatically. The default Apache configuration file comes with an excellent collection of default error documents that demonstrate this technique in action; by default, they reside in the errors directory under the server root.
 
 Limitations of ErrorDocument It might seem that configuring ErrorDocument to point 404 errors to a nonexistent URL on the local server or using a faulty CGI document to process a 404 or 500 error code would create an endless series of 404 errors. However, this isn’t the case. Apache keeps track of any such error, preventing the occurrence of error loops. If an error occurs during ErrorDocument handling, no new ErrorDocument is called. The standard error message is then returned to the client along with an additional error message about the ErrorDocument failure. The drawback of this is that you’ll get Apache’s default built-in error, but it’s better than Apache locking up in an endless error loop. ErrorDocument is extremely useful, but it does have some limitations: External URLs: If ErrorDocument is used to point to a script external to the server, then none of the redirection variables will be defined. This obviously makes writing a script that uses error information to perform its duties impossible. External to the server means on another physical box; therefore, virtual hosts will still be able to call each other’s error CGIs because the same Apache is involved in both the original error and the redirection.
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 Authentication failures: It’s not possible to redirect an authentication error (error code 401) to a document external to the site that generated it (that is, redirecting it to a URL starting with http://) because of the way that authentication works.
 
 Aliases and Redirection It often happens that a URL requested by a client doesn’t correspond to an actual resource on the server or corresponds to a resource in a different place. Depending on your intentions, there are two ways you can handle this. First, transparently reinterpret the URL with aliasing to retrieve the correct resource and deliver it to the client without it being aware of any sleight of hand or second, send a message to the client, redirecting it to the correct URL to retrieve. There are many aspects to aliasing and redirection. Indeed, several of the modules included with Apache essentially boil down to providing convenient ways to do it. In this section, you’ll see aliases and redirections with the modules mod_alias and URL rewriting rules with mod_rewrite. Other modules that simply provide specialized redirection include mod_vhost_alias (for virtual hosting) and mod_proxy (for making a real redirection look like a locally served document). Of course, you’ve already seen ErrorDocument.
 
 Aliases and Script Aliases Aliases allow you to translate a URL into a different location on the disk without the client being aware of it. More important, you can use aliases to locate resources somewhere else other than the document root. This still allows them to be accessed by URL, but it removes them from the sight of CGI scripts and shell accounts that have access to the server’s file system.
 
 Basic Aliasing The Alias directive allows a file path prefix to be substituted for a URL prefix before Apache attempts to relate the URL to a file location. It takes two parameters—the URL to alias and the path to which to alias it. For example, the icons Apache uses to create fancy directory indices are usually aliased in Apache’s configuration with something like this: Alias /icons/ /usr/local/apache/icons/ This has the effect that whenever a URL that starts with /icons/ is seen by Apache, it automatically and invisibly substitutes it with /usr/local/apache/icons/ before retrieving the requested file, rather than looking for an icons directory under the document root. In other words, http://www.alpha-complex.com/icons/text.gif is translated into /usr/ local/apache/icons/text.gif instead of /home/www/alpha-complex/icons/text.gif.
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 Note that the input to an Alias directive is the URL but the output is a path in the file system. For this reason, you can only perform an alias once and can’t chain aliases together. If you want to translate a URL into another URL and then use the result in other translations (for instance, further aliases or containers), Alias won’t do this for you. You’ll need to use the RewriteRule directive of mod_rewrite instead.
 
 Aliasing with Regular Expressions Although useful, the abilities of the Alias directive are limited. It can’t, for example, alias part of a URL that doesn’t start at the document root, and it can’t alias URLs based on file extensions. AliasMatch gives you this ability by replacing the URL prefix of Alias with a regular expression.
 
 NOTE Online Appendix F provides a quick guide to the style of regular expressions used by Apache.
 
 For instance, assume that you want to keep all your GIF images in one directory, irrespective of where in the Web site they’re used, and you want all your HTML documents to refer to them through an apparent subdirectory of images adjacent to the location of the document, wherever it is. Rather than make symbolic links from every directory containing HTML documents to your image directory, you can alias them all at the same time with this: AliasMatch /images/(.*)\.gif$ /usr/local/apache/images/$1.gif By not anchoring the front of this expression with a caret (^) to make it the start of the URL, you ensure that any reference to an images directory anywhere in the Web site is redirected to the real images directory. If you wanted to make subdirectories for each original location, you could do that too by using the name of the parent directory in the URL: AliasMatch /(.*)/images/(.*)\.gif$ /usr/local/apache/images/$1/$2.gif This would map the URL /space/images/earth.gif to the directory /usr/local/apache/images/space/earth.gif. Another thing you can do with regular expression aliases is redirect URLs to a CGI script by turning them into query strings: AliasMatch ^(.*).logo$ /cgi-bin/logo-parser?$1.logo There’s no prohibition on using one alias within another. This example uses a ScriptAlias directive to map the true location of the logo-parser script on top of the AliasMatch.
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 Aliasing CGI Scripts with ScriptAlias cgi bin directories can use the special purpose ScriptAlias directive. In brief, ScriptAlias has the same properties as Alias but also marks the aliased directory as being a location for CGI scripts, much in the manner that SetHandler does: ScriptAlias /cgi-bin/ /usr/local/apache/cgibin/ Although ScriptAlias can be replaced in most cases with combinations of other directives, it does have one useful property—that it’s the only way CGI script execution can be enabled without the ExecCGI option being specified. ScriptAlias is therefore a popular choice for servers with user accounts and a policy of not allowing user-written CGI scripts.
 
 NOTE I’ll detail the ScriptAlias directive in Chapter 6.
 
 Aliasing CGI Scripts by Regular Expression ScriptAliasMatch extends ScriptAlias to use the regular expression parser within Apache in the same way that AliasMatch extends the power of Alias. It allows you to create a cgi bin directory that also only matches files with a given extension: ScriptAliasMatch ^/cgi-bin/(.*)\.cgi$ /usr/local/apache/cgibin/$1.cgi There are, of course, many other ways of doing this—using Addhandler, for instance—but not without using more than one directive and enabling ExecCGI as well. However, ScriptAlias and ScriptAliasMatch aren’t well suited to anything more advanced (see Chapter 6 for some alternative approaches). It’s also briefly worth noting at this point that mod_rewrite allows the results of its rewrites to be CGI-enabled in the same way as ScriptAliasMatch using the type flag. If you’re going to use mod_rewrite anyway, you can cut a corner here.
 
 Redirections Aliases are transparent to the client, but sometimes you want the client to know that the URL they’ve requested is wrong and tell them to look up a different URL instead. This is the purpose of redirection, the second facility offered by mod_alias.
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 Basic Redirection Redirection is done with the Redirect directive, which takes an optional status and a URL prefix to match against, plus a replacement URL prefix, if the match is successful. For example, to redirect requests for archive files from their old location to their new one, you might specify this: Redirect permanent /archive http://archive.alpha-prime.com/archive/alpha-complex Apache checks incoming URLs to see whether they match the prefix and, if they do, substitutes them with the new prefix. The rest of the URL is transferred intact, including the query string if one is supplied, http://www.alpha-complex.com/archive?file=04 becomes http://archive.alpha-prime.com/archive/alpha-complex?file=04. If the new location is configured with a query string, however, the client’s query string is discarded: Redirect permanent /archive http://archive.alpha-prime.com/archive /alpha-complex?querystring=new
 
 In this case, the resulting URL would be http://archive.alpha-prime.com/archive/ alpha-complex?querystring=new instead. Redirection works by responding to a client request with an HTTP response with a status in the range of 300–399. Of these, HTTP defines several specific return codes to tell the client the reason for the redirection. The Redirect directive allows any of the following status codes to be returned and defines symbolic names for four (see Table 5-6).
 
 Table 5-6. Symbolic Names of Redirection and Corresponding Codes Symbolic Name
 
 Code
 
 Description
 
 permanent
 
 301
 
 The requested resource has been assigned a new permanent URI, and any future references to this resource should use the returned URL. Clients with caches and proxies should cache the response and adjust their information to point to the new resource, unless told otherwise by a Cache-Control or Expires response header.
 
 temp
 
 302
 
 The requested resource resides temporarily under a different URI. Because the redirection might be later altered or removed, the client should continue to use the original URL for future requests. Clients with caches and proxies shouldn’t cache the redirection message, unless told otherwise by a Cache-Control or Expires response header. Many clients interpret a 302 response as if it were a 303 response and change the request method to GET, which is in violation of HTTP/1.1. To avoid this, you can use 307 instead. (Continued)
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 Table 5-6. Symbolic Names of Redirection and Corresponding Codes (Continued) Symbolic Name
 
 Code
 
 Description
 
 seeother
 
 303
 
 The response to the request can be found under a different URL and should be retrieved using a GET method, irrespective of the HTTP method used for the original request. This method exists primarily to allow the output of a POST-activated script to redirect the user agent to a selected resource; the new URI isn’t a substitute reference for the originally requested resource but more likely a reason for why the original request wasn’t valid. This response is never cached, but the redirected page might be because it’s not a replacement for the original.
 
 gone
 
 410
 
 The requested resource is no longer available. This response is generally used by servers when they don’t want to explain the reason for the URL’s unavailability or aren’t able to provide a reason. Note that if servers are able to provide a reason, they can use a 303 response to redirect the client to it. The gone response doesn’t take a URL as a parameter because it doesn’t redirect.
 
 The essential difference between permanent and temporary redirection is in how the response is cached by proxies. A permanent redirection tells the proxy it can perform the redirection itself for future client requests without asking the server. A temporary redirect requires the proxy to check with the server each time the original URL is requested. Because this is the most common kind of redirection, Apache allows the status parameter to be left out for temporary redirects: # temporary 302 redirect Redirect /archive http://archive.alpha-prime.com/archive/alpha-complex
 
 mod_alias only defines symbolic names for four response codes, but there’s nothing to stop any other status code from being returned if its numerical value is specified for the status. Redirect can return any status code in the 300–399 range (other numeric values are rejected as invalid). Not every HTTP status code in this range makes sense for redirection. Table 5-7 shows two that do.
 
 Table 5-7. Appropriate Redirect Status Codes and Their Symbolic Names Symbolic Name
 
 Code
 
 Description
 
 Use Proxy
 
 305
 
 The requested resource must be retrieved through the proxy server given by the URL. The client then reissues the request to the proxy.
 
 Temporary Redirect
 
 307
 
 Many clients interpret a 302 response as if it were a 303 response and change the request method to GET, in violation of the HTTP/1.1 specification. To avoid this, 307 can be used to inform the client unambiguously that the new URL should be requested with the same HTTP method as the original.
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 For example, to tell a client to retrieve an archive file through a proxy, you could say this: Redirect 305 /archive http://proxy.alpha-prime.com/ Note that you give the URL of the proxy only, without adding details of the original URL; it’s up to the client to resubmit the request to the proxy. The redirection target may be either a fully qualified URL with a protocol and hostname or an absolute path, starting with a /. It can’t, however, be a relative URL (in other words, one that starts neither with a protocol nor a /) even in contexts where that might make sense such as a container or an .htaccess file.
 
 Redirection with Regular Expressions In Apache version 1.3, mod_alias gained the RedirectMatch directive that takes a regular expression as a source URL rather than a prefix such as Redirect. Partly in response to the more advanced URL-matching abilities of mod_rewrite, RedirectMatch allows more flexible URL criteria without the overhead of the mod_rewrite module. For example, you can Redirect based on a file extension, which is totally impossible with the normal Redirect: RedirectMatch (.*)\.(gif|jpg)$ http://images.alpha-complex.com/imagecache/$1.$2 This example redirects all requests for GIF and JPEG images to a different server, which replicates the structure of image locations under a subdirectory called image-cache. RedirectMatch is in all other respects identical to Redirect. The previous example is a temporary redirect because it doesn’t specify a status code. You could create a similar redirection to a proxy server for images with this: RedirectMatch 305 \.(gif|jpg)$ http://proxy.alpha-prime.com In this case, you don’t need to reassemble the URL to point to a new location; the proxy will do it for you. But conversely, you need to have the images somewhere on your own server so the proxy itself can find them.
 
 NOTE See Online Appendix F for details on how to write regular expressions.
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 Rewriting URLs with mod_rewrite mod_rewrite is to mod_alias as the Alps are to a small hill. Whereas Alias and Redirect provide simple but limited URL handling abilities, mod_rewrite allows URLs to be processed beyond all recognition, blocked conditionally, or even used to look up database records. The downside is that like the Alps, mod_rewrite takes up rather more room than mod_alias and also consumes more resources to do its job. Its increased power also comes with the price of increased flexibility (and therefore more chances to get it wrong), so it’s almost always a better idea to try and use mod_alias if possible and resort to mod_rewrite only when necessary. As well as providing aliasing in the style of Alias and AliasMatch, mod_rewrite can replace the other mod_alias directives—Redirect, RedirectMatch, ScriptAlias, and ScriptAliasMatch—as well as BrowserMatch and SetEnvIf from mod_setenvif.
 
 Installing and Enabling mod_rewrite mod_rewrite comes as standard with Apache but isn’t enabled by default because of its size. To enable it, add the following line (or something similar, depending on where the modules are actually located) to the configuration: LoadModul rewrite_module
 
 modules/mod_rewrite.so
 
 Apache 1.3 servers may need an AddModule directive too (see Chapter 3). Once installed, the rewriting engine can be switched on with this: RewriteEngine on This directive can go anywhere in the configuration, as well as .htaccess files, and can be switched on and off for different directories and virtual hosts. It can be prevented in .htaccess by disabling the FileInfo override.
 
 Defining Rewriting Rules The core of mod_rewrite is the RewriteRule directive. This is a much more powerful version of AliasMatch to which flags may be appended and conditional rules applied. The basic syntax is, however, the same, as this example reprised from earlier shows: RewriteRule /images/(.*)\.gif$ /usr/local/apache/images/$1.gif In addition, flags may be appended to control the execution of rewrite rules. For example, the L flag causes mod_rewrite to finish after the current rule and ignore any subsequent rewrite directives in the configuration, as you’ll see later.
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 mod_rewrite uses the same regular expression syntax as other Apache directives, which is covered in Online Appendix G, but extends it to enable a few more features: • Regular expressions may be negated by prefixing them with !. • Environment variables may be used, for example, %{HTTP_REFERER}. • As well as back references to the pattern with $1, $2, $3.., back references to patterns in rewriting conditions can be made with %1, %2, %3. • $0 can be used to refer to the whole of the matched pattern, which is equivalent to putting brackets around the whole regular expression (Apache 1.3.10 onward). • Mapping functions may be called with ${mapname:key|default}. • The special substitution string may be used to specify no substitution is to be done. This is useful for chained rules to allow more than one pattern to be applied to a substitution, as well as rules that reject the URL outright with a gone or forbidden status code. Multiple rewrite rules may also be stacked, in which case Apache evaluates them in the order they’re defined: RewriteRule /abcde/(.*) /12345/$1 RewriteRule /12345/(.*) /fghijk/$1
 
 You can also prevent special characters such as $ from being expanded by using a backslash to escape them: RewriteRule /abcde/(.*) /fghijk/\$1=$1 Note that RewriteRule will not work correctly with directives such as Alias or Redirect unless the passthrough flag is specified (see the [PT] flag described in the next section).
 
 Inheriting Rewriting Rules from Parent Containers The RewriteOptions directive controls how rewriting rules are inherited from the scope of parent directories. By default, containers and .htaccess files don’t inherit any rewrite directives from the scope above them, apart from the availability of the rewriting engine as determined by the RewriteEngine directive. Virtual hosts and directories can inherit the parent configuration with this:
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 Deciding What the Client Needs # a server-level rewrite rule RewriteRule /abcde/(.*) /12345/$1 RewriteRule /12345/(.*) /fghijk/$1 # the server-level rewrite rule is not inherited here # server-level Rewrite rule applies here RewriteOptions inherit # both RewriteRule directives apply here RewriteOptions inherit 
 
 RewriteOptions is itself a scoped directive and needs to be placed in the directory scope if you want to inherit its parent’s rewrite directives, as in the previous example; specifying it at the server level doesn’t cause it to be inherited by lower levels, just as with all the other rewrite directives.
 
 Specifying Flags to Rewriting Rules Any RewriteRule directive can have one or more flags specified after it, enclosed in square brackets (see Table 5-8).
 
 Table 5-8. Rewrite Rule Flags Flag
 
 Description
 
 R, redirect[R=code]
 
 Causes the rule to behave like a RedirectMatch directive rather than an AliasMatch directive and returns the new URL to the client. By default, a temporary redirect (302) status code is returned, just as Redirect and RedirectMatch would do, but a code can be specified to return a different code. The [R] flag also understands the symbolic names defined by Redirect: permanent, temp, seeother, and gone. For example: RewriteRule ^/oldlocation/(.*) /newlocation/$1 [R=permanent,L] Note that the L flag is used here to force an immediate response to the client after the rule, rather than continuing to process other RewriteRule directives.
 
 F, forbidden
 
 Causes the rule to return a forbidden (403) status code on the matching URL. This is intended to be used with rewrite conditions to provide conditional access to URLs.
 
 G, gone
 
 Causes the rule to return a gone (410) status code on the matching URL. This is shorthand for [R=gone]. (Continued)
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 Table 5-8. Rewrite Rule Flags (Continued) Flag
 
 Description
 
 P, proxy
 
 Immediately forces the substituted URL through the proxy module (which has to be present in Apache accordingly) without processing any more rules.
 
 L, last
 
 Makes this the last rule to be processed and ignores any subsequent rules. As with all flags, this only comes into effect if the rule successfully matches the URL.
 
 N, next
 
 Stops processing rules and restarts from the top. Because this can potentially cause an infinite loop, from Apache 2.0.45 onward mod_rewrite will abort with a 500 error response after 10 internal redirections. This limit can be altered with the MaxRedirects option of RewriteOptions. For example: RewriteOptions +Maxdedirects 20. Note that this option takes effect even if no restarts happen, so it should never be set too low or it might terminate a perfectly legal series of chained rewrites. The default limit of 10 presumes that it’s highly unusual for more than ten rewrites to be performed on the same request URI (which in general should be true).
 
 C, chain
 
 Chains the rule with the following rule so that the following rule only executes if this one succeeds. This is a common use for the special - no-substitution string. Any number of rules may be chained together as long as each rule, excepting the last, has a [C] flag appended to it.
 
 CO,cookie [CO=name:value:domain] [CO=name:value:domain:lifetime:path]
 
 Sets a cookie if the rule matches (Apache 2.0.40 onward). At least the cookie name, value, and domain must be specified. A fourth value, if specified, is taken to be the lifetime of the cookie in minutes. A fifth value specifying a path for the cookie may also be supplied. For example, this proxies a request to another server while setting a cookie at the same time: RewriteRule ^/backdoor/(.*) http://briefingroom.alpha-complex.com [P,CO=entered:backdoor:.alpha-complex.com:5] Note that the domain should start with a dot, as defined by RFC. To derive a dynamic value for the cookie, use a RewriteCond with a rewrite map to get the value, them assign it with %1, for example, in the RewriteRule.
 
 T, type [T=type]
 
 Forces the resultant URL to be interpreted with the given MIME type in the same manner as the ForceType directive. This enables mod_rewrite to emulate ScriptAlias directives: RewriteRule ^/cgi-bin/(.*) /usr/local/apache/cgibin/$1 [type=application/x-httpd-cgi] This flag is evaluated before the mod_mime directives such as AddHandler check the type, which is logical, but note that for Apache 2 this ordering is correct only from Apache 2.0.46 onward. (Continued)
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 Table 5-8. Rewrite Rule Flags (Continued) Flag
 
 Description
 
 NS, nosubreq
 
 Causes this rule to be ignored on subsequent internal requests generated from the original request; this includes SSIs and CGI scripts that make HTTP requests to the server, as well as some of the testing conditions of RewriteCond (specifically -U and -F).
 
 NC, nocase
 
 Causes the regular expression to be case-insensitive.
 
 NE, noescape
 
 Causes mod_rewrite not to carry out URL escaping on the result of a RewriteRule. If a rewrite rule does its own URL processing, this will prevent mod_rewrite from converting characters like # or % in URLs. It’s important to make sure the resultant URL is properly escaped, as no processing of any kind is performed where this flag is in effect (available in Apache 1.3.10 and later).
 
 QSA, query string append
 
 When the URL comes with a query string, and the substitution also creates a query string (by putting a question mark into the substituted URL), this flag causes the substituted query string to be appended to the original, rather than replacing it. This is useful for adding extra information to a query. For more information, refer to the example after this table and the “Using Extracted Values from Conditions in Rules section” later in the chapter. Note that rules that modify or add to query strings may also need to make use of the special mapping functions %{escape:val} and %{unescape:val} to ensure the resultant URL is valid.
 
 S, skip [S=number]
 
 Skips the next number rules if this rule matches. This is somewhat similar to an if-then-goto construct and should be treated with the same caution and suspicion as the goto command in programming languages. When number is 1, this has the opposite effect of the [C] flag. Using [C] with a negated regular expression is a better solution in this case.
 
 E, env [E=var:value]
 
 Sets an environment variable if the rule matches, in a similar way to the BrowserMatch and SetEnvIf directives. This can then be used to set internal variables such as nokeepalive and pass conditions to allow env=var-style access control.
 
 PT, passthrough
 
 Allows other URL rewriting modules such as mod_alias to work on the results of a RewriteRule. Because both Alias and RewriteRule turn URLs into filenames, they can’t both be used. This flag allows the filename result of RewriteRule to be interpreted as a URL by Alias and Redirect.
 
 Multiple flags for the same rule can be specified by separating them with commas: RewriteRule ^/path/to/resource/(.*)$ /cgi-bin/script.cgi?resource=$1 [NC,L,QSA,PT,type=application/x-httpd-cgi]
 
 281
 
 3006_Ch05
 
 12/15/03
 
 11:31 AM
 
 Page 282
 
 Chapter 5
 
 Here I specify NC to make this a case-insensitive match, L to make it the last rule if it does match, QSA to append the query string resource=$1 to the existing query string (if the original URL had one), and PT to pass the resultant filename as a URL to mod_alias. This last step allows the Alias directive that maps /cgi-bin to correctly locate script.cgi in the cgi bin directory of the server. You don’t need a ScriptAlias directive because the T (type) flag has the same effect.
 
 Implicit Redirections and URL Schemes mod_rewrite is smart enough to recognize the difference between an internal and external URL as the result of a rewrite and carry out an implicit redirection if the result can’t be handled internally. This can be convenient for implementing rules that may result in external URLs some of the time and internal ones at other times. As a simple example, the following will cause a redirection even though the [R] flag isn’t present: RewriteRule ^(.*)$ http://alpha-complex.com/$1 This will cause a temporary redirect. If you want a permanent redirect, you’ll need to add the redirect flag [R=permanent] explicitly, as described previously. mod_rewrite will determine that a URL is external only if it starts with one of the known URL protocols, or schemes, built into the module; if not, the result is considered to be internal, and you must do an explicit redirection if you want one. The list of URL schemes recognized by mod_rewrite is as follows: • http:// • https:// • gopher:// • ftp:// • ldap: • news: • mailto: In particular, note that a resulting URL starting with http: but without a // following, is considered internal, which could trip up rewriting rules that don’t take care to add the leading // when conditionally adding a domain name to the start of a URL. The last three schemes were added to Apache from version 1.3.10, which also made all schemes case-insensitive; you can create URLs starting with LDAP: or MailTo: and still have them recognized as implicit redirects. What a client does when it receives a redirection to a URL with one of these alternative schemes is of course up to the client.
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 If you want to redirect to URLs with other protocol schemes, you’ll have to use the redirect flag explicitly. This is no great hardship, but it does mean that you’ll have to write a more complex rule using RewriteCond directives if you want to selectively choose between an internal and external URL as the result of a rewrite.
 
 Adding Conditions to Rewriting Rules So far, I’ve shown how mod_rewrite can produce more powerful but similar effects to the directives of mod_alias. However, mod_rewrite really begins to show its power when you start defining conditions for rewrite rules.
 
 Adding URL-Based Conditions One way to execute a rewrite rule conditionally is to prefix it with another rewrite rule that has a substitution string of - and the C flag set: RewriteRule ^/secret-gallery/ - [C] RewriteRule (.*)/([^/]*)\.gif$ $1/forbidden.gif
 
 This checks for a specific directory at the start of the URL and, if present, executes a rule substituting GIF images with a forbidden message. For GIFs in any other directory, the second rule will not be applied. Also because nothing was substituted in the first rule, you don’t need to ensure that the resultant URL contains a useful value (because there isn’t one), so you don’t need to make sure that the rest of the URL is matched. The long-winded way of doing the same thing would be this: RewriteRule ^/secret-gallery/(.*)$ /secret-gallery/$1 [C] By specifying -, you avoid having to reassemble the URL again as a result of executing the rewrite rule.
 
 Adding Environment-Based Conditions Conditional rewriting rules are useful, but they only allow you to base conditions on the URL. In the previous example, you could have written one rule to handle the same job, albeit a longer and less legible one. However, mod_rewrite also provides you with the RewriteCond directive to test environment variables. Any number of RewriteCond directives may then prefix a RewriteRule to control its execution. For example, this redirects users of the text-only Lynx browser to a text-only version of the home page: RewriteCond %{HTTP_USER_AGENT} ^Lynx.* [NC] RewriteRule ^/$ /lynx-index.html [L]
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 This example also uses the NC flag to make the regular expression case-insensitive and match lynx, LYNX, and even lYnX, should they turn up. As another example, the following pair of directives deals with a virtual host that’s configured to catch multiple domains (with a ServerAlias directive). It catches URLs requesting anything other than alpha-complex.com and redirects them to it, preserving the rest of the URL intact: RewriteCond %{HTTP_HOST} !alpha-complex\.com RewriteRule ^(.*)$ http://alpha-complex.com/$1 [R=permanent]
 
 If the client requests an alpha-complex.com URL, the condition fails, and the file isn’t activated. Otherwise, it swallows the whole of the URL into $1 and adds the correct domain name in front of it before redirecting it permanently using the [R=permanent] flag. (You could refine it even further by replacing the explicit domain name with the SERVER_NAME variable.) To migrate a Web site to a new domain, you only need to drop this into the document root as a .htaccess file (assuming you have AllowOverride FileInfo enabled). You don’t even need to edit the server configuration. Table 5-9 shows the possible list of variables usable with RewriteCond.
 
 Table 5-9. RewriteCond Variables Functionality
 
 Variable Name
 
 Server internals
 
 DOCUMENT_ROOT, SERVER_ADMIN, SERVER_NAME, SERVER_ADDR, SERVER_PORT, SERVER_PROTOCOL, SERVER_SOFTWARE
 
 HTTP request
 
 REMOTE_ADDR, REMOTE_HOST, REMOTE_USER, REMOTE_IDENT, REQUEST_METHOD, SCRIPT_FILENAME, PATH_INFO, QUERY_STRING, AUTH_TYPE
 
 HTTP headers
 
 HTTP_USER_AGENT, HTTP_REFERER, HTTP_COOKIE, HTTP_FORWARDED, HTTP_HOST, HTTP_PROXY_CONNECTION, HTTP_ACCEPT
 
 Time
 
 TIME_YEAR, TIME_MON, TIME_DAY, TIME_HOUR, TIME_MIN, TIME_SEC, TIME_WDAY, TIME
 
 Specials
 
 API_VERSION, THE_REQUEST, REQUEST_URI, REQUEST_FILENAME, IS_SUBREQ
 
 The reason for the relative shortness of this table is that mod_rewrite works at the URL translation stage. Even the variables listed here may not be set to their final value when mod_rewrite is called into play. For example, REMOTE_USER is set at the user authentication stage, which happens later in the order of processing. Remarkably, mod_rewrite actually allows variables set later to be determined with %{LA-U:variable}. You’ll see this later in the chapter. RewriteCond has two possible flags (one of which you just saw), specified in the same manner as the flags of RewriteRule (see Table 5-10).
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 Table 5-10. RewriteCond Flags Flag
 
 Description
 
 OR, ornext
 
 Allows this condition to fail if the next one succeeds.
 
 NC, nocase
 
 Causes the regular expression to be case-insensitive; for example, A matches a. This is the same as the RewriteRule flag.
 
 You’ve already seen the NC flag; it works identically to its RewriteRule counterpart. The OR flag is more interesting because it controls how subsequent RewriteCond directives chain together.
 
 Chaining Conditions Together The RewriteCond directive automatically chains with preceding and succeeding RewriteCond directives because by definition they can do nothing by themselves. For the rule to execute, all conditions must be satisfied unless the OR flag is specified, allowing you to create if-then-else conditions. For example, the following set of directives allows the local host, hosts on the internal network, and a trusted external host access to any URL. All other hosts are redirected to the home page: # define our list of trusted hosts RewriteCond %{REMOTE_ADDR} ^192\.168\..* [OR] RewriteCond %{REMOTE_ADDR} ^127\.0\.0\.1 [OR] RewriteCond %{REMOTE_HOST} ^trusted.comrade.com$ # if the above conditions hold, don't touch the URL at all and skip the next rule RewriteRule .* - [S=1] # otherwise, redirect the client to the homepage RewriteRule .* /index.html [R] # we could rewrite the URL from the trusted hosts further here...
 
 You can also restrict access to a particular URL by inverting the conditions and checking that none of them apply: # define the list of trusted hosts RewriteCond %{REMOTE_ADDR} !^192\.168.* RewriteCond %{REMOTE_ADDR} !^127\.0\.0\.1 RewriteCond %{REMOTE_HOST} !^trusted.comrade.com$ # if the above conditions hold, forbid any URL in the /trusted-area directory RewriteRule /trusted-area [F]
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 Alternative Conditions Like RewriteRule, RewriteCond allows regular expressions to be negated by prefixing them with an exclamation mark. It also allows a number of alternative conditions to be specified as an alternative to a regular expression (see Table 5-11).
 
 Table 5-11. Alternative Conditions Expression
 
 Description
 
 -f
 
 Interprets the test string as a path to a file and checks that it’s present, for example: RewriteCond /usr/data/%{REMOTE_USER}/%{REQUEST_FILENAME} -f This allows you to rewrite a URL to a new file if it exists but resort to the original request if the file doesn’t exist. Note that, in this example, REMOTE_USER may not have the value you expect (see the special query format %{LA-U}).
 
 -d
 
 Interprets the test string as a path to a directory and checks that it’s present and, if present, is indeed a directory.
 
 -s
 
 Interprets the test string as a path to a file and checks that it has greater than zero size—that is, it has some content.
 
 -l
 
 Interprets the test string as a path to a file and checks to see if it’s a symbolic link.
 
 -F
 
 Interprets the test string as a path to a file and checks to see if the server would allow that file to be accessed. This causes an internal subrequest (see the [NS] flag for RewriteRule). Note that this can slow down the server if a lot of internal requests are made, for example: # test to see if the file exists by appending the document root RewriteCond %{DOCUMENT_ROOT}%{REQUEST_FILE} !-F RewriteRule ^(.*)$ /index.html [R,L] This only works for straight accesses to files in the document root. It doesn’t, for example, work through an Alias, ScriptAlias, or RewriteRule. For that, the -U flag is used.
 
 -U
 
 Interprets the test string as a local URL and checks to see if the server would allow that URL to be accessed. Like -F, this causes an internal subrequest (see the [NS] flag for RewriteRule). Note that this can slow down the server if a lot of internal requests are made, for example: # test to see if the URL is *not* valid (note the '!') RewriteCond %{REQUEST_URI} !-U RewriteRule ^(.*)$ /cgibin/error.cgi?error=404&url=%{escape:$1} [NS] This example redirects clients who specify an invalid URL to an error CGI and is roughly equivalent to this directive: ErrorDocument 404 /cgi-bin/error.cgi?error=404 Note the use of the escape mapping at the end. This ensures that if the URL already has a query string, it doesn’t confuse the server. Also note the [NS] flag to stop the subrequest caused by -U being tested by the same rule again.
 
 "text"
 
 Checks to see if the test string is lexically higher than text. (Continued)
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 Table 5-11. Alternative Conditions (Continued) Expression
 
 Description
 
 ="text"
 
 Checks to see if the test string is identical to text. For example, the following two conditions are the same, but the second is a little more efficient because it doesn’t call the regular expression engine into play: RewriteCond %{REMOTE_HOST} ^192\.168\.100\.1$ RewriteCond %{REMOTE_HOST} ="192.168.100.1" To test for an unset variable, use this: RewriteCond %{QUERY_STRING} =""
 
 Alternative Query Formats RewriteCond also extends the syntax of RewriteRule to allow some additional query formats to extract variables not normally allowed by the %{var} format (see Table 5-12).
 
 Table 5-12. Alternative Query Formats Format
 
 Description
 
 %{ENV:var}
 
 Returns the value of any variable known to the server, including custom and conditional variables. For example, %{ENV:is_a_robot}.
 
 %{HTTP:header}
 
 Returns the value of any header in the HTTP_REQUEST, for example, %{HTTP:Referer} or %{HTTP:User-Agent}. Note that the header name is used rather than the environment variable it’s converted to (for instance, Referer rather than HTTP_REFERER).
 
 %{LA-F:var}
 
 Looks ahead and calculates the value of a variable that would normally be set later in the processing order, based on the filename to which the URL resolves. Most of the time this is the same as LA-U.
 
 %{LA-U:var}
 
 Looks ahead and returns the value of a variable normally set later in the processing order, based on the URL. For example, to use the value of REMOTE_USER—which isn’t normally set until the user authentication stage—you can use this: RewriteCond %{LA-U:REMOTE_USER} ^bob$ This allows the REMOTE_USER variable to be calculated from the client Authorization header (if one was sent) and then fed into a RewriteRule. You wouldn’t normally be able to use the variable directly because the URL-to-filename translation stage, which is where mod_rewrite carries out its manipulations, happens first. The only difference between LA-U and LA-Fis that LA-F uses the result of the translation rather than the input to it. Depending on what variable you want to extract and the context (Directory, Location, and so on) you want to extract it from, either may be appropriate. The fact that you can do this at all is in and of itself a little scary because it appears to involve some form of time travel. Internally, it causes Apache to run a subrequest that essentially runs through the whole request process before running through it for real with the requested values preset in advance. Fortunately, you don’t need to worry about this most of the time, but some careful thought about how and when you set variables in rewrite rules will be required. (Continued)
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 Table 5-12. Alternative Query Formats (Continued) Format
 
 Description
 
 %{LA-U:var}
 
 An alternative and somewhat simpler way to get variables such as this is by putting rules into a .htaccess file. These are evaluated at the end of the process, and so they happen after other variables have been set. This requires that you set AllowOverride FileInfo, however, which you may not want to do.
 
 Using Conditions More Than Once RewriteCond directives apply to the first RewriteRule directive that follows them; they don’t affect any subsequent rules. However, you can use a RewriteRule to set an environment variable that does allow you to use a set of conditions more than once. The following series of rewrite rules creates a variable trusted that’s set to either yes or no, depending on the result of a chain of RewriteCond conditions: # set the trusted variable to no by default SetEnv trusted=no # now test for trusted hosts RewriteCond %{REMOTE_ADDR} ^192\.168.* [OR] RewriteCond %{REMOTE_ADDR} ^127\.0\.0\.1 [OR] RewriteCond %{REMOTE_HOST} ^trusted.comrade.com$ # if the host passes the test, set the trusted variable to yes RewriteRule .* [E:trusted=yes]
 
 The final RewriteRule performs no actual rewrite but sets the variable to yes if the remote host passes all the access conditions. You can now use this variable as input to other tests without needing to go through the access checks again: # use the condition to redirect untrusted hosts to the homepage RewriteCond %{ENV:trusted} ^no$ RewriteRule .* /index.html [R] # use the condition again to invisibly return pages from a trusted subdirectory RewriteCond %{ENV:trusted} ^yes$ RewriteRule (.*) /trusted/$1 # and now use the condition to deny access to the URL should someone try to access # it directly. We could also use a RewriteRule with an [F] flag to forbid the URL. order deny,allow deny from all allow from env trusted=yes 
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 As the previous example shows, you aren’t limited to using this variable in RewriteCond conditions; it works just fine with the allow directive, too. It’ll also be passed to any CGI scripts that are triggered by a successful request, so you can make use of it there as well.
 
 Using Extracted Values from Conditions in Rules Both RewriteRule and RewriteCond allow you to extract values from their regular expressions using parentheses. The values extracted from RewriteRule are placed into the special variables $1, $2, $3, and so on. To allow you to also use values extracted from a RewriteCond, mod_rewrite makes these values available to the RewriteRule as %1, %2, %3... The percent symbol differentiates these values from the $1, $2, $3... syntax used to access values extracted from the rewrite rule’s own pattern. For example: RewriteCond %{LA-U:REMOTE_USER} ^(.+)$ RewriteRule ^/user-status(.*)$ /cgi-bin/userstatus.cgi$1?user=%1 [QSA]
 
 Here I use a rewrite condition to extract the whole of the remote user variable, which itself is computed by looking ahead using the special %{LA-U} format placed into %1. If there’s no authenticated user, the condition will fail, so this provides an authentication check for the following rewrite rule. In the rule, I extract the end of any URL that begins with /user-status/ and pass it to a CGI script, adding the remote user extracted from the RewriteCond directive into %1 as the value of the trailing user parameter. This is a fairly trivial example, but you can derive far more powerful examples from it. It’s worth remembering that the values %1, %2, %3... from a RewriteCond are available to not just a following RewriteRule but also a following chained RewriteCond, if you have more than one attached to the same rule. The [QSA] flag tells mod_rewrite that if the original URL contained a query string, then it should be merged with the explicit one added by the rewrite, rather than being replaced by it.
 
 Using Extracted Values from Rules in Conditions Having seen how it’s possible to use values extracted from the regular expression in a RewriteCond directive in a following RewriteRule, it’s also possible to use the extracted values from the pattern of the RewriteRule following a group of RewriteCond directives in the conditions—that is, the value is available in the rewrite conditions above the rewrite rule. This might seem backward, but it works nonetheless. For example, the following is a rewrite condition that checks part of the URL extracted from the regular expression of a RewriteRule against an environment variable. In this case, Apache checks for a four-digit year that it tests against the value of TIME_YEAR, one of the variables that is automatically established by mod_rewrite: RewriteCond %{TIME_YEAR} ="$1" RewriteRule ^/reports/archive/yearly/(d{4})/report.html$ /reports/current/thisyear.html
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 This works because the pattern of the rewrite rule is matched before the conditions are checked, but the substitution is only carried out only after the conditions have been satisfied. The conditions essentially take place in the gap between the regular expression and the rewrite instruction.
 
 Handling Rewrite Rules in Per-Directory Configuration Rather intriguingly, mod_rewrite allows rewrite directives to be put in .htaccess files. This is odd because to look at an .htaccess file Apache must already have processed the URL into a path on the real file system to know where to look, and mod_rewrite works at the URL-to-filename translation stage. mod_rewrite gets around this by turning the pathname back into a URL and resubmitting it internally to the Apache core, after the URL rewriting rules in the .htaccess file have been processed. If the path to the directory is the same as the URL plus the document root—that is, a straightforward translation with no aliasing involved—this reverse translation works fine because the document root merely needs to be stripped off to get back to the URL. However, there are two complications in this scenario. First, it’s possible for the rewritten URL to match further RewriteRule directives, either in the server configuration or in .htaccess files including the one that just rewrote it, potentially leading to an infinite loop. From Apache 2.0.40 and 1.3.28, mod_rewrite will abort after ten redirections on the basis that this should be enough for almost all purposes. However, you can override this limit with this, for example: RewriteOptions MaxRedirects 20 Note that internal redirections are also constrained by the LimitInternalRecursion directive (currently Apache 1.3 only) covered in Chapter 8, which provides a default of 20. Second, if any other aliasing has been performed—for example, via Alias or AliasMatch—there’s no longer a simple correlation. To get around this problem, mod_rewrite provides the RewriteBase directive to allow you to define the URL that points to the directory the .htaccess file is in. This tells mod_rewrite how to translate backward from a filename to a URL so that it can perform a second URL-to-filename translation internally. To illustrate why this is necessary, assume an Alias directive maps the URL /images to a physical directory /home/gallery/photos: Alias /images/ /home/gallery/photos/ With this alias, requests for the URL /images/gigashadow.gif now resolve to the file /home/gallery/photos/gigashadow.gif. Now you decide you want all requests for GIF images to be converted silently into requests for PNG images because you don’t like patented image formats. This is an ideal job for RewriteRule. If you don’t have access to the server-level configuration (or simply don’t want to edit it), you can do this with a RewriteRule in an .htaccess file, placed in the photos directory, such as the following:
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 Deciding What the Client Needs # .htaccess file RewriteEngineOn # translate GIF requests into PNG RewriteRule ^(.*)\.gif$ $1.png
 
 The RewriteRule here has no way to know what the original URL was—it receives the translated filename as input. So it assumes that the URL is the same as the directory path to the location of the per-directory .htaccess file, minus the document root if present, which in this case it isn’t. This would result in the following URL: /home/gallery/photos/gigashadow.png Assuming a document root of /home/sites/alpha-complex/web, this would translate into the following resultant filename: /home/sites/alpha-complex/web/home/gallery/photos/gigashadow.png This is of course wrong because the per-directory rewrite rule doesn’t know about the Alias directive in the server-level configuration. To fix it, add the following to your .htaccess file to tell mod_rewrite how to map the translated directory path back into the original URL: # undo the effect of the Alias RewriteBase /images
 
 With the RewriteBase directive, the effect of the Alias directive is taken into account, so you instead get the correct URL: /home/gallery/photos/gigashadow.png This requires that you have AllowOverride FileInfo enabled because RewriteRule isn’t allowed in a per-directory configuration file without it. In addition, specifically for RewriteRules in .htaccess files, one of the options FollowSymLinks or SymLinksIfOwnerMatch must be enabled in the server configuration. You also need to make sure that you keep the RewriteBase in step with the Alias that it counters; if you decide to change the aliased URL to /pictures, then you must change the RewriteBase as well. Note that this is necessary only because the target directory isn’t under the document root. If you translate from one place in the document root to another, mod_rewrite’s default assumption holds. For example, this rule, which is designed to requests into an old site structure into a new one, doesn’t need a RewriteBase because the result is also under the document root: # Silently map old request to new structure - no RewriteBase required here RewriteRule ^/(.+)/(.+)/photos/(.+)$ /$1/photos/$2/$3
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 Putting rules into .htaccess files does have advantages over the server configuration, despite the possible complications: All environment variables will have been defined by the various modules called into play to process the URL before the .htaccess file is read, making it unnecessary to calculate the future value of variables with the %{LA-U:var} format.
 
 Using Rewrite Maps When you only want to define a few rules that aren’t likely to change, it’s no problem to specify them in the server configuration. If, however, you have a lot of rules to specify, it’s often more convenient to use a rewrite map. For example, you might combine a rewrite rule with a list of users, or even a database, using each entry to map a username to a different directory. mod_rewrite allows maps to be defined with the RewriteMap directive, which has the following syntax: RewriteMap name type:source This map can then be used in a rewrite rule by using the syntax ${name:key|default}. Here, name is the name of the map, key is an extracted value such as $1, and default, if specified, is used when the map doesn’t have an entry for the supplied key. The map can be used anywhere a normal substitution is allowed. For example: RewriteMap giftojpg txt:/usr/local/apache/rewritemaps/gif_to_jpg.map RewriteRule ^(.*)/([^/]+)\.gif $1/${giftojpg:$2|$2}.jpg
 
 The regular expression in this RewriteRule matches any URL ending in .gif and extracts everything before the filename into $1, plus the basename of the file itself, without the .gif extension, into $2. Because there might not be anything before the filename except a slash, use .*, which may validly match nothing at all. For the basename, you want to match at least one letter, so use a plus instead of an asterisk and match anything that isn’t a slash, which matches the filename but not anything before it. The basename, extracted into $2, is then fed into the rewrite map defined by the RewriteMap directive. Note that the .map extension is merely a convenience; mod_rewrite itself imposes no naming requirements. The map file contains a list of input keys and corresponding output values. When the key is matched, the value is returned: # A simple example of a text-based rewrite map file iamagif iamajpg zev xev clone1 clone2
 
 See also the following servers.map example. If the map has an entry defining an alternative, then this is used as the result, so the URL /images/iamagif.gif would get translated into iamajpeg.jpeg. Otherwise, the value in $2 is used as the result because this is what was specified as the default with the
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 |$2 at the end of the rewrite map expression. You could also have specified a default such as nosuchimage, in which case all attempts to look for a GIF image that isn’t in the list results in the same JPEG image being returned—a sort of image-based equivalent of the HTTP 404—Not Found response. For those who are wondering, it’s true that this rewrite process causes a JPEG image to be returned when the client asked for a URL ending in .gif. However, this is fine because the Content-Type header returned with the image will be image/jpeg, not image/gif, so the client will know what to do with the image. The .gif extension is in actuality unconnected to the media type, though most clients will use it as a hint in the event that the returned media type is unrecognized. You can even nest rewrite maps, but the clarity of the resulting directive may be in peril. For example, the following are two rewrite maps chained together; the result of the first one (which defaults to $2, as before) is fed into the second one: RewriteMap giftojpg txt:/usr/local/apache/rewritemaps/gif_to_jpg.map RewriteMap jpgtopng txt:/usr/local/apache/rewritemaps/jpg_to_png.map RewriteRule ^(.*)/([^/]+)\.gif $1/${jpgtopng:${giftojpg:$2|$2}|$2}.jpg
 
 The result of the second, outer rewrite map also defaults to $2, mostly for clarity, so if a filename fails to pass through either rewrite map, then it remains unchanged. If you wanted to accept the result of the first map in the event the second fails, you could use this entirely effective but slightly disturbing expression: ${jpgtopng:${giftojpg:$2|$2}|${giftojpg:$2|$2}} Unlike the other directives of mod_rewrite, rewrite maps may be defined only at the server-level configuration or in virtual host containers. However, they can be used in rewrite rules at any level, including per-directory configuration files. In the previous examples, the RewriteMap directives must be at the server level, but the RewriteRule directives that use them could appear in an .htaccess file. mod_rewrite defines five types of mapping function—standard text file, DBM database, random text file, external program, and internal function.
 
 Standard Text File Keys and values are stored in a plain-text file, each line containing a key and value separated by whitespace (tabs or spaces). This is the simplest form of map, and you’ve already seen a simple example of it previously. As a slightly more advanced example, the following is a map file that’s used in conjunction with the redirection flag of RewriteRule to send visitors to a Web site to one of a list of international mirrors: # servers.map # # map top level domain to mirror site com edu
 
 www.alpha-complex.com www.schoolsite.edu/alpha-complex
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 www.britcit.co.uk/mirrors/alpha-complex mirror.autobahn.de/sites/www.alpha-complex.com eifel.tower.fr/alpha www.eurocomplex.com
 
 This would be defined as a rewrite map for mod_rewrite with this: RewriteMap servers txt:/usr/local/apache/rewritemaps/servers.map A rewrite rule can then look up the host from this map: RewriteCond ${REMOTE_HOST} ^.*\.([a-z]+)$ RewriteRule ^/(.*)$ http://${servers:%1|www.alpha-complex.com}/$1 [R,L]
 
 The RewriteCond directive extracts the top-level domain—the part after the last dot—of the remote host, so from visitor.co.uk, it would extract uk. This is then looked up in the server map in the RewriteRule using %1 to get the value extracted by the preceding condition. The default of www.alpha-complex.com ensures that if the top-level domain isn’t defined in the map at all, the user is allowed into the main site. If the remote host visitor.co.uk tries to access http://www.alpha-complex.com/ news.html, the key uk is looked up in servers.map, returning www.britcit.co.uk/ mirrors/alpha-complex, so mod_rewrite generates the URL http://www.britcit.co.uk/mirrors/alpha-complex/news.html. The more mappings a server has, the greater the maintenance benefits derived from a map file. However, a text file map begins to slow down after more than a few mappings are added to it. To maintain performance, you can turn to a DBM database to store your map data.
 
 DBM Database You can tell rewrite rules to use a rewrite map defined by a .dbm file with a directive of this form: RewriteMap servers dbmrnd:/usr/local/apache/rewritemaps/servers.dbm.map In all other respects, .dbm maps are the same as text maps. The first field is the key, and the second field is the value returned when the key matches. DBM files are easy to create, and a tool for doing so comes with most DBM implementations. Otherwise, the following is a short Perl script borrowed from the mod_rewrite manual page to convert text map files into DBM maps: #!/usr/bin/perl -Tw ## ## txt2dbm -- convert txt map to dbm format ##
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 Deciding What the Client Needs ($txtmap, $dbmmap) = @ARGV; open(TXT, "object_method(@_) }'
 
 The last two examples are intriguing in that they enable you to place your Perl code inside the configuration file itself. For small handlers this might be preferable to maintaining separate source files. You can also set handlers at different stages of the Apache process into the same module and call them at the appropriate points. If you specify all handler names explicitly, you don’t even need a handler subroutine. For example, you could combine the three access and authentication modules presented earlier and configure them like this: PerlAccessHandler Apache::MyAuthHandler::access PerlAuthenHandler Apache::MyAuthHandler::authenticate PerlAuthzHandler Apache::MyAuthHandler::authorize
 
 Merging Handler Directives If two handlers are configured for the same phase of execution, the more specific one will normally override the more general one. You can instead have all handlers run by using the MergeHandlers Perl option: PerlOptions +MergeHandlers PerlAccessHandler Outer::Limits
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 Extending Apache PerlAccessHandler Inner::Circle 
 
 If you want to disable this in a location it’d otherwise affect, you can just turn off the option: PerlOptions -MergeHandlers 
 
 Now only the Inner::Circle handler will be run at the access phase because it has the next closest scope to /inner/side-door.
 
 Setting Handlers from Perl: Stacked Handlers It can often be the case that you don’t want a handler to be called unless a previous handler has run successfully; one common example is an authorizer—it only makes sense to call it if the authentication was successful. Unfortunately, you have no way of telling Apache this directly through a handler directive because there’s no way to make a handler’s execution conditional. Instead, you can register handlers from inside other handlers, on a transient per-request basis, using mod_perl ‘s stacked handlers feature. For this to work, you have to compile mod_perl with STACKED_HANDLERS=1 (which is included in EVERYTHING, so to speak). mod_perl for Apache 2 doesn’t support stacked handlers, but because it has access to Apache 2’s filter mechanism, it doesn’t need them. For example, if you rewrite the end of your handler in the Apache::AuthFileAuthenticator previously to add a call to the push_handlers() method, you can set up the Apache::EnforceUserDir authorizer so that it’ll be called in the next phase: use use use ... sub
 
 Apache (); Apache::Constants qw(OK); Apache::EnforceUserDir; authenticate { ... # authenticated ok, set up the authorize sub to be called Apache->push_handlers(PerlAuthzHandler, \&Apache::EnforceUserDir::handler); return OK;
 
 } ...
 
 With this code in your authenticator, you can dispense with the PerlAuthzHandler directive you’d otherwise have used. However, this means only your own authenticator will cause it to be run; if you try to combine different authentication schemes, this may not be what you want.
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 This approach works for any handler type, with any handler type, as long as the handler that’s stacked comes at or after the phase of the handler being executed. This means that one access handler can stack another or an authentication handler, but an authentication handler can’t usefully stack an access handler because that phase is passed by the time the authentication handler is called. Other common applications of this technique are to register custom logging handlers if an error was generated and to register a cleanup handler to free resources at the end of a request. Interestingly, you can also stack handlers at the same phase of execution, so it’s quite possible for a chain of access or authenticator handlers to pass off to each other one by one. The only thing you can’t do is go back to a previous phase, so it’s not possible to set up authentication from a response handler.
 
 Chaining Handlers at One Phase of Execution If you have stacked handlers available, you also gain the ability to specify more than one handler in a Perl*Handler directive in Apache’s configuration, allowing more than one module to have an opportunity to handle a given request. For example, you could have several handlers that all perform URI-to-pathname translation, but each may choose to pass on the request if it doesn’t match its particular criteria for translation. This is how you could configure them: PerlTransHandler Apache::RedAlias Apache::BlueAlias Apache::IndigoAlias
 
 Several third-party Perl modules in Apache 1.3 use this feature in the response phase. As previously, this is obsolete in Apache 2 because the considerably more powerful filter mechanism provides exactly this capability.
 
 Parsing Headers and Unbuffered Output Unlike mod_cgi and mod_cgid, mod_perl normally doesn’t do any extra work calculating in advance the headers that are usually sent out by ordinary CGI scripts because of the actions of other modules, for instance, mod_expires. To make mod_perl work more like mod_cgi, you use the PerlSendHeader directive or the ParseHeaders option, depending on whether you’re in Apache 1.3 or Apache 2: [1.3] PerlSendHeader on [2.0] PerlOptions +ParseHeaders
 
 Without this directive, the output of mod_perl-generated content resembles a nonparsed header script, which is often what you want. The original reason for nonparsed header scripts was to send output immediately rather than buffer it as older versions of Apache used to do. (Apache defaults to sending unbuffered CGI output in Apache 1.3 and Apache 2.) However, Perl also buffers output and sends it in bursts rather than immediately, unless you switch on the autoflush flag inside Perl: $|=1;
 
 This will cause Perl to send out output back to Apache immediately.
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 Configuring and Implementing Perl Filters Filters are a powerful feature of Apache 2. For all this, writing them is actually easier than writing handlers because they don’t have to concern themselves with the details of HTTP headers, just the body of the request or response that’s passed to them. As an example, the following is a simple filter that simply translates each alphabet character into the next one along, so a becomes b and so on: package My::Transforming::Filter; use strict; use Apache::Filter; sub handler { my $filter->shift; while ($filter->read(my $buffer, 1024)) { $filter->print(transform($buffer)); } } # a->b... y->z, z->a sub transform ($) { tr/a-zA-Z/b-zaB-ZA/; } 1;
 
 Because this is a filter, not a handler, you’re passed a filter object and not a request object. Consequently, you need to use Apache::Filter, the object class for filters, and not use Apache to manipulate the filter. (The Apache::Filter manual page contains a complete rundown of the module and its available methods.) To set this up as a filter within Apache, use the PerlFilterHandler directive: PerlModule My::Transforming::Filter PerlFilterHandler My::Transforming::Filter
 
 This loads and identifies the filter as an Apache filter with the same name. You can now use it with Apache’s SetOutputFilter or AddOutputFilter directives: AddOutputFilter My::Transforming::Filter
 
 Of course, this filter isn’t likely to be very useful in practice, but it’s easy to see how more advanced examples can be built around the same basic template. Note that you can equally set it up as an input filter if you instead use SetInputFilter or AddInputFilter. This is probably even less useful, but it serves to demonstrate the basic technique.
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 Alongside the standard filter directives, you also have at your disposal two more: PerlSetInputFilter and PerlSetOutputFilter. These are convenience directives that add an automatic PerlFilterHandler so that you don’t have to specify it yourself. For example: PerlModule My::Transforming::Filter PerlAddOutputFilter My::Transforming::Filter
 
 PerlSetInputFilter is similar, but it combines a PerlFilterHandler directive with SetInputHandler instead. Filters are registered with a numeric type that defines where in the processing order they occur, as discussed in Chapter 5. mod_ext_filter provides its directives with the ftype parameter to enable you to define this within the configuration. In mod_perl, this capability isn’t yet available, but you can define the type of a filter within the filter itself by specifying a Perl subroutine attribute in the subroutine definition. Currently two filter type attributes are available: FilterResponseHandler, which corresponds to the content manipulation stage where mod_include operates, and FilterConnectionHandler, which operates at the other end of the filter chain. Because FilterResponseHandler is the default, the following: sub handler {
 
 is equivalent to this: sub handler : FilterResponseHandler {
 
 To define a connection filter instead, you’d write this: sub handler : FilterConnectionHandler {
 
 Although this isn’t as flexible as the ftype argument, it’s likely this will become more sophisticated in time.
 
 Warnings, Taint Mode, and Debugging When you run Perl from the command line, you can pass it command line options (a.k.a. switches) to enable warnings, switch on Perl’s taint mode, load modules, and more. In mod_perl you don’t have this option because Perl is by implication already loaded and ready to go. This is a pity because any help you can get to debug an embedded script is even more desirable than when debugging a stand-alone one. Fortunately, you can use directives to enable these features from Apache’s configuration. Apache 1.3 uses two dedicated directives, PerlWarn and PerlTaintCheck, to enable warnings and taint mode, respectively: PerlWarn on PerlTaintCheck on
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 You can do this in Apache 2 as well if you built mod_perl with backward compatibility. However, you can also use the much more versatile PerlSwitches directive to achieve the same thing and more. This is the equivalent of the previous two directives: PerlSwitches -Tw
 
 As this illustrates, the argument to PerlSwitches is simply the command line options you’d normally pass to Perl. This makes things simple and allows you to specify any other Perl switches you’d like. For example, you can also make taint mode nonfatal (though it’ll still emit warnings) by adding the -U switch: PerlSwitches -TUw
 
 You can extend Perl’s library search path with this: PerlSwitches -TUw -I/home/sites/alpha-complex/lib/siteperl
 
 You can also include modules and even run scripts with much the same effect as PerlModule and PerlRequire (which I’ll cover later): PerlSwitches -MCGI=:standard -TUw /usr/local/apache/conf/startup.pl
 
 If you’re running different virtual hosts, then you can specify different flags in each or have them inherit their command line options from the main server with the +inherit argument: PerlSwitches -w PerlSwitches +inherit PerlSwitches -TUw -I/home/sites/sitetwo/perl 
 
 Finally, you can use an existing PERL5OPT variable set in the environment, so you can run Perl from Apache, just the same way you do from the command line, using a section: $PerlSwitches=$ENV{PERL5OPT}; 
 
 In mod_perl 2 you can also enable a trace to show various different types of information if you build the module with MP_TRACE=1 (or MP_DEBUG, which includes it). This information is sent to the error log, at debug level, and includes the options in Table 12-12.
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 Table 12-12. Trace Options Value
 
 Option
 
 Use
 
 1
 
 d
 
 Directives
 
 2
 
 f
 
 Filters
 
 4
 
 g
 
 Runtime
 
 8
 
 h
 
 Handlers
 
 16
 
 i
 
 Interpreter pool
 
 32
 
 m
 
 Memory
 
 64
 
 s
 
 ... sections
 
 128
 
 t
 
 Timing
 
 This table is similar to Perl’s -D option and should be familiar in feel to programmers who have used it. It works the same way, too: You can supply any combination of values, either numerically by simple addition or as a sequence of letters, to the PerlTrace directive. For example, to enable filter, handler, and interpreter pool tracing, you can use either of the following: PerlTrace fhi PerlTrace 26
 
 You can also switch on all tracing by using the special argument all (notice that a and l aren’t valid options): PerlTrace all
 
 This kind of tracing can be useful for understanding just how mod_perl is behaving, but it’s excessive for day-to-day use and may have a significant impact on server performance. Enable it only where actually necessary and note that, like all logging, it’ll impose a burden on the server. If no level is set, the environment variable MOD_PERL_TRACE will be used instead, if it’s defined.
 
 Managing Perl Threads in mod_perl 2 In Apache 1.3 there’s one instance of mod_perl per process. You don’t have any choice over how or when it’s used—it’s just there. The limit of your control is removing the LoadModule and AddModule directives from Apache’s configuration. Apache 2 is completely different. mod_perl has been rewritten to completely use a fully threaded MPM, using the ithreads model introduced in Perl 5.6 and greatly improved on in Perl 5.8. Aping the design of 1.3 by starting up a mod_perl thread for every Apache thread is inefficient, so instead mod_perl creates a pool of interpreter threads and provides you with directives to configure the pool. The model for this pool is similar to that used by Apache but with the advantage that it can be refined on a percontainer basis. Note, however, that all of this is only available with a threaded Apache,
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 a threaded Perl, and an instance of mod_perl built to use both. (See the earlier “Building mod_perl under Apache 2” section for more about these requirements.) You can allocate additional mod_perl interpreter pools on a per-host basis and a per directory basis, and even create a separate mod_perl process per Apache process, so that mod_perl can run with the same permissions as Apache when using the perchild MPM. This solves a long-standing issue with mod_perl and other embedded scripting modules in that it was never previously possible to have code cached in the server run with a different user and group ID than the server itself. mod_perl also provides scoping of Perl interpreters, a sort of virtual Perl job agency that allows Apache to specify when and for how long it will need the involvement of a mod_perl thread.
 
 Creating and Managing Interpreter Pools The interpreter pool is governed through five principal directives that determine its initial size, its maximum size, the number of space servers, and the maximum number of requests. These are analogous to the thread and process management directives discussed in Chapter 8. Unlike Apache 1.3, however, you can place these directives in virtual host, directory, and location containers. For example, to set the number of initial interpreter threads, you can use PerlInterpStart in the same way you use StartServers or StartThreads: PerlInterpStart 5
 
 As with StartServers and StartThreads, it’s rarely useful to actually set this value because it’s overridden by PerlInterpMinSpare. This directive determines the minimum number of unallocated interpreters, just like MinSpareServers and MinSpareThreads: PerlInterpMinSpare 5
 
 You set the maximum number with the corresponding PerlInterpMaxSpare directive: PerlInterpMaxSpare 15
 
 The absolute maximum number of threads allowed is set with PerlInterpMax, analogous to ThreadLimit: PerlInterpMax 50
 
 Finally, just as you can limit the requests to a given Apache process with MaxRequestsPerChild, you can limit the maximum number of requests to an interpreter with PerlInterpMaxRequests: PerlInterpMaxRequests 1000
 
 775
 
 3006_Ch12
 
 12/15/03
 
 11:33 AM
 
 Page 776
 
 Chapter 12
 
 Note that this directive is, like its Apache counterparts, significantly affected by the configuration of KeepAlive and KeepAliveTimeout.
 
 Managing Interpreters Per Directory and Per Virtual Host Remarkably, you can control interpreter pools based on the host, the directory, or the URI. This allows you to fine-tune your pool by allocating interpreters that are dedicated to a specific part of the configuration rather than being available in the general pool. To achieve this, you must use one of the PerlOptions options Parent or Clone. To allocate interpreter threads to a particular handler, you can place interpreter directives within the directory or location container that constrains the scope of that handler. For example, this dedicates three threads to a particular application configured as a PerlRequestHandler: SetHandler modperl PerlRequestHandler /path/to/perl.app PerlOptions +Clone PerlInterpMinSpare 3 PerlInterpMax 5 
 
 The Clone option tells mod_perl that this container is to be treated as an additional area for interpreter pool management. The rest of the directives define what that management is—between three and five threads, depending on demand. The new threads are, however, still owned by the same mod_perl instance that was created by the main server process and therefore the same overall pool. All cached scripts and code are therefore available to all threads, including any unfortunate behaviors they might exhibit, such as global variable pollution. You can also create a new mod_perl parent instance and associate this with a particular location. In this case, code and data are cached separately in much the same way it was in Apache 1.3—albeit in that case you had no control over it and it was a hindrance rather than a help. In Apache 2, though, you can allocate a different mod_perl process per virtual host, which is perfect for the perchild MPM. This extract from a larger httpd.conf illustrates the technique: NumServers 3 ChildPerUserID paranoidadmin admingroup 1 ChildPerUserID constrainedadmin admingroup 1 ChildPerUserID snakeoiladmin admingroup 1 PerlSwitches -w AssignUserID paranoidadmin admingroup PerlOptions +Parent # override default switches in this host
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 Extending Apache PerlSwitches -Tw ... other virtual host directives ... AssignUserID constrainedadmin admingroup PerlOptions +Parent # inherit server-level switches in this host PerlSwitches +inherit # constrain the pool size for this host PerlInterpMax 10 PerlInterpStart 3 ... other virtual host directives ... AssignUserID snakeoiladmin admingroup # no mod_perl in this host, so no new Parent needed PerlOptions -Enable ... other virtual host directives ... 
 
 This example also shows how you can use the Enable option, negated with a minus prefix, to disable mod_perl for a particular host if it doesn’t need it. An alternative use of a separate parent instance is to protect the rest of the server from code that can’t be reliably run persistently across a KeepAlive connection or can’t run concurrently with itself—this is frequently the case with CGI scripts that haven’t yet been properly converted for mod_perl. To handle scripts such as these, you can have mod_perl allocate very short-lived interpreters that will self-destruct as soon as the request is dealt with by limiting the number of requests to just one: # use mod_perl for files ending in .cgi AddHandler modperl cgi # allow only RequestHandler, create a parent instance PerlOptions None +PerlRequestHandler +Parent # pool management PerlInterpStart 1 PerlInterpMax 1 PerlInterpMaxRequests 1 # the handler - cache CGI scripts PerlResponseHandler ModPerl::Registry 
 
 This configuration serializes access to the CGI directory so that only one script may be run at once. It also ensures that each new request will start with all package variables freshly cleaned out. As a result, you can protect badly behaved scripts from themselves and isolate them from your more responsible scripts running in the main interpreter pool or their own pools elsewhere. Of course, you should really fix the
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 scripts so they’re well behaved (you’ll look at this in the “Running CGI Scripts Under mod_perl” section a little later). Pool management becomes even more flexible if you also constrain interpreters to a particular scope. You’ll see how to do that next.
 
 Limiting the Scope of Perl Interpreters The pool of interpreters that’s managed by mod_perl is allocated to requests as they come in and stays allocated until they’re finished and the response has been sent. This can be inefficient if the purpose of the handler or handlers configured is limited to only part of the processing because they could otherwise be reallocated to other pending requests. In Apache 2 you can fine-tune mod_perl handlers to deal with this situation with the PerlInterpScope directive. The default behavior is to stick with a request right the way through until the response. You can configure that explicitly with this: PerlInterpScope request
 
 Alternatively, you can have an interpreter stick around just long enough to process a single handler phase by using handler scope. If you have more than one phase associated with a Perl handler, then different interpreters will actually do the work. If you have only one, then this is very efficient. For example, if you have an access handler written in Perl, you can have mod_perl allocate an interpreter for just the access phase with this: PerlAccessHandler Who::Goes::There PerlInterpScope handler 
 
 Note that if you had a different Perl handler directive here, then the request would be passed to both, but a different interpreter would most likely deal with it. This is a little less efficient than keeping the same interpreter around. In the other direction, sometimes you might want an interpreter to stay around for the entire life of a connection. This might be the case if answering the requests of existing clients that are currently connected through a KeepAlive-maintained connection is more important than dealing with new ones. To achieve this, use the connection scope: PerlRequestHandler Stick::With::Me PerlInterpScope connection 
 
 This kind of scope may also be useful when writing non-HTTP connection handlers, for instance, streaming processing of continuous data.
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 The final scope is subrequest scope. This comes into play when a handler is used to process a request generated internally by Apache. In this scope, a handler will never cause an interpreter to be allocated directly, only if it’s triggered by a subrequest from another module.
 
 Initializing Modules at Startup mod_perl allows you to preload modules when Apache starts, caching them in the server for the benefit of all handlers and filters. This has two benefits: First, it means that the module doesn’t have to be loaded when another module or CGI script (running in Apache::Registry) asks for it, and second, it makes the module available as a common resource for all modules and scripts to use. For example, if you’re planning to run CGI scripts inside mod_perl using ModPerl::Registry, you can put the following in the server-level configuration: PerlModule ModPerl::Registry
 
 You can preload several modules, either separately or on the same line: PerlModule ModPerl::Registry Apache::Status Apache::DBI DBI PerlModule Apache::Reload HTML::Mason PerlModule My::Handler
 
 In Apache 2 you can also use the similar-sounding PerlLoadModule. In fact, this is nearly identical to PerlModule, but it causes the module code to be loaded much earlier when Apache starts. It allows modules that actually define their own directives to register them with Apache before the server gets to them in the configuration file, and it also causes Apache to abort that much faster in the event of a fatal error such as a missing module. In most cases you gain nothing by using it over PerlModule, but if you need it you can use it in the same way: PerlLoadModule My::LoadedFirst::Module MyPerlModuleDirective this_works_with_perlloadmodule
 
 There’s a limit of ten PerlModule (or PerlLoadModule) directives, and in any case after a while a lot of modules can get a little cumbersome. Instead of editing Apache’s configuration each time you want to change the list of loaded modules, you can export the whole lot into a separate startup script and run it with PerlRequire: PerlRequire lib/perl/startup.pl
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 This can do anything it likes, being an ordinary Perl script, but its main purpose is to load modules. You can convert the previous list of PerlModule directives into a startup script that would look something like this: # startup.pl # specify mod_perl preloaded modules use use use use use use use
 
 ModPerl::Registry; Apache::Status; Apache::DBI; DBI; Apache::Reload; HTML::Mason; My::Handler;
 
 In Apache 2 you can also have mod_perl automatically load a module at startup without having to explicitly tell it to with the AutoLoad option. When this is active, any handler directive that calls a module not currently loaded into the server by a prior directive will be automatically searched for and loaded: PerlOptions +AutoLoad PerlResponseHandler An::Autoloaded::Module
 
 With this in effect, mod_perl will also attempt to verify the existence of all handlers in advance, rather than looking for them when they’re first triggered. This allows modules to define handlers through AUTOLOAD subroutines such that they’re created when Apache starts rather than subsequently. AutoLoad can obviate the need for PerlModule directives entirely, but only if the module is located in a file that corresponds to Perl’s normal @INC search. If you define a package in a file that it doesn’t correspond to, you still have to load it by hand.
 
 Restarting mod_perl and Auto-Reloading Modules Normally when Apache is restarted (for example, with apachectl restart), mod_perl retains all loaded modules and server-level registered handlers, as well as all CGI scripts registered in Apache::Registry/ModPerl::Registry. This is frequently not what you want, so you can force mod_perl to restart as well with this: PerlFreshRestart on
 
 By definition, this is a server-level only directive. When activated after a restart of Apache, all registered modules are preloaded, all registered handlers are cleared, and CGI scripts are flushed out of the registry. Unfortunately, some modules and CGI scripts don’t handle this very well (if at all) and can cause Apache to crash. In this case, either rewrite or remove the offending code or don’t switch on fresh restarts. An alternative and preferable approach is to use the Apache::StatINC module in Apache 1.3 or the equivalent Apache::Reload module in Apache 2. Whenever a module
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 is requested, these modules check to see if it’s already loaded, and, if it is, whether the file on disk is newer than the version in memory. If the file is newer, then it’s reloaded. Both modules work in essentially the same way from the user perspective and are configured similarly: # Apache 1.3 -- Apache::StatINC PerlModule Apache::StatINC PerlInitHandler Apache::StatINC 
 
 Apache::Reload also allows you to control what modules you want to check. First, disable automatic reloading in the initial configuration: # Apache 2 -- Apache::Reload PerlModule Apache::Reload PerlInitHandler Apache::Reload PerlSetVar ReloadAll off 
 
 Second, in every module you want to reload, add this: use Apache::Reload;
 
 or you can configure an explicit list with optional wildcards with this: PerlSetVar ReloadModules "Module::One Module::Two My::Stuff::*"
 
 Finally, you can create a trigger file to cause the reloads to happen if and only if its modification date changes: PerlSetVar ReloadTouchFile "/home/sites/alpha-complex/conf/touch-me
 
 On a Unix server, to trigger a reload, you can now just type the following: $ touch /home/sites/alpha-complex/conf/touch-me
 
 This not only removes a lot of the need for PerlFreshRestart, it’s a lot more convenient. This doesn’t handle CGI scripts registered by Apache::Registry/ModPerl::Registry, but those modules have an equivalent check-and-reload mechanism in any case, so you don’t need to worry. mod_perl comes with an experimental handler PerlRestartHandler that can be defined to execute an arbitrary handler, which can be used for finer control over the restart mechanism. Note that experimental means it may crash on you, so use it at your own risk.
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 Creating a mod_perl Status Page mod_perl has a handler—written in Perl, naturally—that generates a status page for mod_perl in much the same way that mod_status generates a status page for Apache as a whole. The status handler is contained in the Apache::Status module, which requires either Apache::Registry or ModPerl::Registry to already be loaded or CGI.pm to be otherwise available. Other modules need to be loaded afterward if their status is to be reported by Apache::Status. The easiest way to achieve this is with PerlModule and/or PerlRequire directives: PerlModule Apache::Registry Apache::Status PerlModule ... another module ... PerlRequire lib/perl/evenmoremodules.pl
 
 To use Apache::Status, you can now use something like the following: AddHandler modperl .perl # Apache 1.3: AddHandler perl-script .perl PerlHandler Apache::Status AddHandler server-info .info AddHandler server-status .status 
 
 Running CGI Scripts Under mod_perl By far the most commonly used module for mod_perl is Apache::Registry, which in Apache 2 has become ModPerl::Registry. This allows CGI scripts to be cached persistently by Apache in much the same way that FastCGI does. The registry has the advantage over mod_fastcgi in that CGI scripts often don’t need to be altered at all (however, see the “CGI Caveats” section later for some alterations that might need to be made). You can set up a registry directory in a similar manner to an ordinary cgi-bin directory that has been set up using the cgi-script handler (as opposed to using ScriptAlias). The only difference is that you use the perl-script handler instead of cgi-script and add an additional handler directive. In Apache 1.3, use this: Alias /perl/ /usr/local/apache/cgi-bin/ Options +ExecCGI SetHandler modperl # Apache 1.3: SetHandler perl-script PerlResponseHandler ModPerl::Registry # Apache 1.3: PerlHandler Apache::Registry 
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 And in Apache 2, with an additional scope directive to manage your pool more efficiently, use this: Alias /perl/ /usr/local/apache/cgi-bin/ Options +ExecCGI SetHandler modperl # Apache 1.3: SetHandler perl-script PerlInterpScope handler PerlResponseHandler ModPerl::Registry # Apache 1.3: PerlHandler Apache::Registry 
 
 I used a Location container rather than a Directory container for a good reason— you can also specify a regular CGI bin directory that maps to the same physical directory: Alias /cgi/ /usr/local/apache/cgi-bin/ Options +ExecCGI SetHandler cgi-script 
 
 This wouldn’t be possible with a Directory container because both cases map to the same physical location in the file system. This configuration allows you to run the same CGI script as both a normal CGI and cached within mod_perl through the registry, depending on the URL you use to call it: • http://www.alpha-complex.com/cgi/myscript.cgi • http://www.alpha-complex.com/perl/myscript.cgi Given this flexibility of choice, it can be useful for a script to know if it’s being cached. The easy way to do this is to check for the MOD_PERL environment variable, which is always set by mod_perl when it handles a client request. You can also use a global variable to ensure that you initialize code once when you run it in Apache::Registry and not otherwise: use vars ($initialized); #set $initialized to zero unless already defined. $initialized||=0; unless ($initialized) { #do initialization $initialized=1; } ... rest of script ...
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 This works because as in an ordinary CGI script, the $initialized variable will always be set to one but will always be forgotten again when the script ends. The next time it starts it’ll be zero again. With mod_perl, the variable is permanently remembered, so each subsequent time Apache::Registry runs the script $initialized, it’ll be set to 1, and the initialization step will be skipped. Note that the variable is global to the script but is limited in scope by the presence of the registry. Alternatively, some modules remember references to variables even if the script doesn’t. Apache::DBI is one such module for enabling database connections to be permanent. In this case, you can avoid the kind of code in the previous example and use something like this: my $dbhandle=Apache::DBI->connect(... parameters ...);
 
 Although the lexically declared variable $dbhandle will be forgotten by the script once the script ends, Apache::DBI will remember it and retain the database connection. The next time the script tries to make the connection, Apace::DBI looks up the parameters given in an internal table, and if it finds a pre-existing connection, it returns it rather than create a new one. This not only keeps the variable persistent, it allows it to be used across multiple invocations simultaneously. You can force a new connection, of course, but you have to explicitly close the old one first, rather than rely on the script ending and doing it for you. Not all CGI scripts react well to being cached by Apache::Registry or ModPerl::Registry. CGI scripts generally expect to run once and then terminate, so frequently they don’t take care to clean up after themselves properly, safe in the knowledge that allocated memory and open file handles will be disposed of by their termination. In addition, the registry puts a loop around the script which can confuse scripts that didn’t expect to be inside a subroutine. To get around this, mod_perl also supplies the Apache::PerlRun module, renamed ModPerl::PerlRun in Apache 2. This is a weaker (or, depending on your point of view, stronger) implementation that doesn’t cache CGI scripts but instead gives them the chance to use the built-in Perl interpreter instead of starting up their own. This isn’t as efficient as caching the script, but it’s more efficient than a normal CGI script: Alias /badperl/ /usr/local/apache/cgi-bin/ Options +ExecCGI SetHandler modperl # Apache 1.3: SetHandler perl-script PerlResponseHandler ModPerl::PerlRun # Apache 1.3: PerlHandler Apache::PerlRun 
 
 As this example shows, it’s configured the same way, and can even point to the same directory, as the registry and normal CGI access points.
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 CGI Caveats There are a considerable number of caveats and gotchas concerning the use of CGI scripts with mod_perl, which frequently won’t run without a little attention. Often the changes aren’t hard to make, but they still need to be made. Some of the most significant are described next.
 
 Versions The more up-to-date the versions of Apache, Perl, and mod_perl, the better. Apache should be at least version 1.3.0 and, for a dynamically loadable mod_perl, preferably higher. Perl should be version 5.004 or better and preferably 5.005. In addition, scripts that use CGI.pm should use at least version 2.36 for full compatibility with the registry. Of course, in practice there really are no good reasons not to be running the latest stable version of Apache even if you’re sticking to version 1.3 and at least Perl 5.8.
 
 Command Line Switches The initial #!/bin/perl line of CGI scripts is ignored by Apache::Registry and ModPerl::Registry (the module already knows it’s a Perl script and doesn’t need to start an interpreter), so command line switches like -Tw don’t work. mod_perl provides four mechanisms for switching on flags, one unique to Apache 2 (see Table 12-13).
 
 Table 12-13. mod_perl Switches Mechanism
 
 Function
 
 PerlTaintCheck on
 
 Switches on taint checking, equivalent to -T
 
 PerlWarn on
 
 Switches on warnings, equivalent to -w
 
 PerlSwitches -Tw
 
 Switches on warnings, taint checking (and anything else you like) in Apache 2 only
 
 PerlSetEnv PERL5OPT
 
 Any switch can be specified by adding it to the environment variable PERL5OPT
 
 If you’re using Apache 2 and mod_perl 2, PerlSwitches is almost certainly the best approach. (See the discussion earlier in the chapter in the “Warnings, Taint Mode, and Debugging” section for more details.)
 
 Namespaces Scripts cached in Apache::Registry/ModPerl::Registry don’t run in the main package but in a package namespace based on the request. Scripts that expect to be in the main namespace will fail to work in this case.
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 Global variables declared with my may cause several problems (see the mod_perl documentation for an exhaustive explanation). Rewrite them as follows: my ($scalar,@list,%hash);
 
 ->
 
 use vars qw($scalar @list %hash);
 
 Perl Functions to Avoid Avoid the use of __END__ and __DATA__ because these don’t work correctly in a cached script. In Apache 1.3, also avoid the exit() call in modules—use Apache::exit() instead; otherwise, you’ll bring the whole Apache server down at the same time. Apache::Registry takes care of this automatically for Apache 1.3, so it’s not a problem for CGI scripts. In Apache 2 mod_perl automatically overrides exit() and aliases it to ModPerl::Util::exit(), so the whole problem goes away for both scripts and modules—altogether more convenient.
 
 Testing from the Command Line Scripts run from the command line for testing purposes won’t be able to call methods in Apache.pm (because there’s no Apache running). The Apache::FakeRequest module can be used to get around this to some extent, but it’s an imperfect solution. Scripts won’t run from the command line at all unless either CGI.pm or CGI::Switch is used and the Perl version is at least 5.004 (for Apache 1.3).
 
 Input and Output Avoid printing directly to standard output. Instead, use the $r->print() method, where $r is the request reference. Likewise, to read, use $r->read(). Unless the Perl interpreter has been compiled with system level I/O (called sfio), the output of system, output from executed, and piped commands won’t be sent to the browser for security.
 
 Regular Expressions The once-only regular expression flag does exactly what it says in a cached script—it only compiles the regular expression once. If you’re matching URLs, this completely fails after the first time. The easy solution is to compile regular expressions every time. A better one is to compile them once per invocation and reuse them by specifying an empty pattern (for example, m//) for subsequent uses. This use of the empty pattern is often overlooked, but it was invented for just this sort of situation. This isn’t an exhaustive list, just a few of the main issues. You can find more detailed information in the mod_perl documentation.
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 Passing Variables to Perl Handlers Normal CGI variables can have extra environment variables passed to them from Apache’s configuration with the PassEnv and SetEnv directives. mod_perl provides two equivalent directives, PerlPassEnv and PerlSetEnv, which carry out the same job for mod_perl handlers and ... sections, for example: PerlSetEnv DBLocation /usr/local/apache/conf/db PerlPassEnv LD_LIBRARY_PATH
 
 These appear in the %ENV hash of any Perl script run by mod_perl. In addition, mod_perl defines the PerlSetVar and PerlAddVar directives, which define values in an internal Apache table that can be retrieved in Perl with a call to the dir_config() method. PerlSetVar sets a single scalar value: PerlSetVar location modsector
 
 In the Perl script, you retrieve it with this: # set config option from PerlSetVar or to default otherwise my $conf{"location"}=$r->dir_config("location") || $default_conf{"location"};
 
 PerlAddVar allows you to set a sequence of values for the same variable: PerlAddVar PerlAddVar PerlAddVar PerlAddVar
 
 Ingredients Ingredients Ingredients Ingredients
 
 Onion Garlic Oregano Tomato
 
 This becomes a list inside Perl: my @ingredients=$r->dir_config->get(‘Ingredients’);
 
 You can tell mod_perl to set up the environment of Perl modules with the PerlSetupEnv directive. This is on by default, which causes mod_perl to create an environment similar to that inherited by CGI scripts. If you don’t want this information, you can substantially reduce the memory taken up by the environment by disabling it with this: PerlSetupEnv off
 
 In this case, only environment variables you set with PerlSetEnv will be passed to Perl scripts, with the following exceptions: GATEWAY_INTERFACE, MOD_PERL, and PATH. These are always set regardless of the setting of PerlSetupEnv.
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 Using mod_perl with Server-Side Includes Server-side includes are handled by mod_include, which contains a special hook to allow mod_perl handlers to be called as server-side includes, in a similar manner to the standard exec CGI or include virtual SSI commands. Because SSIs can now be filters in Apache 2, this gives you another route to turn Perl CGI scripts into filters. Because this is only of interest to some people, the integration of mod_perl and mod_include isn’t enabled by default. For it to work, mod_perl must be compiled with PERL_SSI enabled. In addition, mod_include must have been compiled with this: CFLAGS=-DUSE_PERL_SSI -I. `perl -MExtUtils::Embed -ccopts`
 
 Fortunately, this step is taken care of for you by Makefile.PL, but if you installed mod_perl as a binary package, you can use this to enable the Perl SSI command in mod_include instead of installing the mod_perl source. Once enabled, mod_include supports an extra SSI command with the syntax: 
 
 The ::handler is of course optional because it’s in Perl*Handler directives. If you wanted to call a different subroutine in the module, you can by just appending its name. You can also call any CGI script through the Apache::Include module, which provides an interface between SSI and Apache::Registry. This is therefore a more efficient version of the exec CGI or include virtual because it allows the CGI script to be persistent: 
 
 The Perl SSI is useful for sites that use a lot of SSIs or where you want to convert from old-style included CGI scripts; however, for many applications, you’re probably better off embedding Perl into HTML directly.
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 Embedding Perl in HTML There are many different Perl solutions for embedding Perl into HTML documents; the oldest ones are EmbPerl, ePerl, and Mason, all of which are still very active. Notable newcomers include Template Toolkit, AxKit, and ASP. Of these, Mason is one of the most capable tools for integrating Perl into HTML directly. Conversely, Template Toolkit uses its own scripting language and is effective for clearly separating programming from visualization in a more regimented way. AxKit is a more ambitious Perlbased generic document processor that’s primarily used for XSLT processing. However, it also allows PerlScript as an alternative transformation language and permits additional tag libraries and XML features to be implemented using Perl. You can find an excellent but easily overlooked rundown of the various different mod_perl frameworks and their main advantages in the mod_perl documentation itself: http://perl.apache.org/features/tmpl-cmp.html. Because this isn’t a book about server-side programming, you’ll just briefly look at how dynamic HTML can be generated using EmbPerl, Mason, and Template Toolkit. Like many Web development tools and frameworks, each one has its proponents who will claim it’s superior to all others. I won’t dwell on installation because this is, for the most part, very simple; instead, I’ll show each in terms of actual use.
 
 EmbPerl EmbPerl (http://perl.apache.org/embperl/) is one of the oldest and simplest of solutions. EmbPerl allows Perl to be embedded into HTML in four ways (see Table 12-14).
 
 Table 12-14. EmbPerl Methods Method
 
 Description
 
 [+ code +]
 
 Executes code, incorporating the output into the HTML. For example: [+ print_value($value) +]
 
 [- code -]
 
 Executes code without displaying anything. For example: [- $value="hello world" -]
 
 [! code !]
 
 Executes code once, without displaying anything, and caches the result. For example: [! sub print_value { $arg=shift; print "*** $arg ***"; } !]
 
 [$ cmd arg $]
 
 Executes a meta command such as if or while. For example: 

 [$ foreach $n (1..10) $] 	 [+ $n +] [$ endforeach $] 
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 All the Perl code in an HTML document is considered to be in the same file for the purposes of execution, so you can set a variable in one section and then use it in another. HTML can be freely intermingled with the embedded Perl fragments and is controlled by meta commands such as loops so it appears multiple times: 
 [$ while ($key,$val) = each(%ENV) $] 	[+ $key +]	[+ $val +]>

 [$ endwhile] 
 
 Because it’s designed to work in HTML, EmbPerl is capable of recognizing HTML tags and making intelligent decisions about HTML generation with the use of special iteration variables that tell EmbPerl to look at the surrounding HTML and replicate it as necessary. The next example does the same thing as the previous example but in a much simpler fashion: 	[+ $row +]	[+ $ENV{$row} +]


 
 Note that $row is an automatically defined variable created and controlled by EmbPerl itself. The EmbPerl package contains an eg directory with an excellent set of examples that demonstrate all the features of the package as well as the accompanying documentation.
 
 Mason Mason (http://www.masonhq.com/), known more fully as HTML::Mason, focuses on merging Perl into HTML (or XML) as seamlessly as possible. As a result, it’s very powerful, but it makes no attempt to abstract display logic from programming—if you want to do that, you can, but it’s up to you to do it right. Mason is, however, well suited for creating components, which can be used from inside each other to build complex pages out of simpler elements.
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 The following is the same table generated using Mason. As this example shows, Mason allows you to directly integrate Perl into HTML, so although it doesn’t provide shortcuts, it lets you do anything that you could ordinarily do in Perl: 
 % foreach my $key (sort keys %ENV) { 		

 % } 
 
 This component only generates HTML for the %ENV hash, but Mason allows you to pass arguments into a component to control what it does. The following is the same component, rewritten to use a scalar-hash reference passed to it from an external calling component: 
 % foreach my $key (sort keys %$hashref) { 		{$key} %>

 % }  $hashref 
 
 Here you use an ... section to define the arguments to the component. In this case, there’s only one. You haven’t given it a default value, so Mason will generate an error if you fail to supply it. You could create a default by adding an assignment to it, and you’ll do this for the document header in a moment. The actual code in the component is pure standard Perl and so is readily understood by a Perl programmer, and you can embed whole lines using a % prefix or just expressions with the notation. Although not shown here, you can also enclose blocks of Perl code within a ... section. Now you can call it from another component. The following is an example of a component that generates a complete page: "A demonstration of Mason in action" &> \%ENV &> 
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 The /html/head and /html/foot components can be ordinary text or include Mason directives. In this case, you pass a title to the head so it can use it in both the element of the header and also in a heading: % #A Perl comment in Mason - this is /html/head $title = "Untitled" 
 
 The footer component can be simple or complex; the simplest just finishes off the HTML: 
 
 You can now write your own mod_perl handler to call Mason and set up anything in advance that you want Mason to be able to use. Any package variable defined in the HTML::Mason::Commands namespace is available to components. It can also deal with session management, database handle setup, and numerous other tasks. See Mason’s documentation for a good explanation and walkthrough. Mason allows you to embed blocks of code within ... sections, rather than prefixing every line with %. Mason executes this code each time it calls the component and calls it in the order it encounters it during the processing of the component. However, you can also create ... blocks, which contain Perl code that’s run before anything else in the component, and ... blocks, which are run once only when the component is first called. Mason goes further than some other templating systems by providing several mechanisms for orchestrating the calling of components. You can create default handlers (simply called dhandler) that are called if a component doesn’t exist and autohandlers (called autohandler) that are called whenever a URL maps to a location at or beneath theirs—among other uses, you can use autohandlers to implement Masonbased filters. Mason also has an optional object-oriented syntax that can set and retrieve component properties, an advanced caching system, many more features than I have time to mention here, and a loyal following.
 
 Template Toolkit Template Toolkit (http://template-toolkit.org/) takes a different approach from Mason. Rather than allowing you to place Perl directly into HTML, it deliberately imposes its own scripting language between the HTML and underlying Perl so that
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 there’s a clear separation of visualization and data. You write your application’s main functionality in Perl and then use Template Toolkit to expose it in Web pages through the template language. The drawback is that you have to learn another language, but the compensation is this language is a lot simpler than Perl. The following is the same table generator in Template Toolkit form: [% IF hash %] 
 [% FOREACH keyvalue = hash %] 	[% keyvalue.key %]	[% keyvalue.value %]

 %]  [% END %]
 
 The equivalent /html/head template would look like this: [% DEFAULT title = 'Untitled' %] [% title %] [% title %]
 
 Finally, to combine the templates into one page, you’d use this: [% INCLUDE /html/head title="A demonstration of Template Toolkit" %] [% INCLUDE /print/table hash = environment %] [% INCLUDE /html/foot %]
 
 Unlike Mason, Template Toolkit doesn’t allow any access to underlying Perl variables unless you explicitly pass them. In this case, I’ve chosen to pass %ENV into the template through a top-level Template Toolkit variable called environment. If you pass in objects, you can call their methods in much the same way: 
 [% FOREACH param cgi.param %] 	[% param %] => [% cgi.param(param) %] [% END %] 


 
 This allows you to define the interface between the templates and the underlying processing code written in Perl—simple but powerful.
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 Template Toolkit is highly configurable and, like Mason, uses a smart caching system for performance. It allows you to define filters and plug-ins and comes with standard plug-ins for popular modules such as CGI and DBI.
 
 Embedding Perl in Apache’s Configuration If mod_perl has been built with PERL_SECTIONS=1, then it also provides the ability to embed Perl code into Apache’s configuration between ... directives. Apache’s conventional directives can be represented in Perl sections as scalar, list, or hash variables with the same effect as if they had been specified outside the Perl section. Depending on the type of variable, you can define directives with single arguments or multiple arguments, and you can specify directives multiple times. As a simple example, these two configurations are identical: # Traditional Apache way ServerName www.alpha-complex.com ServerAdmin [email protected] DocumentRoot /home/www/alpha-complex ErrorLog logs/alpha-complex_error TransferLog logs/alpha-complex_log # The mod_perl way my $name="alpha-complex"; my $dom="com"; my $admin="webmaster"; $ServerName="www.$name.$dom"; $ServerAdmin="$admin/@$name.$dom"; $DocumentRoot="/home/www/$name"; $ErrorLog="logs/$name\._error"; $TransferLog="logs/$name\._log"; 
 
 In effect, any variable that’s defined in a Perl section that corresponds to the name of an Apache directive is converted into that directive by mod_perl when the tag is reached. You can put any code you like into the section to generate these variables. Directives with more than one parameter can be represented via lists. mod_perl takes these lists and turns them into space-separated parameters; for example, inside a virtual host container, you could put this: @ServerAlias=("secure.alpha-complex.com","users.alpha-complex.com"); 
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 However, container tags such as Directory, Location, and VirtualHost can also be represented inside Perl sections as hash variables such as %Directory, %Location, and %VirtualHost, respectively. The key of the hash is the directory or host/IP address of the container and the value is another hash of the directives inside. Nested containers simply translate to nested hashes: $VirtualHost{"192.168.1.30"}={ ServerName => "www.beta-complex.com", ... } $Location{"/autharea"}={ AuthType => "Basic", AuthName => "User Authentication Required", AuthUserFile => "/usr/local/apache/auth/password.txt", require => [ qw(fred jim sheila) ] LimitExcept => { METHODS => "GET"; deny => "from all" } }
 
 You can put any code you like into a Perl section and add any modules you like, either by using them in the section or by preloading them with PerlModule or PerlRequire, giving you total control over the configuration that Apache sees. One popular application of this is generating on-the-fly virtual host configurations, as presented in Chapter 7. One point to note is that, although coding configurations into Perl sections can considerably reduce the size of a configuration file, especially in regard to containers such as VirtualHost, it doesn’t reduce the size of the generated configuration that Apache loads into memory. To really reduce the size of the configuration Apache holds in memory, you have to use other modules, such as mod_vhost_alias. However, these don’t have the power and flexibility of a Perl section.
 
 PHP PHP (or PHP: Hypertext Preprocessor, as its recursive acronym stands for) is a powerful server-side scripting language that has continued to gain popularity since its arrival on the Internet in 1994. For those unfamiliar with it, PHP is a rapidly developed yet highly capable method of generating dynamic Web sites from the very simple all the way to the highly complex. In the following sections, I’ll cover the basics of PHP, including its installation and integration into the Apache Web server, its configuration for efficiency of use, and some examples to make sure everything is working correctly.
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 Installing PHP PHP has been steadily gaining popularity for the better part of the past six years and has enjoyed successful deployments of applications on large sites and small alike. A key component of this success comes from the tight integration of PHP and the Apache Web server, as well as the ease of installation and relatively simple administration. PHP has tended to be nearly synonymous with Apache when referring to Unix-based dynamic Web applications. As you saw in Chapter 2, where I dealt with the installation of Apache, many vendors in the Linux realm prepackage Apache with third-party modules. One of the more common of these modules is PHP. This makes for a nice situation because it becomes possible to install an operating system with included software and have everything installed to serve PHP-based content from an Apache Web server. By far, the easiest method of installing PHP is to use the prepackaged binaries shipped with your operating system (if they exist for your platform of choice). Otherwise, you must install from source, or on Windows, you must get a precompiled version. Although it tends to be easier to use precompiled binaries on Unix, compiling from source isn’t that difficult and can result in a much more tailored installation of PHP on your server. Before I go too much further in discussing the actual installation process, I must make a comment about versions and potential conflicts. As of this writing, no version of PHP has been certified by the PHP developers as production quality with Apache 2. Most of the reasons for this are a result of the redesign of Apache 2 and the use of threads. Although the core of PHP is safe, many third-party modules in PHP haven’t been rewritten to make them work safely with Apache 2. As such, if you intend to use PHP on a production server, I highly recommend you use the Apache 1.3 series as the Web server version; otherwise, you’re using Apache 2 with PHP at your own risk.
 
 NOTE PHP is definitely the exception with respect to the use of Apache 2 because most of the extensions I cover in this chapter recommend the use of Apache 2 to gain the maximum in terms of performance and interoperability.
 
 Getting the PHP source All PHP sources are available for download through http://php.net. It’s usually best to get the latest stable version, which as of this writing is 4.3.3. If you’re feeling particularly adventurous, you can also get the beta version of the forthcoming PHP 5, which represents almost a complete rewrite of the core interpreter. This version is expected to fully support Apache 2 as well as move closer to a real object-oriented design.
 
 796
 
 3006_Ch12
 
 12/15/03
 
 11:33 AM
 
 Page 797
 
 Extending Apache
 
 Unix/Linux Although the instructions in this section are largely Linux-centric, they’re applicable to almost any Unix variant. Check the readme or install files in the package you plan on installing for any caveats pertaining to your specific platform. To begin, you need the source file. Download the appropriate file, normally the most recent stable version, and save to a location you can work with. When building a server, I generally like sources to reside in /usr/local/src, but most of the same rules of building Apache also apply to serverwide and user-specific installations, so feel free to place the sources wherever you feel comfortable. Next, make sure Apache is compiled and installed on your system and has support for shared modules. For reference, again see Chapter 2 for Apache installation. Now, unpack the downloaded PHP source: $ cd /usr/local/src $ tar -xzvf php-4.3.3.tar.gz
 
 This will leave a directory aptly named php-4.3.3 in /usr/local/src: $ cd php-4.3.3
 
 You now need to configure the code for use with your system environment. Luckily, this is easy with the included configure script; however, you do need to supply the script with some parameters so that it knows how you want it to work as well as where you want it to look for components. As with most configure scripts, you can always run this: $ configure -help
 
 And you’ll be presented with the arguments you can supply to the script. Without any arguments being passed, the configure script will set everything as a default and build PHP as a CGI executable. There are, however, many considerations to take into account when making PHP a CGI executable. Installing PHP as a CGI executable, although being the default install, contains many of the same shortcomings involved in having any language interpreter installed as a CGI executable. One of the most common issues that you’ll see repeated throughout the various sections of this chapter is that the interpreted language must be read into memory on each successive call. This takes up space in resident memory as well as slows the overall performance of the scripts and, as a result, the server. For an in-depth discussion on the security issues surrounding CGI, review Chapter 6. On the other hand, the strongest benefit of installing PHP as a CGI comes from the fact that doing so doesn’t require mod_so. But this is really only beneficial if you’re setting up a completely static server and only use PHP in a limited way.
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 To install PHP as an Apache module, you really only need to supply the path to apxs to get a very basic installation of PHP. In Apache 1.3, use this: $ configure -with-apxs=/path/to/apache/apxs
 
 In Apache 2, which is included here if you’re willing to explore a more cutting-edge installation, use this: $ configure -with-apxs2=/path/to/apache2/apxs
 
 Table 12-15 shows some of the more common configuration options specific to PHP.
 
 Table 12-15. PHP-Specific ./configure Script Options Option
 
 Function
 
 --enable-debug
 
 Compiles with debugging symbols.
 
 --with-layout=TYPE
 
 Sets how installed files will be laid out. TYPE is either PHP (the default) or GNU.
 
 --with-pear=DIR
 
 Installs PEAR in DIR (default PREFIX/lib/php).
 
 --without-pear
 
 Doesn’t install PEAR.
 
 --enable-sigchild
 
 Enables PHP’s own SIGCHLD handler.
 
 --disable-rpath
 
 Disables passing additional runtime library search paths.
 
 --enable-libgcc
 
 Enables explicitly linking against libgcc.
 
 --with-zlib-dir=
 
 Defines the location of zlib install directory.
 
 --with-tsrm-pthreads
 
 Uses POSIX threads (default).
 
 --enable-shared[=PKGS]
 
 Builds shared libraries (the default is yes).
 
 --enable-static[=PKGS]
 
 Builds static libraries (the default is yes).
 
 --enable-fast-install[=PKGS]
 
 Optimizes for fast installation (the default is yes).
 
 --with-gnu-ld
 
 Assumes the C compiler uses GNU ld (the default is yes).
 
 --disable-libtool-lock
 
 Avoids locking (might break parallel builds).
 
 --with-pic
 
 Tries to use only PIC/non-PIC objects (the default is use both).
 
 --enable-memory-limit
 
 Compiles with memory limit support.
 
 --disable-url-fopen-wrapper
 
 Disables the URL-aware fopen wrapper that allows accessing files via HTTP or FTP.
 
 --with-config-file-path=PATH
 
 Sets the path in which to look for php.ini and defaults to PREFIX/lib.
 
 --enable-safe-mode
 
 Enables safe mode by default. (Continued)
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 Table 12-15. PHP-Specific ./configure Script Options (Continued) Option
 
 Function
 
 --with-exec-dir[=DIR]
 
 Only allows executables in DIR when in safe mode and defaults to /usr/local/php/bin.
 
 --enable-magic-quotes
 
 Enables magic quotes by default.
 
 --disable-short-tags
 
 Disables the short-form 
 
 Save the file and close it. The file you’ve created is probably the most basic form of a PHP script. You start the file with an opening tag declaring that the following code block is PHP. On the next line is a single function, phpinfo, which, when output to a browser, will give a nice summary page showing how PHP has been compiled and configured. The last line of this simple script closes the code block. Now, open up your favorite Web browser and point it to http://localhost/index.php. This URL should, if everything is working correctly, bring up a page showing all of the compiled in options of PHP. As you’ll see, this page is a valuable source of information and reference, but it’s important to recognize the security risk this page can cause by leaving it in a publicly accessible location. Using some specific information about compiling PHP with Apache I presented in this section as well as a little knowledge gained from the more in-depth topics covered in previous chapters, you now have the knowledge and ability to install a working PHP and the Apache server.
 
 Tomcat/Java The Apache Web server is a capable server for static content, and with some additions of PHP and/or mod_perl or other dynamic interpreters, it can serve some nice dynamic content. However, to design Web-based software in the enterprise space, it’s necessary to use Java at some point because of its prevalence in big business. Apache, although it doesn’t have a native method of working directly with Java, can use a helper application, Tomcat, for this purpose.
 
 So What Is Tomcat? Tomcat is a stand-alone Java servlet container. When a Java application is compiled into Java Server Pages (JSPs), it needs a servlet container to execute the pages and return the output to a browser. Tomcat is the container on which these pages run. There are other servlet containers, but Tomcat has two advantages going for it that merit its inclusion in this chapter. First, Tomcat is developed by the Apache Software Foundation as part of the Jakarta project and could be considered a cousin of the Apache Web server. Second, Tomcat is the reference implementation of a servlet container used by Sun Microsystems for testing the servlet specification. This second point
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 is important because it guarantees that an application designed to the specifications of the API will run on Tomcat without compatibility problems. If you’re designing Java applications, it’s reassuring to know your application will run according to specifications. Tomcat can operate as a stand-alone server, but it’s optimized to run only dynamic JSPs. If any static content is to be served, to maintain performance, a helper server must be employed that’s good at serving static pages. Tomcat needs Apache as much as Apache needs Tomcat because each has its own strengths and specific weaknesses. Because of the broad nature of Tomcat and Java, the following sections aren’t meant to be a definitive guide but more of an overview to allow you to have a working Tomcat environment set up so you can explore the intricacies of this capable system.
 
 Installation To install Tomcat with Apache, there are several packages, dependent on each other, that need to be installed in proper order. The packages needed are as follows: • J2EE SDK from either Sun or IBM • Ant • Tomcat • Tomcat Connectors I’ll explain each of these packages and their installation during the course of this section. The most basic form of Tomcat installation utilizes the binary packages that are available from the Apache Software Foundation. I highly recommend this method of installation, especially if you’re unfamiliar with the finer points of compiling Java applications. Even if you’re familiar with compiling applications of this nature, the binary packages tend to be more than adequate for all but the most specialized of tasks. The best way to begin installing Tomcat with Apache is to make sure that Apache is installed to your liking before beginning the Tomcat install. For the best performance with newer versions of Tomcat, Apache 2 should be used wherever possible because the thread-based architecture of Apache 2 integrates much better with Tomcat than the Apache 1.3 series.
 
 TIP For the best results, use a version of Apache 2 that you’ve compiled from the source yourself. It may be tempting to use a precompiled binary or RPM included with your operating system, but for a smooth installation, a source install is all but mandatory.
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 Apache 2, because of its use of threads, integrates much better with the Tomcat connector, mod_jk. The Apache 1.3 server must be compiled specifically with pthread support to fully utilize this connector with any success. As a result, it’s preferable to use Apache 2 in this instance, and thus it’ll be covered here. Once Apache is installed, you should next retrieve the packages you’ll need. First and foremost is a Java package.
 
 Java Although there are many packages available for Java, it’s really best to stick with one of the two major packages, IBM Java or Sun Microsystems Java, because they’re almost guaranteed to work according to published specifications. Only one is necessary, and you can decide which suits your purposes more appropriately. From IBM you can get Java at http://www-106.ibm.com/developerworks/java/jdk/. From Sun you can get Java at http://java.sun.com. Whichever version you get, make sure it’s the full J2EE SDK and not a strippeddown version because Tomcat requires certain modules that aren’t included in the lighter versions of Java. A full-featured Java also provides the most extensible development environment for your Java developers. For the sake of examples in this section I’ll use the Sun Java package, j2sdk-1_4_1, which is the 1.4.1 version of the J2EE SDK. At this time, Sun offers packages for use on Solaris, Linux, and Windows. The packages are formatted to work with the system’s respective package manager, so on a Linux system with the Red Hat Package Management software installed, installing Java is as simple as this: ./j2sdk-1_4_1_02-linux-i586-rpm.bin
 
 Executing this command will display the Java license agreement. Once you agree to the terms, the package will inflate to an RPM of the Java SDK. Per normal RPM installation procedures, just issue this command: rpm -ivh j2sdk-1_4_1_02-fcs-linux-i586.rpm
 
 This command will install the java package into /usr/java under the j2sdk1.4.1_02 directory.
 
 NOTE When choosing to run Tomcat, if there’s any flexibility in your choice of operating system, it’s best to choose a system that both matches your requirements for performance and security, but also one that’s tested to run your choice of Java. It can save you many headaches down the road in trying to find bugs and other anomalous behavior.
 
 The last thing you must attend to before moving on is to set up some environment variables. There are many ways to do this, but by far the most common is to set these
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 up in /etc/profile so they will be set when a user logs into the system. Assuming you’re running a Bash shell, set these commands to execute on creation of a user’s environment: JAVA_HOME=/usr/java/j2sdk1.4.1_01 export JAVA_HOME PATH=$JAVA_HOME/bin:$PATH export PATH
 
 Obviously, replace the last part of the path on JAVA_HOME with the path created during your Java installation. Once this is complete, you’ll have a working Java installation ready for the rest of the Tomcat installation process.
 
 Ant The next package that should be installed for your Tomcat installation is Ant, also part of the Apache Group’s stable of software and found at http://ant.apache.org. Ant is a build management tool similar to make on most Unix systems. It’s very flexible in that it uses an XML-based configuration file to script out its actions. Because it runs on Java and uses standards-based XML, it has strong cross-platform capabilities. Ant is commonly used in the build process of simple and complex Java applications alike. Its key benefit is that it allows for very extensible and complex procedures to be built in a modular yet very simple manner. Although this section won’t extend past using Ant for simple building tasks, it’s definitely worth further exploration on your part. Ant has uses aside from building Java programs. For example, it has capable tools for deploying applications to the Tomcat environment as well as extending itself into automating system administration tasks using a wide array of built-in tools. Your first step is to download the correct package from the Ant Web site. Once again, it’s simplest to use a prepackaged binary compatible with your operating system. To install Ant using the binary package, it’s a simple matter of moving the downloaded compressed archive to an appropriate place. A good place that makes logical sense and keeps things organized is the /usr/java directory. To set up your working Ant installation, follow these steps: # # # #
 
 mv apache-ant-1.5.4-bin.tar.gz /usr/java/ cd /usr/java tar -zxvf apache-ant-1.5.4-bin.tar.gz ln -s apache-ant-1.5.4/ ant
 
 You might notice that the last step of the process simply created a symbolic link from the unpacked ant directory to a link simply named ant. The reason for this is that when it comes time to upgrade, you can simply get the new package and move the symlink. This will leave all environment variables in place as well as provide a quick method to revert to the previous version if there’s a problem with the new version.
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 As you did with Java, after Ant is installed, you should define appropriate environment variables similar to the ones you defined for Java. Here you want to set ANT_HOME as well as add the bin/ subdirectory to your path. It’s much easier to invoke Ant using a command such as this: # ant
 
 rather than a command such as this: # /usr/java/ant/bin/ant
 
 So add the following environment variables: ANT_HOME=/usr/java/ant export ANT_HOME PATH=$ANT_HOME/bin:$PATH export PATH
 
 You now have a working installation of Ant.
 
 Tomcat Your Java odyssey now brings you to Tomcat proper. Once again, I’ll use the binary version of the software, which is available at http://jakarta.apache.org/site/binindex.cgi. The binary package comes in a format that’s very similar to Ant. All that’s really required for installation is to unpack the compressed archive. To install, just follow these steps: # # # #
 
 mv jakarta-tomcat-4.1.29.tar.gz /usr/java/ cd /usr/java tar -zxvf jakarta-tomcat-4.1.29.tar.gz ln -s jakarta-tomcat-4.1.29 tomcat
 
 As I explained before, the symbolic link provides a clean way of upgrading to newer versions of Tomcat, as well as making paths shorter and easier to manage. The last step for installing Tomcat is to create environment variables using the same format as before: CATALINA_HOME=/usr/java/jakarta-tomcat-4.1.29 export CATALINA_HOME
 
 Catalina is the code name for the Tomcat project. Tomcat is now installed and ready to run all by itself; it’s fully functional to serve all manner of Java-based Web applications. With all of your environment variables set, as root, you can start Tomcat using the command: $CATALINA_HOME/bin/startup.sh
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 Because of the nature of Java as well as Tomcat, it normally takes a few seconds for Tomcat to fully start. If you’re creating a startup script for Tomcat, make sure you take this into account, especially if other services depend on Tomcat to be fully functional before starting. To stop Tomcat, you can use the included script: $CATALINA_HOME/bin/shutdown.sh
 
 As with starting, stopping the Tomcat process takes a few seconds, so it’s important to build that into any startup scripts. A simple script follows: #!/bin/sh JAVA_HOME=/usr/java/j2sdk1.4.1_02/ export JAVA_HOME PATH=$JAVA_HOME:$PATH export PATH CATALINA_HOME=/usr/java/tomcat/ export CATALINA_HOME RETURNVAL=0 start() { echo "Starting Tomcat: " $CATALINA_HOME/bin/startup.sh RETURNVAL=$? echo [ $RETURNVAL = 0 ] return $RETURNVAL } stop() { echo "Stopping Tomcat: " $CATALINA_HOME/bin/shutdown.sh RETURNVAL=$? echo [ $RETURNVAL = 0 ] return $RETURNVAL } case "$1" in start) start
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 Extending Apache ;; stop) stop ;; restart) stop sleep 30 start ;; *) echo "Usage: {start|stop|restart}" exit 1 esac exit $RETURNVAL
 
 Notice the small 30-second sleep in the restart function. This should give enough time for Tomcat to exit before the start command is issued. You should also notice that the environment variables are restated at the top of the script to make sure they’re correctly set up. One of the bigger “gotchas” of dealing with Tomcat and Java in general is the brittleness of the environment variables, so it’s better to err on the side of caution. Nothing is more frustrating than trying to start Tomcat and getting an error message that JAVA_HOME isn’t set.
 
 Tomcat Configuration As with most software, the installation is the easy part, and the configuration is where it can get tough. In this section, I’ll present some basic configurations to get Tomcat up and running. It’s important to remember that this isn’t meant to be a definitive guide to Tomcat, just enough to get you up and running. For more information, I recommend checking the documentation at http://jakarta.apache.org/tomcat/tomcat-4.1-doc/ index.html. Before beginning the configuration, it’s necessary to have a working knowledge of how Tomcat is laid out. If you direct your file manager to $CATALINA_HOME, you should see a similar directory layout: $CATALINA_HOME bin/ common/ conf/ auto/ jk/ logs/ server/ shared/ temp/ webapps/ work/
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 All Tomcat configuration files are held in the conf directory. In this directory, there are two directories and several files, which are explained in Table 12-19.
 
 Table 12-19. Tomcat Configuration Directory Contents File/Directory
 
 Description
 
 server.xml
 
 Main configuration file for Tomcat.
 
 server-noexamples.xml.config
 
 Basic configuration file template.
 
 tomcat-users.xml
 
 This file defines user roles and passwords.
 
 web.xml
 
 This file provides basic information and mime mappings about the Web applications running on this server instance.
 
 catalina.policy
 
 This file provides the default policy for running Tomcat with the J2EE security features.
 
 auto/
 
 This directory contains the autogenerated configuration files for mod_jk.
 
 jk/
 
 This directory contains the workers.properties file, which defines how mod_jk should communicate with Tomcat.
 
 As you can see by the descriptions in Table 12-19, Tomcat offers many different options for configuration. You’re primarily concerned with two files, server.xml and tomcat-users.xml. The server.xml file is, as the file extension implies, an XML file. What that means is that the configuration file is made up of XML chunks that define the behavior of Tomcat. You’ll now look at the relevant portions of the configuration. There are several elements that make up the server.xml file (see Table 12-20).
 
 Table 12-20. Tomcat server.xml Elements in Hierarchical Order
 
 814
 
 Element Name
 
 Description
 
 Server
 
 Starts a server listening on a specific port. The default is 8005.
 
 Service
 
 Directive to hold connector elements together.
 
 Connector
 
 Defines methods of communicating with Tomcat either directly from a browser or through the use of server-to-server protocols such as AJP, which you’ll use to connect Tomcat to Apache.
 
 Engine
 
 Defined to represent the entry point within Catalina that processes all requests.
 
 Logger
 
 Defines how information is collected and how it’s written to log files.
 
 Realm
 
 Realms assist in defining security for how and what users access.
 
 Host
 
 Defines virtual hosts used by Tomcat.
 
 Valve
 
 Valves are defined to process elements of requests received by hosts. Virtual host–specific logging is one example, as shown in the server.xml default configuration.
 
 Context
 
 This element defines the properties of specific Web applications.
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 With the main elements of the server.xml file defined, Listing 12-1 is a copy of the actual server.xml file as installed. I’ve stripped out most of the comments and inactive XML blocks to make it easier to read, as well as better show the dependent nature of the individual blocks on the higher levels.
 
 Listing 12-1. server.xml File As Installed <Server port="8005" shutdown="SHUTDOWN" debug="0"> <Environment name="simpleValue" type="java.lang.Integer" value="30"/> <parameter> factory org.apache.catalina.users.MemoryUserDatabaseFactory <parameter> pathname conf/tomcat-users.xml <Engine name="Standalone" defaultHost="localhost" debug="0">
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 <Ejb name="ejb/EmplRecord" type="Entity" home="com.wombat.empl.EmployeeRecordHome" remote="com.wombat.empl.EmployeeRecord"/> <Environment name="maxExemptions" type="java.lang.Integer" value="15"/> <Parameter name="context.param.name" value="context.param.value" override="false"/> <parameter>usernamesa <parameter>password <parameter>driverClassName org.hsql.jdbcDriver <parameter>url jdbc:HypersonicSQL:database <parameter> mail.smtp.host localhost 
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 In Listing 12-1, you should pay particular attention to the two XML blocks named Connector. These two blocks control how Tomcat interacts with clients. The first connector block controls the way direct client connections are handled on port 8080. If you were to direct your browser to the server that Tomcat is running on at port 8080, you’d be greeted by a screen displaying links to Tomcat information and installed utilities. This connector controls this Web page. The second connector controls how Tomcat communicates with other services using the AJP 1.3 protocol. This will be what controls the Tomcat side of the ApacheTomcat communications you’ll be setting up shortly. The other file that’s immediately important to this stage of the Tomcat installation is the tomcat-users.xml file. This is where the main user configuration for Tomcat is contained. The file is very short and quite self-explanatory on a quick review, as you can see in Listing 12-2.
 
 Listing 12-2. Contents of the tomcat-users.xml File <user name="tomcat" password="tomcat" roles="tomcat" /> <user name="role1" password="tomcat" roles="role1" /> <user name="both" password="tomcat" roles="tomcat,role1" /> 
 
 It’s in this file that you need to make some modifications. The first task is to define a couple of roles, which are groups that users fit into that grant specific privileges. You need to create the roles of manager and admin. Add the following lines to the tomcat-users.xml file: <user name="tomcat" password="tomcat" roles="tomcat" /> <user name="role1" password="tomcat" roles="role1" /> <user name="both" password="tomcat" roles="tomcat,role1" /> 
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 The final task you need to do is to create a user that’ll have these two new roles assigned to him or her. To do so, add a line similar to the following to this file right above the line: <user name=”administrator” password=”dontusethisone” roles=”admin,manager”/>
 
 For security, make sure that this account password is a strong one using good password creation techniques. This account now has complete access to use the builtin admin and manager applications to configure every part of the Tomcat server from a Web browser. Using a Web browser, this user can create contexts, which are containers within Tomcat that hold the individual Web applications. This user can also create and define roles for other users. As the saying goes, “with great power comes great responsibility,” so safeguard this and any other privileged account. You’re now ready to start your new Tomcat installation using the script shown previously or a similar one you created to meet your specific needs. Once Tomcat has started, you can use your new administrator account to manage your Tomcat installation by pointing your browser to http://localhost:8080/admin/. The role of manager is a user role that allows access to the manager application, the built-in application that allows for the management of installed applications on the Tomcat server. The manager application differs from the admin application in that the manager doesn’t concern itself with the server at all. Instead, it manages the individual applications installed. It allows such tasks as creation, deletion, reloading, listing, and other management functions related to contexts. You can access the manager application at http://localhost:8080/manager/. Using the built-in Web applications for administration and management provides a very clean way to work with the Tomcat server itself without directly modifying configuration files. You’ll now set up the last portion of this configuration, integrating Tomcat and Apache using mod_jk, by hand.
 
 mod_jk mod_jk is the piece of software that acts as the messenger allowing the communication of Apache with Tomcat. More specifically, mod_jk2 is the connector because mod_jk is being deprecated in favor of this more robust version. mod_jk2 is part of the jakarta-tomcat-connectors package available from the same place as Tomcat: http://jakarta.apache.org/site/binindex.cgi. The installation of mod_jk2 can be a little tricky, especially if compiling from source, so I’ll take you through primarily the source installation. The binary installation is trivial in comparison, but it’s rarely an available option on some common platforms, such as Linux.
 
 Getting mod_jk mod_jk2 is distributed in two forms, much like most of the packages distributed from the Jakarta project, in binary and in source form. You can obtain either format from the URL listed previously. Be forewarned that it’s highly likely that a binary package won’t
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 be available unless you’re using Solaris or Windows. As I stated before, I’ll cover the specifics of compiling from source here. I’ll also explain the specifics of installing the binary because both methods of installing mod_jk2 converge for the final steps. The first step is to obtain the latest version of the source from the Web. I’m using the following package: jakarta-tomcat-connectors-jk2.0.2-src.tar.gz
 
 Next, place this package in a place that you can easily work with. For users of binary packages, simply uncompress your downloaded archive in a convenient location and skip ahead to the note later in this section stating that the installations converge. I’ll use /usr/local/src/: # # # #
 
 mv jakarta-tomcat-connectors-jk2.0.2-src.tar.gz /usr/local/src/ cd /usr/local/src/ tar -zxvf jakarta-tomcat-connectors-jk2.0.2-src.tar.gz cd jakarta-tomcat-connectors-jk2.0.2-src
 
 The source archive is now extracted into a working directory. In it you’ll find several subdirectories and some text files. Follow this step, and then the fun begins: # cd jk
 
 You now need to move the file named build.properties.sample to build.properties: # mv build.properties.sample build.properties
 
 This file will look like Listing 12-3.
 
 Listing 12-3. Build.properties File (Unmodified) # sample build.properties for ajp connector. # edit to taste... # # Directory where tomcat5 is installed tomcat5.home= ../../jakarta-tomcat-5/build # Directory where catalina is installed. It can # be either 4.0 or 4.1 tomcat40.home=../../jakarta-tomcat-4.0/build # # # #
 
 If you want to build/install on both 4.0 and 4.1, set this to point to 4.0 and 'catalina.home' to point to 4.0 ( most people need only the first, but developers should
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 Chapter 12 # have both ) tomcat41.home=../../jakarta-tomcat-4.1/build # Directory where tomcat3.3 is installed tomcat33.home= ../../jakarta-tomcat/build/tomcat # Location of Apache2, Apache1.3, Netscape, IIS apache2.home=/opt/apache2 apache13.home=/opt/apache13 iplanet.home=/opt/iplanet6 # iplanet.home=d:/tools/sdk/netscape # iis.home=e:/ # APR location - by default the version included in Apache2 is used. # Don't edit unless you install 'standalone' apr. apr.home=${apache2.home} apr.include=${apr.home}/include apr-util.include=${apr.home}/include apr.lib=${apr.home}/lib apr-util.lib=${apr.home}/lib apache2.lib=${apache2.home}/lib
 
 # Compile-time options for native code so.debug=true so.optimize=false so.profile=false # tools for other directories # Metrowerks and novel ndk #mw.home=d:/tools/mw/6.0 #novellndk.home=d:/tools/novell/ndk/nwsdk # MSVC #mssdk.home=c:/Program Files/Microsoft Visual Studio/VC98
 
 You need to modify a few specific values in this file before continuing: tomcat41.home=../../jakarta-tomcat-4.1/build apache2.home=/opt/apache2
 
 The first value for Tomcat41.home should be the value you set to be $CATALINA_HOME. In the case of my examples, I’d set this to be as follows: tomcat41.home=/usr/java/tomcat
 
 The second value is where you installed Apache 2. By default, this is as follows: apache2.home=/usr/local/apache
 
 820
 
 3006_Ch12
 
 12/15/03
 
 11:33 AM
 
 Page 821
 
 Extending Apache
 
 I can’t stress enough that it’s important to have these values set correctly. Incorrect settings in this file can lead to many hours of debugging and sifting through very nondescriptive and vague error messages. Once you’ve modified this file, save it and run the following commands: # # # # #
 
 cd ../ mkdir -p coyote/build/lib cp $CATALINA_HOME/server/lib/tomcat-coyote.jar coyote/build/lib/ cd jk ant
 
 This sequence of commands is a little odd, so I’ll step you through exactly what’s happening and why. You first back out of the jk directory you’re in, which puts you into the main directory of the package. You next create a lib directory in the coyote/build path. The -p option to the mkdir command creates any parent directories that don’t exist. Your next step is to copy a .jar file from your Tomcat installation to the new directory you created in the connectors package. This provides required information to the build process. You now move back to the jk directory and finally run Ant. Ant now looks at the file build.xml in the jk directory and runs the default target. In a conventional C language sense, it’s like running make. The build should be successful. If not, step through the procedure to this point again and make sure everything is correct. Upon successful completion of the build process, a listing on the directory contents of the jk directory should show some new additions. These new directories contain the next steps in the procedure: # cd native2/ # chmod 755 buildconf.sh # ./buildconf.sh
 
 This last step will create the standard configure script leading to the last section of the source install. This configure script contains several parameters that need to be set in a standard way so that it can pick up all of the correct directory paths and library locations. As always, running this: ./configure --help
 
 will output a list of available options. The most relevant options are as follows: --with-apxs2=FILE location of apxs for Apache 2.0 --with-apache2=DIR Location of apache2 source dir --with-apache2-include=DIR Location of apache2 include dir --with-apache2-lib=DIR Location of apache2 lib dir --with-tomcat41=DIR Location of tomcat41 --with-apr=DIR Location of APR source dir --with-apr-include=DIR Location of APR include dir --with-apr-lib=DIR Location of APR lib dir --with-java-home=DIR Location of JDK directory.
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 If you’ve set things up according to the instructions laid out earlier in this section and you followed the advice of compiling Apache 2 from source, the rest should be simple. If not, it’s easy to have library version conflicts as well as other difficult-to-sort-out problems that can arise. In that instance, my advice is to slowly backtrack over your configurations and double-check all of the places you set paths. Continuing on, all that should be required are the following steps: # ./configure --with-tomcat41=/usr/java/tomcat --with-apxs2=/usr/sbin/apxs --with-javahome=/usr/java/j2sdk1.4.1_02 # make
 
 Upon the completion of the make command, your new mod_jk.so-loadable Apache 2 module, which was built against your specific Apache 2 installation, is located here: ../build/jk2/apache2/
 
 NOTE This is where the binary and source installation procedures converge.
 
 From either the place you uncompressed your binary archive or the directory listed previously, copy the file mod_jk2.so to the modules directory of your Apache 2 installation. For example: # cp ../build/jk2/apache2/mod_jk2.so /usr/local/apache/modules/
 
 To complete the mod_jk2 installation, there are only three steps remaining: to modify server.xml in Tomcat, to modify it in Apache’s httpd.conf, and to create a worker.properties file. The first modification, although these can really be performed in most any order, is the server.xml file of the Tomcat configurations. The section to be concerned with is this: 
 
 This, as you might recall from the earlier introduction to important parts of the server.xml file, is the AJP connector, which handles communications via AJP. The modification you want to make is the addition of a value to let the connector know exactly what protocol to expect to receive on that port. The reason for this is that the default settings are set to use the original mod_jk communications, and because you’re using the new mod_jk2 module, a protocol change is in order. The new connector section should look like this:
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 This new line tells the connector to listen for the Coyote protocol, which is the name of the new protocol in use by mod_jk2. Your next step in this configuration is to set up the Apache side of this system. The easy, and recommended, method makes modifications to both ends of the system, Apache’s httpd.conf and Tomcat’s server.xml. Because this can get tricky, read through this section carefully and pay particular attention to specific modifications and where they’re made—it can mean the difference between simple success and hours of debugging. Tomcat, in conjunction with the online administration and management applications, can autogenerate the required mod_jk.conf file to provide the necessary information to Apache. Although it’s possible to create the mod_jk.conf file directly by hand, it’s much, much easier to let Tomcat generate it. To have Tomcat handle this duty for you, after this line in server.xml: <Server port="8005" shutdown="SHUTDOWN" debug="0">
 
 add this: 
 
 Of course, replace the $YOUR_… variables with the absolute paths to those particular items. This listener sets up the path to mod_jk2.so, reads the workers.properties file at the location you specify, allows a separate mod_jk.log file in the place you specify, sets the debug level, and lastly tells Tomcat to either append changes on to an existing mod_jk.conf file or re-create one on each start. This will create, on Tomcat restart, a file in the $CATALINA_HOME/conf/auto/ directory named mod_jk.conf that’ll contain all of the protocol and directory-specific configurations needed to interact with Apache. The mod_jk.conf file is written in Apache directives to allow the inclusion of appropriate modules as well as supply the correct permissions to Web application directories. This file is created from the parsed XML of the server.xml file with no direct human interaction required. Essentially this allows an administrator to create a context using the Web interface and have it automatically picked up by Apache upon the server restart. As an example, Listing 12-4 shows an autogenerated mod_jk.conf file.
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 Listing 12-4. mod_jk.conf File ########## Auto generated on Tue Nov 18 16:30:34 EST 2003########## LoadModule jk_module libexec/mod_jk.so JkWorkersFile "/usr/java/tomcat/conf/mod_jk.properties" JkLogFile "/usr/java/tomcat/logs/mod_jk.log" JkLogLevel info
 
 ServerName localhost #################### localhost:/admin #################### # Static files Alias /admin "/usr/java/tomcat/webapps/../server/webapps/admin" Options Indexes FollowSymLinks DirectoryIndex index.html index.htm index.jsp 
 
 # Deny direct access to WEB-INF and META-INF # AllowOverride None deny from all AllowOverride None deny from all JkMount /admin/j_security_check JkMount /admin/*.do ajp13 JkMount /admin/*.jsp ajp13
 
 ajp13
 
 #################### localhost:/webdav #################### # Static files Alias /webdav "/usr/java/jakarta-tomcat-4.1.29/webapps/webdav"
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 Extending Apache Options Indexes FollowSymLinks DirectoryIndex index.jsp index.html index.htm 
 
 # Deny direct access to WEB-INF and META-INF # AllowOverride None deny from all AllowOverride None deny from all JkMount /webdav/*.jsp
 
 ajp13
 
 #################### localhost:/examples #################### # Static files Alias /examples "/usr/java/tomcat/webapps/examples" Options Indexes FollowSymLinks DirectoryIndex index.html index.htm index.jsp 
 
 # Deny direct access to WEB-INF and META-INF # AllowOverride None deny from all AllowOverride None deny from all JkMount JkMount JkMount JkMount JkMount JkMount JkMount
 
 /examples/jsp/security/protected/j_security_check /examples/snoop ajp13 /examples/servlet/* ajp13 /examples/CompressionTest ajp13 /examples/*.jsp ajp13 /examples/servletToJsp ajp13 /examples/SendMailServlet ajp13
 
 ajp13
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 Chapter 12 #################### localhost:/tomcat-docs #################### # Static files Alias /tomcat-docs "/usr/java/jakarta-tomcat-4.1.29/webapps/tomcat-docs" Options Indexes FollowSymLinks DirectoryIndex index.html index.htm index.jsp 
 
 # Deny direct access to WEB-INF and META-INF # AllowOverride None deny from all AllowOverride None deny from all JkMount /tomcat-docs/*.jsp
 
 ajp13
 
 #################### samwise.dm.dmg:/manager #################### # Static files Alias /manager "/usr/java/tomcat/webapps/../server/webapps/manager" Options Indexes FollowSymLinks DirectoryIndex index.html index.htm index.jsp 
 
 # Deny direct access to WEB-INF and META-INF # AllowOverride None deny from all AllowOverride None deny from all JkMount /manager/list ajp13 JkMount /manager/serverinfo ajp13 JkMount /manager/deploy ajp13
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 Extending Apache JkMount /manager/sessions ajp13 JkMount /manager/reload ajp13 JkMount /manager/html/* ajp13 JkMount /manager/resources ajp13 JkMount /manager/start ajp13 JkMount /manager/stop ajp13 JkMount /manager/install ajp13 JkMount /manager/*.jsp ajp13 JkMount /manager/roles ajp13 JkMount /manager/remove ajp13 JkMount /manager/undeploy ajp13 
 
 You should be able to see many familiar directives. One that you haven’t is the JkMount directive. This takes the following form: JkMount directory protocol
 
 This is the line that tells mod_jk2 what’s needed to send to Tomcat and through what means. Here you’re using the AJP 1.3 protocol, which is the protocol you noticed was set up earlier when you were examining the server.xml file. The final modification is to let Apache know about all of this. You can do that by adding a line to your httpd.conf file that includes the autogenerated mod_jk.conf file similar to this: Include $CATALINA_HOME/conf/auto/mod_jk.conf
 
 Your final stop is to create the workers.properties file that’s normally located at $CATALINA_HOME/conf/jk/. The following is a sample file that I’ll explain shortly: # BEGIN workers.properties # # Setup for apache system # # make this equal to CATALINA_HOME workers.tomcat_home=/usr/java/Jakarta-tomcat-4.1.27 # # make this equal to JAVA_HOME # For example, if using IBM Java: # workers.java_home=/usr/java/IBMJava2-131 workers.java_home=/usr/java/j2sdk1.4.1_01 ps=/ worker.list=ajp13 # Definition for Ajp13 worker # worker.ajp13.port=8009
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 Chapter 12 # change this line to match apache ServerName and Host name in # server.xml worker.ajp13.host=localhost worker.ajp13.type=ajp13 # # END workers.properties
 
 This file begins with defining where Tomcat is located as well as where your Java home is located. It next defines, using the ps=/ line, what type of operating system this file resides on. Because Java is designed to be cross platform and I’ve shown by using several examples of architecturally agnostic packages for Tomcat and some supporting files, it’s important to specify, to the system, how it should read the paths you specify. In short, ps=/ normally equates to a Unix operating system whereas a ps=\ line would equate to Windows. The lines from the ps=/ until the end of the file define a worker named ajp13. This is named obviously to define the worker responsible for AJP 1.3 communications, which is your mod_jk2 communications as shown in Listing 12-4. The file also defines the port to which the worker will send its data for communications with Tomcat. Next, the file tells what host to send the data to that will receive it. Finally, the file ends by declaring the protocol being used for communications by this worker. More workers can be defined in similar fashion if the need arises.
 
 NOTE Because the lines can often become blurred when working with multiple servers such as this on the same physical system, I’ll point out that the workers.properties file is more a file relating to mod_jk2 than to Tomcat. This distinction is further because the workers.properties file is normally located at $CATALINA_HOME/conf/jk/.
 
 Upon restart, Apache and Tomcat should now be linked and be able to communicate. As a final administrative task, you may want to add a line to the previous Tomcat script that’ll restart Apache when Tomcat restarts. Remember, now that they’re linked together, for best results, Tomcat should be started before Apache and stopped after Apache.
 
 Testing Tomcat and Apache, especially for the novice, can seem a marathon of tasks to get running, and in reality it can be tedious even for the seasoned pro. For this reason alone it’s important to test to make sure that Apache and Tomcat are communicating. Throughout your testing of these packages, your logs are critical. Know where you set up your log directories. For Tomcat, this is set up by default as $CATALINA_HOME/logs. mod_jk2 isn’t defined by default, so pay extra attention to where you’re sending your logging information. Nothing quite impedes debugging more than trying to locate a log file that’s missing in action.
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 By default, Tomcat comes preinstalled with a set of Web applications. You’ve already seen two of these in the form of the admin application and the manager app. In addition, though, there are more simple applications that come by default. These little applications take the form of some common Web-type dynamic tasks such as reading browser information and showing the date. As simple as they are, their true value comes from their usefulness in proving that everything works. First, connect to Tomcat using the standard non-Apache connection. This will show that Tomcat is operating normally: http://localhost:8080. This should bring you to the main screen showing the Tomcat logo as well as links to numerous resources. On this page, you’ll see a link to the examples pages. This page should be at http://localhost:8080/examples/. Second, try to now connect to that same page going directly through Apache: http://localhost/examples/. This should bring up the same page you just saw from Tomcat. To finally test that everything is working, try clicking the examples linked and make sure they execute, as they should without errors. If everything works well, congratulations, you now have the basic skills necessary to set up Apache with Tomcat and open the exciting and powerful world of Java to your users. If you have problems or the pages don’t come up quite right, double-check your steps and try again. Tomcat and Apache aren’t trivial to set up, but once they work correctly, they provide a powerful and useful environment.
 
 Mod_python mod_python, much like mod_perl, is a language interpreter run as a module. This has the effect of dramatically speeding up processing of Python scripts over traditional CGI access methods with the cost of having the entire interpreter loaded into memory at server start. Python is an object-oriented scripting language that allows for very fast procedures to be created. Although mostly known in the system administration arena like Perl, Python has been used prominently in several large pieces of software such as the Mailman e-mail list manager and the Zope application server.
 
 Installation To begin the installation of mod_python, there are a few prerequisite pieces of software that need to be installed and working. First, and probably the most obvious, is Python itself. If you’re using a Linux-based operating system such as Red Hat or Debian, the easiest way to install Python is to install it from the operating system disks or from a package repository such as rpmfind.net. Most Linux distributions come with a Python package. You must, however, use a version of Python that’s later than 2.2.1 or mod_python won’t work. Therefore, it may be necessary to make sure any prepackaged Python binaries that come with your operating system are up-to-date. It’s not unheard of for software shipped with the operating system to be out-of-date.
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 If you can’t get a prepackaged Python installation, or you’re using an operating system that doesn’t have Python, the following is the quick-and-dirty guide to installing Python on your machine. To begin, download the source package from http://www.python.org/download/. Execute the following commands as root: tar -zxvf Python-2.3.2.tgz cd Python-2.3.2 ./configure make make install
 
 You should notice that the previous steps were very simple. This will place Python into its default locations on your system. If you want to change the locations, however, the configure script can accommodate your desires by accepting as arguments the standard GNU configure script options as shown in Table 12-21.
 
 Table 12-21. Python Configure Script Options Argument
 
 Description
 
 --prefix=PREFIX
 
 Installs architecture-independent files in PREFIX [/usr/local] By default, `make install' will install all the files in `/usr/local/bin', `/usr/local/lib', and so on. You can specify an installation prefix other than `/usr/local' using `--prefix', for instance ` --prefix=$HOME'.
 
 --exec-prefix=EPREFIX
 
 Installs architecture-dependent files in EPREFIX [PREFIX].
 
 --bindir=DIR
 
 User executables [EPREFIX/bin].
 
 --sbindir=DIR
 
 System admin executables [EPREFIX/sbin].
 
 --libexecdir=DIR
 
 Program executables [EPREFIX/libexec].
 
 --datadir=DIR
 
 Read-only architecture-independent data [PREFIX/share].
 
 --sysconfdir=DIR
 
 Read-only single-machine data [PREFIX/etc].
 
 --sharedstatedir=DIR
 
 Modifiable architecture-independent data [PREFIX/com].
 
 --localstatedir=DIR
 
 Modifiable single-machine data [PREFIX/var].
 
 --libdir=DIR
 
 Object code libraries [EPREFIX/lib].
 
 --includedir=DIR
 
 C header files [PREFIX/include].
 
 --oldincludedir=DIR
 
 C header files for non-gcc [/usr/include].
 
 --infodir=DIR
 
 Info documentation [PREFIX/info].
 
 --mandir=DIR
 
 Man documentation [PREFIX/man].
 
 --disable-FEATURE
 
 Doesn’t include FEATURE (same as --enable-FEATURE=no). (Continued)
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 Table 12-21. Python Configure Script Options (Continued) Argument
 
 Description
 
 --enable-FEATURE[=ARG]
 
 Includes FEATURE [ARG=yes].
 
 --enable-framework[=INSTALLDIR]
 
 Builds (MacOS X | Darwin) framework.
 
 --enable-shared
 
 Disables/enables building shared Python library.
 
 --enable-toolbox-glue
 
 Disables/enables MacOS X glue code for extensions.
 
 --enable-ipv6
 
 Enables ipv6 (with ipv4) support.
 
 --disable-ipv6
 
 Disables ipv6 support.
 
 --enable-unicode[=ucs[24]]
 
 Enables Unicode strings (the default is yes).
 
 --with-PACKAGE[=ARG]
 
 Uses PACKAGE [ARG=yes].
 
 --without-PACKAGE
 
 Doesn’t use PACKAGE (same as --with-PACKAGE=no).
 
 --without-gcc
 
 Never use gcc.
 
 --with-cxx=
 
 Enables C++ support.
 
 --with-suffix=.exe
 
 Sets executable suffix.
 
 --with-pydebug
 
 Builds with Py_DEBUG defined.
 
 --with-libs='lib1 ...'
 
 Links against additional libs.
 
 --with-signal-module
 
 Disables/enables signal module.
 
 --with-dec-threads
 
 Uses DEC Alpha/OSF1 thread-safe libraries.
 
 --with(out)-threads[=DIRECTORY]
 
 Disables/enables thread support.
 
 --with-pth
 
 Ises GNU pth threading libraries.
 
 --with(out)-universal-newlines
 
 Disables/enables foreign newlines.
 
 --with(out)-doc-strings
 
 Disables/enables documentation strings.
 
 --with(out)-pymalloc
 
 Disables/enables specialized mallocs.
 
 --with-wctype-functions
 
 Uses wctype.h functions.
 
 --with-sgi-dl=DIRECTORY
 
 IRIX 4 dynamic linking.
 
 --with-dl-dld=DL_DIR
 
 GNU dynamic linking.
 
 --with-fpectl
 
 Enables SIGFPE catching.
 
 --with-libm=STRING
 
 Math library.
 
 --with-libc=STRING
 
 C library.
 
 The casual user will never use most of these options because the default configuration is normally enough. But if you need them, they’re there to customize almost every aspect of how Python gets installed. Assuming no errors, Python should now be installed systemwide for all users to execute. You’re now ready to move on.
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 The second item that’s required to use the newer functions of Python and mod_python is an Apache version newer than 2.0.40. As with Tomcat, make sure you have Apache compiled with mod_so support, configured , and working before continuing. At the time of this writing, only DSO support is provided by mod_python, so there’s no option to use it as a CGI like other interpreters. Finally, mod_python itself has to be set up. You can get the mod_python source from http://httpd.apache.org/modules/python-download.cgi. The current version, as of this writing, is mod_python-3.0.3. Download mod_python to a directory of your choosing and untar its contents. As with most Unix programs, the first step is to run the included ./configure script. In addition to the options similar to the ones outline in Table 12-21 that control where specific portions of the install is placed, there are three options you might need to use: --with-apxs=/path/to/the/apxs/program --with-apache=/path/to/apache/sources --with-python=/path/to/specific/python/binary
 
 Running this script will set up the software to be compiled on your specific machine. If you’re using a standard installation of Apache, where it’s installed in /usr/local/apache, and the Python executable is in your path, you can run the configure script without arguments because it defaults to very logical paths. Otherwise, use this form for running configure: $ ./configure \ --with-apxs=/path/to/apache/bin/apxs \ --with-python=/path/to/python/executable/python
 
 Once this script concludes, you’re now ready to make the program: $ make
 
 Finally you can run the following as root: # make install
 
 This will place the compiled module into the modules directory of your Apache 2 installation. mod_python is now installed and ready to be configured in with Apache.
 
 Configuration In configuring Apache to recognize mod_python, you must modify the httpd.conf file by telling Apache to load the module using a line such as this: LoadModule python_module modules/mod_python.so
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 You may recognize this line from other modules loaded into Apache both from earlier in this chapter and from previous chapters. By now this should be relatively standard, but if not, please review Chapters 2 through 5 where this topic is discussed much more thoroughly.
 
 Testing To make the installation complete, you should configure Apache to automatically recognize Python scripts and to process them in the appropriate way either using the httpd.conf file or using .htaccess files. Your users will appreciate this. Mod_python interprets things in a slightly different manner from other interpreters, so you must set it up slightly differently than generically using file handlers and conventional methods of associating file extensions with interpreters. mod_python doesn’t just take an appropriate file denoted by file extension and forward it on to the interpreter for processing. Python processes a file set up in the configuration whenever a request for a matching file extension is requested. As I move throughout the testing of mod_python in this section, I’ll highlight specific examples of this behavior. Just to keep things organized, for the time being, set up a specific directory where you can set up some testing scripts. I’ll use /home/html/py_testing/, assuming that /home/html is the document root. To begin, run this command: mkdir /home/html/py_testing
 
 This directory is an arbitrary place chosen because it’s directly below the document root. I chose to place this testing directory directly under the document root to allow for easy browser access, which makes testing just a little easier. In this new directory you created, create a file named hello_world_test.py. In it, place these lines, keeping in mind that form is very important with Python, so don’t add extra space or tabs: from mod_python import apache def handler(req): welcome = "Hello World!"
 
 Now in the httd.conf file, you need to add the appropriate directive to let mod_python do its work: AddHandler python_module .py PythonHandler hello_world_test PythonDebug On 
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 This directive is made up of several elements. The main Directory element as well as the AddHandler element are used the same here as anywhere else in Apache. The PythonDebug element sets, as the name suggests, whether Python will send any errors to just the logs or back to the client. With this set, the client will receive error information from Python. The next element defines the PythonHandler used in this directory. This is the element that calls the handler in the executed script. This particular example uses the default handler, but others can be used by following this form: Python*Handler
 
 where * is the desired handler. These lines, minus the lines, can also be included into an .htaccess file, if you have that enabled in your Apache configuration, for the same effect. The contents of this .htaccess file, which would then be placed in the /home/html/py_testing directory, would look like: AddHandler python_module .py PythonHandler hello_world_test PythonDebug On
 
 Both methods of setting up the directory work equally as well, but as with all choices there are costs and benefits that must be considered: The benefits of configuration in httpd.conf include the following: • Consolidates all configurations in one file • Allows .htaccess to be turned off if not needed The disadvantages of httpd.conf configuration include the following: • Configuration changes require a reboot. • Only users with write access to httpd.conf can modify configurations. The benefits of .htaccess configuration include the following: • Configuration changes on the fly. • Regular users can set up Python-enabled directories. The disadvantages of .htaccess configuration include the following: • Can adversely affect Apache server performance • Possible security risks involved with users setting up their own environments
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 It’s up to you to weigh all of these benefits and costs and decide what method makes sense for your environment. In this example, I’ll use the httpd.conf method of configuration. Because the httpd.conf file has been modified, this will require a restart of the Apache process to read the configuration changes. Once restarted, point your browser to http://localhost/py_testing/hello_world_test.py. At this time, you should see the “Hello World!” message that you added in your Python file. You could also direct your browser to http://localhost/py_testing/ goodbye_world_test.py. You might be asking yourself why and be equally surprised when you get the same “Hello World!” message from before. The reason for this is that the directory is set up, in Apache, so that any request for any URI that ends in an extension of .py will be forwarded to the hello_world_test.py file. This will happen regardless of whether the file being requested exists. The configuration directives in httpd.conf or in the .htaccess file hard-code the file to be accessed by Python. The responsibility then falls to the Python programmer to make the proper usage of this feature through careful construction of their application. You now have access to the Python language installed as a loadable module with your Apache server and can use it as you see fit.
 
 mod_ruby mod_ruby, like both mod_perl and mod_python, embed the Ruby language interpreter into the Apache server. As you’ve seen before, in the previous sections, this arrangement provides a significant speed increase by utilizing the already loaded Ruby interpreter. Ruby is an interpreted language that combines the best features of Java, such as cross-platform support and an object-oriented model with the best features of languages such as Perl, PHP, and Python, with speed of development and quick execution performance.
 
 Installation The first step involved in installing mod_ruby is to make sure there’s a working Ruby interpreter installed on your computer. You can obtain Ruby from http://www.ruby-lang.org/. The current stable version, as of the time of this writing, is 1.8.0. It should be noted that most Linux distributions come with prepackaged versions of Ruby. To install Ruby, simply follow the steps below as root. When you’re done, Ruby will be installed systemwide and installing mod_ruby will be very simple. Unpack the Source tarball into a directory of your choosing cd into the unpacked source directory ./configure make make install
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 mod_ruby should, for best performance, be loaded as a DSO under Apache 2 for most of the same reasons you’ve seen presented for other language modules in this chapter. This section will cover this installation type as well as the installation and configuration of eRuby, which is a simplified method of calling Ruby, normally in a Web page but just as likely from the command line. You can download the eRuby and mod_ruby tarballs from the mod_ruby home page at http://www.modruby.net. Once downloaded, extract the sources into a directory of your choice: $ tar -zxvf eruby-1.0.4.tar.gz $ tar -zxvf mod_ruby-1.0.7.tar.gz
 
 Next, change into the newly created eruby directory and issue the following commands as root: # ./configure.rb # make # make install
 
 Once eRuby is installed, go to the mod_ruby directory and run the following commands, which are by this time very familiar: # ./configure.rb -with-apxs=/path/to/apache/bin/apxs # make # make install
 
 Although not configured to work with Apache yet, you’re most of the way there. Unlike mod_ruby, eRuby can be run from both the command line and through the Web, similar to the way that new PHP versions have a command line component. To test eRuby, try the following command line: $ echo 'eRuby Lives as of ' | eruby
 
 The output is as follows: eRuby lives as of Wed Nov 12 19:08:44 EST 2003.
 
 Using eRuby in command line mode gives you an easy indication if the steps performed have been successful. If you get something similar to the previous output, you can breathe easy because Ruby and eRuby are working.
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 Configuration Now that mod_ruby and eRuby are installed and confirmed to be working, it’s time to tell Apache that the modules exist and how they’re to be used. To load mod_ruby, add the following line to the end of the LoadModules section of your httpd.conf. If mod_ssl is installed, be careful to put the LoadModule directive below or above the IfDefine section that’s often at the end of the LoadModules section: LoadModule ruby_module modules/mod_ruby.so
 
 At this point, once Apache has been restarted, it should have the mod_ruby modules loaded and ready to do their job. You now just need to tell Apache what to do with this module, and the integration will be complete. As opposed to telling Apache how to load a module that you’ve made available for it, this section tells mod_ruby how to behave. Add these lines to your httpd.conf file: RubyRequire apache/ruby-run SetHandler ruby-object RubyHandler Apache::RubyRun.instance Options +ExecCGI SetHandler ruby-object RubyHandler Apache::RubyRun.instance Options +ExecCGI RubyRequire apache/eruby-run SetHandler ruby-object RubyHandler Apache::ERubyRun.instance SetHandler ruby-object RubyHandler Apache::ErubyRun.instance 
 
 The previous block will invoke mod_ruby for all files that end in .rbx or for URIs that start with /ruby. The second block of this configuration activates eRuby for all .rhtml files or for URIs that start with /eruby.
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 By modifying the previous configuration block, it’s possible to customize your Ruby installation to use different file extensions or different directories. For a more in-depth discussion of the meaning of each of these directives, revisit the beginning chapters of this book.
 
 Testing Now that httpd.conf has been set up for basic mod_ruby operations, you can create some files that’ll use mod_ruby and confirm the installation is working correctly. To test mod_ruby, change into Apache’s document root and add the following to a file named ruby_test.rbx, making sure that the file extension is the same as the one defined earlier in the mod_ruby section of httpd.conf: r = Apache.request r.content_type = 'text/plain' r.send_http_header exit if r.header_only? puts 'Welcome to mod_ruby!'
 
 For the eRuby test, enter the following into a file named eruby_test.rhtml: 
 
 Now that you have two test files, there’s one last step that needs to be performed for mod_ruby scripts before you can run them. Unlike eRuby scripts, mod_ruby scripts need to be executable to run: $ chmod a+x ruby_test.rbx
 
 Finally, to confirm everything is working, point your Web browser to http:// localhost/ruby_test.rbx and then to http://localhost/eruby_test.rhtml. Both of these URLs should print the “Hello” messages to your browser. Congratulations, you have a working installation of mod_ruby and eRuby on your server.
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 Summary In this chapter you’ve examined a number of modules that extend Apache’s capabilities. I started off with WebDAV, provided by mod_dav, a standard Apache 2 module that’s also available for Apache 1.3. WebDAV provides a powerful way for suitably equipped clients to interact with an Apache-based repository, which may also happen to be a Web site. Despite its capabilities, configuring mod_dav is remarkably simple, and the promise of modules such as mod_dav_svn to integrate a complete document revision system within your server can only whet your appetite for more. The other modules in this chapter are all embedded scripting modules; they incorporate a complete interpreter within Apache that runs code directly rather than invoking it externally as CGI does. They’re also able to cache code in the server’s own memory and have complete access to Apache’s API. This permits them to implement handlers that operate at any of Apache’s request phases, notably authentication and authorization but also URI-to-pathname translation, logging, and others. I examined how to integrate Java with Apache using the Tomcat server. This introduced you to the world of Java by installing the JVM, Ant, Tomcat, and then finally mod_jk2. You were able to see the intricacies of how, using a module compiled with code native to both servers, you can make those servers communicate with each other. There are many third-party modules available for Apache; some are new to Apache 2, others are various states of migration, and some will inevitably be overtaken. A few I even covered in other chapters, notably mod_session, mod_bandwidth, and mod_fastcgi. For a short list of third-party modules, see Online Appendix G.
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 Online Appendixes The following appendixes are available in printable PDF format at http://www.apress.com/book/download.html: Appendix A: Useful RFCs Appendix B: Apache Variants Appendix C: The Apache License Appendix D: Environment Variables Appendix E: Server Side Includes Appendix F: Regular Expressions Appendix G: Third Party Apache Modules Appendix H: HTTP Headers and Status Codes Appendix I: Directives by Module Appendix J: Directives by Name You must have Adobe Acrobat or Adobe Acrobat Reader to view PDF files.
 
 841
 
 3006_Ch13_AppRef_CMP1
 
 12/14/03
 
 2:15 PM
 
 Page 842
 
 3006_Ch14_Index_CMP1
 
 12/14/03
 
 2:07 PM
 
 Page 843
 
 Index Symbol #include command, 177 $initialized variable, 784 $r->print( ) method, 786 % U option, 558 %% option, 558 %% placeholder, 443, 549 %{...}e format, 217 %{cipher}c variant, 662 %{ENV:var} format, 287 %{errcode}c variant, 662 %{errstr}c variant, 662 %{Format}t placeholder, 549 %{Header}i placeholder, 548 %{Header}o placeholder, 548 %{HTTP:header} format, 287 %{issuerdn}c variant, 662 %{label}c format, 662 %{LA-F} format, 297 %{LA-F:var} format, 287 %{LA-U} format, 289, 297 %{LA-U:var} format, 287, 288, 292 %{Note}n placeholder, 548 %{pid|tid}P placeholder, 549 %{subjectdn}c variant, 662 %{var} format, 287 %{Variable}e placeholder, 548 %{version}c variant, 662 %>s placeholder, 549 %0 placeholder token, 443 %a option, 558 %A option, 558 %A placeholder, 548 %a placeholder, 548 %b option, 558 %B option, 558 %b placeholder, 548 %c option, 558 %c placeholder, 548 %D, %t format, 217 %D format, 216, 217 %d option, 558 %D placeholder, 548 %ENV hash variable, 342 %f placeholder, 548 %H option, 558 %H placeholder, 548 %h placeholder, 548 %I option, 558
 
 %I placeholder, 548 %j option, 558 %l placeholder, 548 %M option, 558 %m option, 558 %m placeholder, 548 %-N placeholder token, 443 %N placeholder token, 443 %-N+ placeholder token, 443 %N+ placeholder token, 443 %N.-M extraction token, 444 %N.M extraction token, 444 %N.-M+ extraction token, 444 %O placeholder, 548 %p option, 558 %P placeholder, 548 %p placeholder, 548 %p placeholder token, 443 %q placeholder, 549 %r placeholder, 549 %S option, 558 %s placeholder, 549 %s value marker, 263 %T placeholder, 549 %t placeholder, 549 %U placeholder, 549 %u placeholder, 549 %V placeholder, 549 %v placeholder, 549 %W option, 558 %w option, 558 %X option, 558 %x option, 558 %Y option, 558 %y option, 558 %Z option, 558 & option, 58 */* wildcard, 249 [- code -] method, 789 [! code !] method, 789 [$ cmd arg $] method, 789 [+ code +] method, 789 [1.3] PerlHandler directive, 759 [1.3] --server-gid=GID option, 138 [1.3] --server-uid=UID option, 138 [1.3] --suexec-caller=NAME option, 138 [1.3] --suexec-docroot=DIR option, 138 [1.3] --suexec-gidmin=UID option, 138 [1.3] --suexec-logfile=FILE option, 138
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 [1.3] --suexec-safepath=PATH option, 138 [1.3] --suexec-uidmin=UID option, 138 [1.3] --suexec-umask=UMASK option, 138 [1.3] --suexec-userdir=DIR option, 138 [2.0] PerlConfigHandler directive, 759 [2.0] PerlOpenLogsHandler directive, 759 [2.0] PerlPreConnectionHandler directive, 760 [2.0] PerlProcessConnectionHandler directive, 760 [2.0] PerlResponseHandler directive, 759 [2.0] --with--server-gid=GID option, 138 [2.0] --with-server-uid=UID option, 138 [2.0] --with-suexec-caller=NAME option, 138 [2.0] --with-suexec-docroot=DIR option, 138 [2.0] --with-suexec-gidmin=UID option, 138 [2.0] --with-suexec-logfile=FILE option, 138 [2.0] --with-suexec-safepath=PATH option, 138 [2.0] --with-suexec-uidmin=UID option, 138 [2.0] --with-suexec-umask=UMASK option, 138 [2.0] --with-suexec-userdir=DIR option, 138 [CO=name:value:domain] flag, 280 [CO=name:value:domain:lifetime:path] flag, 280 [E=var:value] flag, 281 [NS] flag, 253 [S=number] flag, 281 [T=type] flag, 280
 
 Numbers 3DES method, 655 100baseT network cards, 32 101 Switching Protocol example, 265 10Base networks, 32 200—OK response, 397 300—Multiple Choices response, 251, 258 301 MovedPermanently response, 266 307—Temporary Redirect response, 265, 398 386 option, 630 401—Unauthorized response, 265, 397 403—Forbidden response, 397 404—Not Found response, 250, 305 406—No Acceptable Representation response, 251, 257 500—Internal Server Error response, 265, 269 844
 
 A -a flag, 150 -a option, 150, 151, 719 -A option, 150, 151 -A user:password Authorization header, 492 ab benchmark tool, 490–495 abusive clients, 724 accept( ) function, 386 Accept header, 248–249, 250 Accept- header, 255, 257, 259 Accept-Charset header, 249, 257, 258 AcceptConnect directive, 514 Accept-Encoding header, 239, 249, 257, 258 AcceptFilter directive, 472 Accept-Language header, 12, 250, 251, 255, 257, 258 AcceptMutex directive, 471 AcceptMutex directive, 56, 298 AcceptPathInfo directive, 315 access control conditional, 210 controlling robots with, 227–228 .access file, 159 access log, 54, 544 accesscheck.fcgi script, 397 access.conf file, 55, 156, 158, 159 AccessConfig directive, 156, 159 AccessFileName directive, 159, 164, 179 Acknowledged messages (ACKs), 15 Action directive, 235, 330–331, 350 --activate-module option, 146, 147, 148 Add command, 612 add command, 613 Add- directive, 355 add mode, 214 add variant, 611 AddAlt tag, 199, 200 AddAltByType directive, 200 AddCharSet directive, 245 AddDefaultCharSet directive, 245, 247 AddEncoding directive, 201, 237, 243, 250 AddHandler directive, 177, 235, 247, 270, 273, 328, 330–331, 349, 578 AddIcon directive, 199, 200, 201 AddIconByType directive, 200 AddInputFilter directive, 259, 356 AddLanguage directive, 215, 243, 250 AddModule directive, 118–119, 150, 300, 384, 626 --add-module option, 146, 148 AddModuleInfo directive, 582 AddOutputFilter directive, 259, 325, 356, 360, 771
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 AddOutputFilterByType directive, 241, 357 Address Resolution Protocol (ARP), 19 Add/SetInputFilter directive, 247 Add/SetOutputFilter directive, 247 AddType directive, 177, 233, 234, 236, 243, 246, 250, 259, 329, 350 Adduser command, 612 adduser command, 613 ADH key exchange algorithms, 655 ADH method, 655 admin application, 818 administrator’s e-mail address, 53 ADSS method, 655 alert log level, 542 aliases and redirection, 271–305. See also mod_rewrite aliasing CGI Scripts with ScriptAlias, 273 basic aliasing, 271–273 basic redirection, 274–276 matching misspelled URLS, 305 with regular expressions, 272 regular expressions, 276 server-side image maps, 300–305 controlling the look and feel of image map menus, 304 defining image map files, 301–303 enabling image maps, 300 setting default and base directives in the configuration, 303–304 using image maps in HTML, 305 AliasMatch directive, 136, 253, 272, 273, 277, 290, 409 ALL alias, 655 All option, 176, 177, 180 all parameter, 626 ALL_HOOKS option, 750 all-browsers variable, 240 allow and deny directives, restricting access with, 182–188 combining host-based access with user authentication, 187–188 controlling access by HTTP header, 186–187 controlling access by IP address, 184–185 controlling access by name, 183–184 controlling subnet access by network and netmask, 185–186 overriding host-based access, 188 overview, 182–183 allow directive, 597, 626 allow_call_time_pass_reference = On parameter, 804 AllowEncodedSlashes directive, 316
 
 AllowOverride AuthConfig directive, 650 AllowOverride directive, 164, 171, 175, 176, 179–180, 181 Alteon product, 532 Analog log analyzer, 561–562 building and installing, 562–563 building form interface, 563 configuring, 563–577 example analog configuration, 575–577 specifying aliases, 566 specifying configuration for specific reports, 572–573 specifying inclusions and exclusions, 566–567 specifying log files and formats, 564 specifying look and feel, 574–575 specifying output file, 564–565 specifying output format and language, 565 specifying report customizations, 569–572 specifying time range, 574 specifying which reports to generate, 567–569 logging, 561–577 AND command, 21, 22 anlghea2.h header file, 562 anlghead.h header file, 562 Anonymous <list of users> directive, 606 Anonymous directive, 606 Anonymous_LogEmail directive, 606 Anonymous_MustGiveEmail directive, 606 Anonymous_NoUserID directive, 606 Anonymous_VerifyEmail directive, 606 ANSI C compiler, 105 Ant, 810–811 ANULL method, 655 any parameter, 626 AnyForm script, 370 Apache, 72, 124. See also configuring Apache how it works, 3–7 installing, 38–50 from binary distribution, 39–41 by hand, 45–47 multiple installations, 49–50 from prebuilt packages, 41–45 from source, 41 license for, 1–2 modules, 6–7 obtaining, 38–39
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 Apache (continued) running on Unix vs.Windows, 4–5 source code of, 1 support for, 2–3 upgrading, 47–49 Apache JMeter tool, 496 Apache Monitor, 77 Apache Portable Runtime (APR), 4 Apache::Build package, 753 Apache::compat module, 756 Apache::DBI module, 784 Apache::Filter directive, 771 Apache::PerlRun module, 757, 784 Apache::ReadConfig package, 454 Apache::Registry module, 757, 782 Apache::Reload module, 781 Apache::SSI Perl module, 312 Apache::StatInc module, 757 Apache::StatINC module, 780–781 Apache::Status module, 782 APACHE_XLATE, 145, 246 ApacheConf tool, 97–99 apachectl script, 58, 74, 75, 76, 85, 86, 127, 163, 719 apache-devel package, 42, 43, 49, 148 APACHELOGFORMAT directive, 564 API_VERSION variable, 284 -appConnTimeout <seconds> option, 388, 390, 391 append mode, 214 application/pdf MIME type, 263 application/x-cgi-script, 194, 235 application/x-server-parsed media type, 235 apps directory, 639 APR (Apache Portable Runtime), 4 apr module, 108, 109 APR::Socket module, 763 apr-util module, 108, 109 apxs module, 589 apxs script, 105, 139, 153 apxs utility, 6, 43, 146 building modules with, 148–149 generating module templates with, 151 installing modules with, 150–151 overriding apxs defaults, 152–153 using apxs in makefiles, 152–153 ar tool, 141 ARGSEXCLUDE directive, 567 ARGSINCLUDE directive, 567 ARP (Address Resolution Protocol), 19 ARSA method, 655 .asc extension, 104 ASF Web site, 5 askname script, 385
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 asp_tags = Off parameter, 804 AssignUserID directive, 424, 462 AUTH_TYPE variable, 284 AuthBindDN directive, 621 AuthBindPassword directive, 621 AuthConfig override option, 180 AuthDBMGroupFile directive, 600 AuthDBMUserFile directive, 597, 600, 613 AuthDigestAlgorithm directive, 605 AuthDigestDomain directive, 604 AuthDigestNcCheck on|off directive, 605 AuthDigestNonceFormat directive, 605 AuthDigestNonceLifetime <seconds> directive, 605 AuthDigestQop auth auth-int option, 605 AuthDigestQop auth-int option, 605 AuthDigestQop auth option, 605 AuthDigestQop none option, 605 authentication. See user authentication AuthGroupFile directive, 600, 601, 602, 609, 615 AuthLDAP directive, 618 AuthLDAPAuthoritative directive, 620 AuthLDAPCertDBPath directive, 619 AuthLDAPCharsetConfig directive, 624 AuthLDAPCompareDNOnServer directive, 622 AuthLDAPDereferenceAliases directive, 623 AuthLDAPEnabled directive, 622 AuthLDAPGroupAttribute, 620 Auth/LDAPOpCacheEntry directive, 622 Auth/LDAPOpCacheTTL directive, 622 AuthLDAPRemoteUserIsDN directive, 623 AuthLDAPStartTLS on directive, 623 AuthLDAPUrl directive, 620, 621, 623 AuthName directive, 601, 603, 606 Authoritative directive, 624, 626 Authorization header, 603 AuthType Basic directive, 601 AuthType directive, 599, 601, 606 authuser item, 545 AuthUserFile directive, 597, 601, 602, 607, 620 auto option, 580–581 autoconf tool, 107, 108, 142, 143 autohandlers, 792 AutoLoad option, 780 automatic directory indices, 674–675 automatic file handle passing, disabling, 486 automatic memory-mapped files, disabling, 485 -autoUpdate configuration option, 388
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 B -b option, 123, 608 BACK commands, 572 backing up, 34–35, 725 BandWidth directive, 488 bandwidth usage, constraining, 486–490 BandWidthDataDir directive, 487 BandWidthPulse directive, 490 banner.gif file, 233 base directive, 301, 302 BASE64_FILE type, 619 belong match, 262 benchmarking Apache’s performance, 490–497 with ab tool, 490–495 external benchmarking tools, 496 with gprof tool, 495 overview, 490 strategy and pitfalls, 496–497 beos layout, 125 beos MPM, 135, 466 beshort match, 262 BIG-IP product, 532 binary distribution, configuring Apache for, 143 BinaryDistribution layout, 126, 143 binbuild.sh script, 126, 127, 143 BindAddress directive, 51, 414, 416, 426 --bindir=DIR option, 129, 696, 830 /bin/false program, 713, 714 binhex encoding type, 249 binutils package, 141 ^^BLANKICON^^ parameter, 200 blocking abusive clients, 724 Body header, 254 tag, 190 BROWINCLUDE directive, 566 BrowserMatch directive, 186, 205, 206, 207–208, 209, 210, 227 BrowserMatchNoCase directive, 205, 207 BROWSERREP directive, 568 BROWSERSUM directive, 569 BSDI layout, 125 buffer overrun, 369 build directory, 126 --build option, 141 buildconf script, 121 building Apache adding third-party modules with configure, 146–148 building modules with apxs, 148–149 generating module templates with apxs, 151 installing modules with apxs, 150–151 overriding apxs defaults and using apxs in makefiles, 152–153
 
 from source, 105–123. See also configuring Apache Apache 2 vs. Apache 1.3 configuration process, 107–110 changing module order, 118–120 checking generated configuration, 120–122 commands for, 106–107 determining which modules to include, 111–116 as dynamic server, 116–118 overview, 105 as RPM, 122–123 setting the default server port, user, and group, 110 tools needed for, 105 why to build yourself, 101–105 bus mastering, 32 byte match, 262 bytes item, 545 bzip2 format, 249
 
 C C, chain flag, 280 C flag, 283 -c flag, 607 -c option, 61, 63, 80, 149, 151, 412, 491, 551 -C option, 61, 62–63, 80, 412 Cache- directive, 260 Cache-Control header, 212, 213, 222, 525, 527, 529 Cache-Control: no-cache header, 228 CacheDefaultExpire directive, 524 CacheDirLength directive, 517 CacheDirLevels directive, 517 CacheDisable directive, 517, 526 CacheEnable directive, 516 CacheExpiryCheck directive, 526 CacheFile directive, 486 --cache-file=FILE option, 109 CacheForceCompletion directive, 525 CacheGcDaily directive, 519 CacheGcInterval directive, 518 CacheGcUnused directive, 525 CacheIgnoreCacheControl directive, 525 CacheIgnoreNoLastMod directive, 524 CacheLastModifiedFactor directive, 523 CacheMaxExpire directive, 523, 524 CacheNegotiatedDocs directive, 260, 524 CacheRoot directive, 517, 526 CacheSize directive, 520 CacheTimeMargin directive, 519 caching, 516–529 coordinating memory-based and diskbased caches, 522 847
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 caching (continued) dynamic content, 479 enabling, 516–517 external caches, 527–529 file-based, 517–519 general cache configuration, 522–526 in-memory caching, 520–522 LDAP, configuring, 618–619 negotiated content, 479–480 overview, 516 static content, 482–486 CachMemEntrySize directive, 522 cadaver utility, 728 CASE directive, 566 cc C compiler command, 105 CC option, 152 CC variable, 142 CERT Coordination Center, 364 CERT7_DB_PATH type, 619 certificate signing request (CSR), 640–642 CFLAGS option, 152 CFLAGS_SHLIB option, 152 CGI (Common Gateway Interface), 321–332. See also FastCGI aliasing scripts with ScriptAlias, 273 communication with Apache, 321–323 configuring Apache to recognize CGI scripts, 323–327 debugging CGI Scripts, 339–346 limiting CGI resource usage, 346 overview, 339–340 ScriptLog directives, 344–345 sending debug output to error log, 340 setting CGI daemon socket, 345 testing CGI Scripts from command line, 341–344 and environment variables, 662–665 filters, 354–362 configuring Apache to use, 355–357 configuring external filters, 357–361 filter options, 361–362, 361–363 overview, 354 writing user-defined filters, 362 handlers, 348–354 built-in handlers, 348 defining CGI scripts as handlers using action, 350 overview, 348 removing media types from actions, 351 setting, 349–350 simple example user-defined handler, 351–352 SSI implementation, 353–354
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 triggering CGI Scripts on media types using action, 350 ISINDEX-Style CGI scripts and command line arguments, 332–333 overview, 321 passing variables to, 204–205, 209–210 performance-tuning, 481–482 and Perl, 782–784, 785–786 scripts for customizing error messages, 267–270 setting up CGI Directory with ExecCGI, 327–329 triggering CGI Scripts on events, 330–332 and WebDAV, 740–741 writing CGI Scripts, 333–339 adding headers, 338–339 interactive scripts, 337–338 minimal script, 333–337 overview, 333 CGI scripts, 46 CGI wrappers CgiWrap, 375–377 individual CGI Scripts and wrappers, 377–380 overview, 370–371 suExec, 371–375 CGI::Carp module, 342 cgi-bin directory, 46, 273, 282, 332, 446 --cgidir=DIR option, 130 cgi-fcgi directive, 391–393 cgi-handler handler, 236 CGI.pm function, 338 cgirun, 378 cgi-script handler, 235, 348, 349, 782 CgiWrap, 371, 375–377 CgiWrapped handler, 377 charset= form, 245 CharsetDefault directive, 246, 247 CharsetSourceEnc directive, 246, 247 CHART commands, 570 Check command, 612 CheckSpelling directive, 305 childfilter directive, 356 ChildPerUserID directive, 424, 462 chroot, 709–723 explanation of, 709–710 setting up Apache for chroot operation, 711–723 configuring rest of server, 718–720 creating /bin directory, 715 creating /dev directory, 712–713 creating /etc directory, 713–714 creating /lib directory, 716–717 creating /var directory, 718
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 creating virtual root directory, 712 install other applications, 722–723 installing Apache, 715–716 installing document root, 718 running Apache, 720–721 chroot wrapper, 720 circle directive, 301, 303 Class A networks, 19, 20, 21 Class B networks, 19, 20, 21 Class C networks, 20, 21 cleanlink.pl script, 487 ClearModuleList directive, 118, 119, 120, 625, 626 ClearModulesList directive, 384 CLF (Common Log Format), 545–546 client certification, 657–670 overview, 657–659 using with user authentication, 659–670 external cryptography engine, 670 overview, 659–660 per-directory certificates, 669 SSL and logging, 660–662 SSL and virtual hosts, 666–668 SSL environment variables and CGI, 662–665 SSL proxy configuration, 668–669 client-side content, 307 Clone option, 776 CO,cookie flag, 280 collections, 728 COLS commands, 571 Comanche tool, 87–91 command prompt, starting Apache from, 60 Common Gateway Interface. See CGI (Common Gateway Interface) Common Log Format (CLF), 545–546 common.conf file, 414 common.secure.conf file, 414 CompatEnvVars parameter, 662, 664 component parameter, 654 +component parameter, 654 -component parameter, 654 !component parameter, 654 conditional custom logs, 552–553 .conf extension, 155, 158 config option, 632 config script, 629, 631, 632 config SSI command, 316 config_vars.mk, 153 config.layout, 124, 125, 131 configtest mode, 85 configtestnoroot mode, 85 configuration errors, detecting, 60 configuration files, large, 481
 
 configure --help command, 112, 135, 143 configure module, 589 configure option, 138, 152 configuring Apache, 155–229 basic configuration, 50–57 for better performance, 477–490 caching and memory mapping static content, 482–486 constraining bandwidth usage, 486–490 directives that affect performance, 477–482 build environment, 144–145 building with suExec support, 137–139 choosing layout scheme, 124–131 adding and customizing layouts, 127–128 BinaryDistribution layout, 126–127 determining Apache’s locations individually, 129–131 overview, 124–125 choosing multi processing module, 132–135 configuration files, 155–163 multiple, 157–159 overview, 155 per-directory configuration file, 159–160 processing or skiping sections of, 160–163 syntax of, 156 for virtual hosts, 156–157 controlling request and response headers, 211–222 inserting dynamic values into headers, 216–217 overview, 211–213 retrieving response headers from metadata files, 217–219 setting custom headers conditionally, 217 setting custom request headers, 215–216 setting custom response headers, 213–215 setting expiry times, 219–222 controlling robots, 225–229 controlling Server identification header, 223–224 for cross-platform builds (Apache 2), 140–142 decisions about server, 50–54 directory listings, 188–202, 199–201 assigning descriptions, 202–203 assigning icons, 199–201 controlling sort order, 197–199
 
 849
 
 3006_Ch14_Index_CMP1
 
 12/14/03
 
 2:07 PM
 
 Page 850
 
 Index
 
 configuring Apache, (continued) directory listings controlling which files are seen with IndexIgnore, 196 enabling and disabling directory indices, 189–190 how mod_autoindex generates HTML page, 190–196 overview, 188–189 environment variables, 203–211 caveats with SetEnvIf vs.SetEnv, 210–211 conditional access control, 210 detecting robots with BrowserMatch, 209 overview, 203–204 passing variables to CGI, 209–210 setting, unsetting, and passing variables from shell, 204–205, 205–207 setting variables with mod_rewrite, 211 special browser variables, 207–209 layout, 124 library and include paths configuration, 143–144 master configuration file, 55 options and overrides, 176–182 enabling and disabling features with options, 176–179 overriding directives with perdirectory configuration, 179–182 overview, 176 overview, 5, 155 for production or debug builds, 142–143 restricting access with allow and deny, 182–188 combining host-based access with user authentication, 187–188 controlling access by HTTP header, 186–187 controlling access by IP address, 184–185 controlling access by name, 183–184 controlling subnet access by network and netmask, 185–186 overriding host-based access, 188 overview, 182–183 rules, 135–136 sending content as-is, 222–223 sending content digest, 224–225 structure of configuration, 163–175 container combination with contents, 174–175 850
 
 container directives, 164–168 container scope and nesting, 172–174 directive types and locations, 168–171 legality of directives in containers, 175 overview, 163–164 where directives can go, 171–172 supporting files and scripts configuration, 139–140 CONNECT request, 514–515 Connection header, 12 Connector element, 814 Connector XML block, 817 Console Window, 80–81 container directives, 164–168 legality of, 175 merging of, 174–175 scope and nesting, 172–174 Container tags directive, 164 content digest, sending, 224–225 content handler, 760 content handling and negotiation, 231–264 content negotiation, 248–256 Accept header, 248–249 Accept-Charset header, 249 Accept-Encoding header, 249 Accept-Language header, 249 with MultiViews, 250–256 overview, 248 with type maps, 252–256 file character sets, 245–247 file encoding, 236–243 compressing documents automatically, 238–241 customizing compression, 241–243 overview, 236–238 file languages, 243–244 file permutations and valid URLs with MultiViews, 256–260 file types, 232–236 handling URLs with extra path information, 247–248 magic MIME types, 260–264 overview, 231–232 Content headers, 213, 243 ContentDigest directive, 215, 224 Content-Encoding header, 236, 239, 255 Content-Language header, 13, 255 Content-Length header, 8, 13, 255, 258, 520 Content-MD5 header, 224 Content-Type header, 8, 254 and CGI scripts, 333, 339 and file character sets, 245
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 and file types, 232, 233 and rewrite maps use, 293 and sending content as-is, 223 Context element, 814 contexts, 818 cookie tracking. See mod_usertrack CookieDomain directive, 586, 604 CookieExpires directive, 585 CookieFormat directive, 586–587 CookieName directive, 586 CookiePrefix directive, 586, 587 CookieStyle directive, 587 CookieTracking directive, 584–585 COPY method, 730 core.c module, 162 CoreDumpDirectory directive, 57, 168 Count.cgi script, 370 crit log level, 542 cross-platform builds, 140–142 .crt file, 639 crypt system call, 608, 610 CSR (certificate signing request), 640–642 .csr file, 639 Custom Variables environment variable, 204 CustomLog directive, 217, 418, 436, 547, 550, 552, 557, 588 CVS, 109
 
 D -d expression, 286 -D flag, 607 -D name=value option, 149 -D name option, 61 -D option, 44, 50, 63, 63–65 -d option, 65, 66, 412, 609, 610, 774 -D option, 70, 71, 80, 96, 145, 160, 413, 630 daemon syslog, 719 DAILYREP directive, 568 DAILYSUM directive, 568 Darwin layout, 125 Data Link level, 17 __DATA__ function, 786 --datadir=DATADIR option, 130 --datadir=DIR option, 696, 830 Date header, 8, 12, 213, 215, 223 date item, 545 date match, 262 DATE_GMT variable, 313 DATE_LOCAL variable, 313 DAV lock time, 735–736 DavDepthInfinity directive, 737 DavMinTimeOut directive, 735 .db file, 99
 
 DBM database, 144, 294–295 .dbm file, 99, 294 dbmmanage command, 611, 612, 613 dbmmanage script, 105, 139, 611–614 dbmmanage utility, 609 dbmmange script, 611, 614 dbm:path type, 648 debug builds, 142–143 debug log level, 542 debug option, 162 -debug option, 642 debugging CGI Scripts, 339–346 limiting CGI resource usage, 346 overview, 339–340 ScriptLog directives, 344–345 sending debug output to error log, 340 setting CGI daemon socket, 345 testing CGI Scripts from command line, 341–344 DebugLevel option, 361 DebugRewrite, 160 DECLINE option, 761 DECPOINT directive, 574 default directive, 301 default error log, 53–54 .default extension, 45, 48 default virtual hosts, 427–429 DefaultAlt directive, 201 DefaultEncoding directive, 237 DefaultIcon directive, 199, 201 DefaultLanguage directive, 243, 245, 251 DefaultType directive, 234, 235, 236 Deflate filter, 239, 354, 360, 361 DeflateCompressionLevel directive, 241, 242 DeflateFilterNote directive, 241, 242 DeflateMemLevel directive, 241, 242 DeflateWindowSize directive, 241, 242 Delete command, 612 DELETE method, 731 demilitarized zone (DMZ), 708–709 Denial of Service (DOS) attacks, 16, 363–364 deny directive. See allow and deny directives DES method, 655 -des3 flag, 646 -des3 option, 640 DESTDIR argument, 107, 715 /dev directory, creating, 712–713 -devel package, 122 /dev/null device, 712–713 DH key exchange algorithm, 655 digest types, 655 DigestQoP directive, 604 dimensions, 232, 257
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 Direct Memory Access (DMA), 32 directives allowed locations, 171–172 with both global and local scope, 169 container directives, 164–168 legality of, 175 merging of, 174–175 scope and nesting, 172–174 with only local scope, 169–171 server-level, 168 directory listings, 188–202 enabling and disabling directory indices, 189–190 overview, 188–189 ^^DIRECTORY^^ parameter, 200 container directive, 165–166 and authentication, 170 and combining and inheriting indexing options, 193 and container scope and nesting, 172–174 and cookies, 586 disabling overrides, 181 and external caches, 528 and file character sets, 246–247 and file encoding, 238 and .htaccess merging with the server configuration, 179 and inheriting and overriding options, 178 and legality of directives in containers, 175 and location of directives, 171 and mod_perl, 451 and security in ScriptAliased directories, 327 and setting up CGI directory with ExecCGI, 327–329 and SSI, 310 and triggering CGI scripts on Events, 330 URL matching with, 502–504 DirectoryIndex directive, 177, 189–190, 253 container, 166, 174 DIRSUFFIX directive, 566 --disable option, 107 disable_classes = parameter, 805 disable_functions = parameter, 805 --disable-cgi option, 799 --disable-cli option, 799 --disable-expat, 135 --disable-ipv6 option, 831 --disable-libtool-lock option, 798 --disable-mods-shared option, 118 --disable-modules option, 112
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 --disable-path-info-check option, 799 --disable-rpath option, 798 --disable-rule option, 135 --disable-short-tags option, 799 --disable-url-fopen-wrapper option, 798 Disallow field, 226 disaster recovery, 725 display_errors = On parameter, 806 display_startup_errors = Off parameter, 806 Distributed Authoring and Versioning protocol, 727 DMA (Direct Memory Access), 32 DMZ (demilitarized zone), 708–709 DNS (Domain Name System) query servers, 21 DNS lookups, 184, 477–478 DNSSL_SERVER_I_DN variable, 663 DO_INTERNAL_REDIRECT option, 751 DOCUMENT_NAME variable, 313 DOCUMENT_PATH_INFO variable, 313 DOCUMENT_ROOT variable, 284, 369 DOCUMENT_URI variable, 313 DocumentRoot directive, 45, 90, 418, 437 document.var file, 255 DOMAIN directive, 568 Domain Name System (DNS) query servers, 21 DOMEXCLUDE directive, 567 DOS (Denial of Service) attacks, 16, 363–364 double-reverse DNS lookup, 681 downgrade-1.0 directive, 208 DSO_MODULES dynamic module, 153 DSS alias, 655 DUMP_VHOSTS definition, 70, 163 -DUSE_PERL_SSI flag, 312 dynamic content, 307–403. See also CGI (Common Gateway Interface); FastCGI caching, 479 overview, 307–308 and security, 363–381, 365–369. See also CGI wrappers advice on the Web, 364 CGI security issues, 363–364 example of insecure CGI Script, 365–369 known insecure CGI scripts, 370 overview, 363 security checklist, 380–381 security issues with Apache CGI configuration, 364–365 Server-Side Includes (SSIs), 308–320 caching server-parsed documents, 319
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 enabling, 309–311 format of SSI commands, 311–312 identifying server-parsed documents by execute permission, 320 overview, 308 passing trailing path information to, 315–316 setting date and error format, 316–317 SSI command set, 312 SSI variables, 312–314 templating with, 317–319 dynamic linking support, 105 dynamic scripts, 386–387 dynamic virtual hosting, 441–454 generating configuration files with mod_perl, 449–454 mapping hostnames dynamically with mod_rewrite, 448–449 mass hosting with virtual-host aliases, 441–448 basic virtual-host aliasing, 441–442 constraining aliased virtual hosts with virtual host container, 447–448 keeping hosts in subdirectories, 442–446 logging aliased virtual hosts, 446–447 overview, 441 virtual script aliasing, 446 overview, 441
 
 E -e csvfile output option, 494 E, env flag, 281 E flag, 206 -e option, 65, 66, 150, 494 -E option, 65, 66, 73 echo mode, 213, 214, 215, 216, 217 Eddie project, 537 EDH key exchange algorithm, 655 else construct, 162 e-mail address, administrator’s, 53 email directive parameter, 513 EmbPerl, 789–790 emerg log level, 65, 542 --enable option, 107, 108, 111, 117, 118, 777 --enable-assert-memory option, 142 --enable-charset-lite option, 246 --enable-debug option, 142, 798 --enable-deflate option, 238 --enable-discard-path option, 799
 
 --enable-embed[=TYPE] option, 799 --enable-expat option, 135 --enable-fastcgi option, 799 --enable-fast-install[=PKGS] option, 798 --enable-FEATURE[=ARG] option, 831 --enable-force-cgi-redirect option, 799 --enable-framework[=INSTALLDIR] option, 831 --enable-gnome-askpass option, 696 --enable-ipv6 option, 831 --enable-layout option, 108 --enable-libgcc option, 798 --enable-magic-quotes option, 799 --enable-maintainer-mode option, 142 --enable-memory-limit option, 798 EnableMMap directive, 485 --enable-mods-shared option, 116 --enable-mods-static option, 118 --enable-module option, 111, 112, 113, 116, 633, 634 --enable-module=rewrite option, 117 --enable-module=so option, 635 --enable-modules option, 112, 113, 116 --enable-modules="auth_dbm rewrite vhost_alias" option, 107 --enable-profile option, 142 --enable-rewrite option, 107 --enable-rewrite=shared option, 107 --enable-rule option, 135, 670 --enable-rule=EAPI option, 633 --enable-safe-mode option, 798 EnableSendfile directive, 486 --enable-shared option, 116, 634, 635, 831 --enable-shared[=PKGS] option, 798 --enable-sigchild option, 798 --enable-static[=PKGS] option, 798 --enable-static-ab option, 140 --enable-static-checkgid option, 140 --enable-static-htdbm option, 140 --enable-static-htdigest option, 140 --enable-static-htpasswd option, 140 --enable-static-logresolve option, 140 --enable-static-rotatelogs option, 140 --enable-static-support option, 140 --enable-suexec option, 108, 137 --enable-toolbox-glue option, 831 --enable-unicode[=ucs[24]] option, 831 --enable-v4-mapped option, 142 encoding files. See file encoding __END__ function, 786 engine = On parameter, 804 Engine element, 814 -engine option, 670 entropy, 644 ENULL method, 655
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 env.conf variable, 158 environment, 793 environment variables, 203–211 caveats with SetEnvIf vs.SetEnv, 210–211 and CGI, 662–665 conditional access control, 210 detecting robots with BrowserMatch, 209 overview, 203–204 passing variables to CGI, 209–210 and security, 368–369 setting, unsetting, and passing variables from shell, 204–207 setting variables with mod_rewrite, 211 special browser variables, 207–209 values, 652 env-var variable, 216 envvars file, 127 error and response handling, 264–271 error and response codes, 265–266 ErrorDocument directive, 266–270 overview, 264–265 error directive, 302 error level, 544 error logs, 539, 540–541, 542 error parameter, 304 error_append_string = "" parameter, 806 error_log = filename parameter, 806 error_log = syslog parameter, 806 error_prepend_string = "" parameter, 806 error_reporting = E_ALL & ~E_NOTICE parameter, 806 --errordir=DIR option, 130 ErrorDocument directive, 223, 265, 266, 270, 271, 514 ErrorHeader directive, 215 ErrorHeaders directive, 213 ErrorLog directive, 45, 53, 418, 436, 541 error.log file, 81 errors directory, 270 eRuby directory, 836–837 eruby_test.rhtml file, 838 escape( ) function, 298, 299, 342 Etag header, 8, 527–528 /etc directory, creating, 713–714 /etc/group file, 616 /etc/passwd file, 616 EVERYTHING option, 750 Excite Web Search Engine script, 370 excluded directives, 426 --exclude-from option, 705 exec cgi command, 676
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 exec parameter, 646 --exec_prefix option, 131 ExecCGI directive, 327–329 ExecCGI option, 176, 177, 273, 323 --exec-prefix=EPREFIX option, 129, 696, 830 exit( ) function, 786 EXP method, 655 Expat XML parser, 121 EXPERIMENTAL option, 750 Expires directive, 222 Expires header, 13, 213, 219, 220, 222, 319, 527 ExpiresActive directive, 219 ExpiresByType directive, 215, 219, 220, 221, 222 ExpiresDefault directive, 219, 220, 221, 222, 227 Expiry header, 220 expiry times, 220, 221 ExportCertData option, 664 ExportCertData variable, 662 expose_php = On parameter, 806 Extended Server-Side Includes (XSSI), 312 ExtendedStatus directive, 481, 579–580 extending Apache, 727–839. See also Perl; PHP ISAPI (Internet Server Application Programming Interface), 741–746 configuring ISAPI extensions, 743–744 handling asynchronous ISAPI extensions, 746 logging ISAPI extensions, 745–746 overview, 741–742 preloading and caching ISAPI extensions, 746 setting maximum initial request data size, 744 supported ISAPI support functions, 742–743 overview, 727 WebDAV, 727–741 adding to Apache, 728–729 configuring Apache for, 731–733 configuring DAV lock time, 735 –736 cooperating with CGI, 740–741 limitations of file-based repositories, 736 multiple access through different URLs, 738–740 overview, 727 protecting WebDAV servers, 737 read and write access through same URL, 737–738
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 restricting options and disabling overrides, 734 and virtual hosts, 735 WebDAV protocol, 729–731 extensions. See file extensions external cryptography engine, 670 external script, 391 ExtFilterDefine directive, 357 ExtFilterOptions directive, 361 extra directory, 147 EXTRA_ definitions, 144 extraction tokens, 444
 
 F -F expression, 286 -f expression, 286 F, forbidden flag, 279 -f option, 44, 49, 58, 60, 63, 66, 78, 80, 155, 414, 630, 774 -F option, 61, 66, 67, 71 FAILHOST directive, 568 FAILREF directive, 568 FAILURE directive, 568 FAILUSER directive, 569 FAILVHOST directive, 569 fake404.cgi script, 190 FakeBasicAuth option, 659 Fallback argument, 251 FancyIndexing option, 191 FastCGI application types, 387–393 authorizing requests with, 395–403 authentication/authorization script example, 398–402 coordinating FastCGI authentication with other authentication stages, 403 implementing authentication scripts, 397–398 building and installing, 384 configuring Apache To use, 384–385 versus embedded scripting, 383 filtering with, 395 other FastCGI roles, 394–395 overview, 381–382 roles and application types, 383 running CGI under, 385–387 running FastCGI Scripts with CGI wrappers, 394 setting socket name and directory for FastCGI scripts, 393–394 FastCgiAccessChecker directive, 395 FastCgiAuthenticator directive, 395, 396 FastCgiAuthorizer directive, 395 FastCgiConfig directive, 387–388
 
 FastCgiExternalServer directive, 391 FastCgiIpcDir directive, 393 fastcgi-script handler, 348 FastCgiServer directive, 389–390 FastCgiWrapper directive, 394 fault tolerance, 529–532 FCGI_APACHE_ROLE variable, 398 fcntl lock type, 471 fcntl system call, 298 file encoding, 236–243 compressing documents automatically, 238–241 customizing compression, 241–243 overview, 236–238 file extensions defining icons and text by, 199–200 filtering by, 355–356 file permissions, 678–679 file system–based repository, 728 File Transfer Protocol (FTP), 23, 24, 690 file utility, 260 FILEALIAS directive, 566 FileETag directive, 528 file(filename) feature, 724 FILEINCLUDE directive, 566 FileInfo override, 180, 181, 277 Files directive, 674 container, 166, 171, 173, 174, 196, 238, 244, 327–328 FilesMatch option, 675 container, 167, 174 files.pl script, 370 FILETYPE directive, 568 filter script, 594 FilterConnectionHandler filter, 772 FilterResponseHandler filter, 772 filters, 354–362 configuring Apache to use, 355–357 configuring external filters, 357–361 filter options, 361–362, 361–363 overview, 354 writing user-defined filters, 362 findutils package, 122 firewalls, 706–709 FIVEREP directive, 568 FIVESUM directive, 568 flock( ) function, 342 flock lock type, 471 flock system call, 298 FLOOR commands, 570 Floor directive, 571 -flush configuration option, 388, 390, 391 FoldersFirst option, 191, 197, 198 FollowSymLinks option, 175, 176, 177, 178, 190, 291, 478, 676 FOOTERFILE directive, 574
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 ForceLanguagePriority directive, 251 ForceLanguagePriority Fallback directive, 257 ForceLanguagePriority Prefer directive, 258 force-no-vary directive, 208 force-response-1.0 directive, 208 ForceType directive, 194, 234, 235 formatted directive, 304 FormMail script, 370 forwarding proxied URLs, 504–506 forward-proxying, 499, 508 FreeBSD, 30, 42 Freequalizer tool, 537 friendly.com domain, 488 FROM directive, 574 FTP (File Transfer Protocol), 23, 24, 690 ftpd process, 24 ftype parameter, 361 fullstatus option, 86
 
 G -g gnuplotfile output option, 494 G, gone flag, 279 -g option, 151, 494 g option, 774 -gainValue configuration option, 388 garbage collection, 518 gateways, 19 Gc directive, 518 gcc compiler, 105, 141 GDSF (Greedy Dual Size) strategy, 521 generator.cgi CGI script, 248 generic invocation options, 62–73 genvhosts.pl script, 454 GET method, 172, 211, 616, 730 GET requests, 85, 332, 476–477 GET-driven scripts, 336–337 GIF images, 199–200 gmon.out file, 495 GNU layout, 125 GNU parameter, 125 Gnutella, 14 gone symbolic name, 275 GOTOS directive, 574 GPG, 104–105 gprof tool, 145, 495 GprofDir directive, 145, 495 GRAPH commands, 570 graphical configuration tools, 86–100 ApacheConf, 97–99 Comanche, 87–91 LinuxConf, 91 overview, 86–87 TkApache, 91
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 Webmin, 91–97 accessing, 92–97 installing, 92 overview, 91 Greedy Dual Size (GDSF) strategy, 521 Group directive, 52, 55, 57, 137, 373–374, 422, 424 group file, 713 groupadd command, 52 gunzip command, 564 gzip format, 41 gzip-only-text/html variable, 209, 241
 
 H -H header:value option, 492 -h option, 61, 67, 68, 491, 720 h option, 774 handlers, 348–354 built-in handlers, 348 defining CGI scripts as, 350 overview, 348 removing media types from actions, 351 setting, 349–350 simple example user-defined handler, 351–352 SSI implementation, 353–354 triggering CGI scripts on media types using action, 350 hardware. See server hardware HEAD command, 83, 84 HEAD method, 730 tag, 190, 227 Header directive, 213, 215, 216, 217, 222, 223, 237, 510, 528 HEADER file, 194–195, 196 Header Variables environment variable, 203 HEADERFILE directive, 574 HeaderName directive, 194 Heartbeat Monitor, 537 hello.var file, 255 --help option, 109 HIGH method, 655 high slack line, 435
 
 -host :<port> option, 391 HOST directive, 568 Host element, 814 Host: header, 439 host item, 545 --host option, 141 HOSTALIAS directive, 566 host-based access, 187–188 HOSTINCLUDE directive, 566
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 hosting Web sites, 405–455. See also dynamic virtual hosting default virtual hosts, 427–429 implementing user directories with UserDir, 406–410 alternative methods, 409–410 enabling and disabling specific users, 407–408 redirecting users to other servers, 408–409 IP-based virtual hosting, 414–426 configuring what Apache listens to, 416–418 defining, 418–421 excluded directives, 426 overview, 414 separate network cards, 415 and server-level configuration, 421–422 specifying virtual host user privileges, 422–425 virtual interfaces, 415–416 issues affecting virtual hosting, 434–440 handling HTTP/1.0 clients with name-based virtual hosts, 439–440 log files and file handles, 434–436 overview, 434 secure HTTP and virtual hosts, 437–438 virtual hosts and server security, 436–437 name-based virtual hosting, 428–433 defining, 428–430 defining default host for namebased virtual hosting, 430–431 server names and aliases, 430 overview, 405–406 separate servers, 410–414 restricting Apache’s field of view, 411 sharing external configuration files, 413–414 specifying different configurations and server roots, 412 starting from same configuration, 412–413 HOSTNAME directive, 574 HostName lookups, 477–478 hostname, restricting access by, 680–681 HostNameLookups directive, 206, 478 hostname:port argument, 647 HOSTURL directive, 574 Hotmail script, 370 HOURLYREP directive, 568
 
 HOURLYSUM directive, 568 .htaccess directive, 174 .htaccess file, 159, 480–481 and AllowOverride directive, 176 directives permitted in, 171 disabling, 181–182 and IndexIgnore directive, 196 and indexing options, 193 and inheriting and overriding options, 178–179, 180, 181 location of, 155 merging with container directives, 174–175 merging with server configuration, 179 and mod_python, 834–835 and mod_rewrite, 277, 278, 290, 291, 292 and mod_speling, 305 and overriding host-based access, 188 and securing access to server information, 583 and server-level directives, 168 and setting handlers, 349 using authentication directives in, 601 htdbm, 609, 610–611, 614 htdigest utility, 614 --htdocsdir=DIR option, 130 HTML controlling robots in, 227 embedding Perl in, 789–794 EmbPerl, 789–790 Mason, 790–792 Template Toolkit, 792–794 in error messages, 267 using image maps in, 305 HTML tables, 195–196 html_errors = Off parameter, 806 tag, 190 HTMLTable indexing option, 191 htpasswd script, 49, 170 htpasswd utility, 606–610, 614 HTTP daemon, 4 HTTP header fields, 12 HTTP headers, 12 HTTP (Hypertext Transfer Protocol), 7–13 HTTP headers, 12–13 HTTP requests and responses, 7–12 overview, 7 HTTP limit directives, 475–477 HTTP Referer header, 584 HTTP_COOKIE variable, 284 HTTP_FORWARDED variable, 284 HTTP_HOST variable, 284 HTTP_PROXY_CONNECTION variable, 284 HTTP_REFERER variable, 284
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 HTTP_USER_AGENT variable, 284 httpd command, 162 httpd file, 48 httpd-2.0 module, 108, 109 httpd.conf file, 45, 47, 55, 110, 156, 157, 639 httpd/send-as-is MIME type, 222 httpd.spec file, 122, 123 httpd-ssl package, 43, 123 httperf tool, 496 HTTP-related performance directives, 472–475 HTTPS variable, 663 HTTPS_CIPHER variable, 664 HTTPS_EXPORT variable, 664 HTTPS_KEYSIZE variable, 664 HTTPS_SECRETKEYSIZE variable, 664 hybrid (multiprocess/multithreaded) servers, 460 Hypertext Preprocessor. See PHP Hypertext Transfer Protocol. See HTTP (Hypertext Transfer Protocol)
 
 I -i option, 71, 72, 73, 150, 151, 492, 774 -I option, 62, 143 IANA (Internet Assigned Numbers Authority), 232 IBM’s WebSphere product, 2 ICMP (Internet Control Message Protocol), 14 Icon directive, 201 icon directory, creating, 200–201 IconHeight= option, 191 icons assigning, 199–201 creating icon directory, 201 defining, 199–201 IconsAreLinks option, 191 --iconsdir=DIR option, 130 IconWidth= option, 191 IDEA method, 655 ident item, 545 IdentityCheck directive, 551 -idle-timeout <seconds> option, 388, 390, 391 if construct, 261 ifconfig command, 416 ifconfig utility, 26, 27, 28, 36. See also networking tag, 162 directive, 63, 160, 161, 162, 163, 168 directive, 160, 161, 162, 163, 168, 758
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 if-then-else conditions, 285 ignore_repeated_errors = Off parameter, 806 ignore_repeated_source = Off parameter, 806 IgnoreCase option, 191, 192, 197, 198 IgnoreClient option, 198 IMAGEDIR command, 576 IMAGEDIR directive, 574 images, 290 imap directive, 301–302 ImapBase directive, 302, 303, 304 ImapDefault directive, 303, 304 Imap-file handler, 300, 348 ImapMenu directive, 303, 304 tag, 199 implicit_flush = Off parameter, 804 Import command, 612 Include directive, 155, 156 and multiple configuration files, 157, 158, 159 and separate servers, 411 and sharing external configuration files, 413, 414 include paths configuration, 143–144 include virtual command, 676 INCLUDEDIR option, 152 --includedir option, 143 --includedir=DIR option, 130, 830 Includes filter, 235, 309, 310 Includes option, 177, 195 IncludesNOEXEC filter, 309 IncludesNoExec option, 177, 677 /index.cgi file, 190 Indexes option, 177, 180, 189 index.htm file, 81, 189, 190 index.html file, 81, 189, 190, 253 IndexIgnore directive, 195, 196, 202 indexing options, 191–196 IndexOptions directive, 177, 191, 193, 203 IndexOrderDefault directive, 197, 198 index.par file, 151 index.php file, 807 indices, enabling and disabling directory, 189–190 inetd, 24, 51–52, 686–687, 689, 692 in.exclude file, 705 info log level, 542 info2www script, 370 --infodir=DIR option, 130, 830 information flow, 726 -initial-env name=value... option, 388 -initial-start-delay <seconds> option, 388 -init-start-delay <seconds> option, 390 in-memory caching, 520–522 input filter, 354
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 install-bindist.sh script, 45, 48, 49, 126 installing Apache, 38–50 from binary distribution, 39–41 by hand, 45–47 multiple installations, 49–50 from prebuilt packages, 41–45 from source, 41 instream parameter, 243 Internal ServerError, 269 Internet Assigned Numbers Authority (IANA), 232 Internet connection, 32–33 Internet Control Message Protocol (ICMP), 14 Internet Service Providers (ISPs), 3–4 INTSEARCHQUERY directive, 569 INTSERACHWORD directive, 569 invocation options, 60–73 Apache 1.3 foreground option, 61 Apache 2 debugging options, 61 generic invocation options, 62–73 HTTPD invocation command line options, 61 Windows-specific options, 62 IP address controlling access by, 184–185 restricting access by, 680–681 IP aliasing method, 415 IP spoofing, 680 IP-based virtual hosting, 405, 414–426 configuring what Apache listens to, 416–418 defining, 418–421 excluded directives, 426 overview, 414 separate network cards, 415 and server-level configuration, 421–422 specifying virtual host user privileges, 422–425 virtual interfaces, 415–416 ipconfig command, 26 IPv4 protocol, 19, 20 IPv6 protocol, 25–26. See also networking IRIX32 rule, 135 IRIXNIS rule, 135 IS_SUBREQ variable, 284 ISALogNotSupported directive, 745 ISAPI (Internet Server Application Programming Interface), 741–746 configuring ISAPI extensions, 743–744 handling asynchronous ISAPI extensions, 746 logging ISAPI extensions, 745–746 overview, 741–742
 
 preloading and caching ISAPI extensions, 746 setting maximum initial request data size, 744 supported ISAPI support functions, 742–743 ISAPIAppendLogtoError directive, 745 ISAPIAppendLogToQuery directive, 745 ISAPICacheFile directive, 746 ISAPIFakeAsync directive, 746 isapi-isa handler, 348 ISAPILogNotSupported directive, 745 ISAPILogSupported directive, 745 ISAPIReadAheadBuffer directive, 744 element, 332, 677 ISINDEX-style CGI scripts, 332–333, 677 ISMAP attribute, 305 ISPs (Internet Service Providers), 3–4
 
 J jasearch.pl script, 370 JkMount directive, 827
 
 K -k install command, 71 -k install option, 62 -k option, 71–72, 78, 491 -K option, 630 -k restart command, 72 -k restart option, 62 -k shutdown option, 62 -k start command, 72 -k start option, 62 -k stop command, 72 -k stop option, 62 -k uninstall command, 71, 72 -k uninstall option, 62 KDHd key exchange algorithm, 655 KDHr key exchange algorithm, 655 kEDH key exchange algorithm, 655 KeepAlive directive, 85, 168, 473 KeepAlive option, 492 kernel limit, 434 KEYS file, 104 Keywords tag, 229 kHTTPd server, 483 kill command, 56, 74 -killInterval <seconds> option, 388 KRSA key exchange algorithm, 655
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 L -l expression, 286 L flag, 277, 282 L, last flag, 280 -L libdir option, 149 -l option, 61, 67–68, 610, 630, 702 -L option, 61, 68, 143, 630 LanguagePriority directive, 251, 252, 258 LargeFileLimit directive, 488 LAST_MODIFIED variable, 313 Last-Modified. Expires entity header, 13 Last-Modified header, 8, 13, 319, 527 LASTSEVEN directive, 574 latency, 472 layout scheme, choosing, 124–131 BinaryDistribution layout, 126–127 determining Apache’s locations individually, 127–128, 129–131 overview, 124–125 layout.conf file, 127 ld tool, 141 LD_LIBRARY_PATH variable, 69, 127 LD_SHLIB option, 152 LDAP authentication, 617–624 configuring, 620–624 configuring LDAP caching, 618–619 overview, 617 LDAPCacheEntries directive, 618, 619 LDAPCacheTTL directive, 618 LDAPCertDBPath directive, 623 LDAPGroupAttribute directive, 621 LDAPGroupAttributeIsDN directive, 621 LDAPOpCacheEntries directive, 619 LDAPSharedCacheSize directive, 619 ldap-status handler, 619 LDAPTrustedCA directive, 619, 623 ldd command, 722 ldd program, 716 LDFLAGS_SHLIB option, 152 leader MPM, 4, 132, 133, 460 Least Recently Used (LRU), 521 ledate match, 262 lelong match, 262 leshort match, 262 /lib directory, creating, 716–717 --libdir option, 143 --libdir=DIR option, 130, 830 LIBEXECDIR option, 152 --libexecdir option, 150 --libexecdir=DIR option, 129, 696, 830 library configuration, 143–144 LIBS_SHLIB option, 152 libtool, 108 licenses, of operating systems, 34 Limit override option, 180, 181, 188
 
 860
 
 container directive, 165, 171–172, 174, 175, 505, 616 container, 165, 171, 737–738 LimitInternalRecursion [<subrequests>] directive, 477 LimitInternalRecursion directive, 290 LimitRequestBody directive, 475 LimitRequestFields directive, 476 LimitRequestFieldSize directive, 476 LimitRequestLine directive, 476–477 Limits override, 188 LimitXMLRequestBody directive, 475–476 LimitXMLRequestBody directive, 737 Linux, 30, 42 Linux Virtual Server, 537 LinuxConf tool, 91 Listen directive, 51, 80, 82, 414, 417–418, 426, 427 ListenBacklog directive, 470 -listen-queue-depth option, 388 -listen-queue-depth <requests> option, 390 Lists operator, 651 LoadFile directive, 136 directive and authentication order, 626 and changing module order, 118 and conditional configuration, 161 and configuring Apache to Use FastCGI, 384 and installing modules with apxs, 150 and mod_ruby, 837 and SSL, 638 --localstatedir=DIR option, 696, 830 --localstatedir=LOCALDIR option, 130 container directive, 167 and conditional custom logs, 553 and configuring cookie name and domain, 586 and container scope and nesting, 172 and forwarding proxied URLs, 505 and indexing options, 194 and inheriting and overriding options, 178 and legality of directives in containers, 175 and location of directives, 171 and refining container scope, 173 container directive, 167, 174, 506, 553
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 LOCK method, 730 LockFile directive, 56 log_errors = Off parameter, 806 log_errors_max_len = 1024 parameter, 806 LOGFILE directive, 564 --logfiledir=DIR option, 131 LogFormat directive, 243, 546, 550, 564 Logger element, 814 logging, 480, 539–577. See also Analog log analyzer; user tracking driving applications through logs, 554–556 error log, 540–541 errors to system log, 542–544 importance of maintaining logs properly, 723–724 log files and security, 540 log rotation, 556–560 rotating logs externally, 559–560 rotating logs from Apache, 556–558 logging errors to system log, 542–544 overview, 539–540 server information, 577–583 accessing status page, 580–581 overview, 577 securing access to, 582–583 server info, 581–582 server status, 578–581 session information, 593 setting log level, 541–542 and SSL, 660–662 transfer logs, 544–554 combining multiple logs, 553–554 Common Log Format (CLF), 545–546 conditional custom logs, 552–553 custom logs, 550 defining log formats, 546–549 gleaning extra information about the client, 550–552 overview, 544–545 what you can’t find out from, 560–561 LogLevel directive, 65, 299, 361, 480, 541, 544 LOGO directive, 574 logo-parser script, 272 logresolve program, 551 logrotate application, 719 logrotate package, 559 logrotate script, 317 LogStderr option, 361 Log-Surfer program, 556 LogWatch program, 556 long match, 262 loopback address, 21
 
 LOW method, 655 LRU (Least Recently Used), 521
 
 M -m option, 609 m option, 774 MacOS X, 5, 40 MacOS X Server layout, 125 magic file, 261 Mail Transport Agents (MTAs), 691 main_log file, 500 maintenance of operating systems, 34 make command, 822 make install command, 45, 107, 113, 715 makefile, 151, 153, 636 man ifconfig command, 28 manager application, 818 --mandir=DIR option, 129, 696, 830 man-in-the-middle attack, 628 --manualdir=DIR option, 130 map directive, 303 .map extension, 292 map, menu directive, 302 map parameter, 303 map/menu parameter, 304 Mason, 790–792 max_execution_time = 30 parameter, 806 max_input_time = 60 parameter, 806 -maxClassProcesses option, 388 MaxClients directive, 464–465 MaxClients directive, 144 Max-Forwards header, 510, 511 Maximum Transmission Unit (MTU), 27 MaxKeepAliveRequests directive, 474 MaxMemFree directive, 465 -maxProcesses option, 388 MaxRequests directive, 426 MaxRequestsPerChild <requests> directive, 464 MaxRequestsPerChild directive, 34, 462 MaxSpareServers directive, 463 MaxSpareServers directive, 426, 462, 463 MCacheMaxObjectCount directive, 521 MCacheMaxObjectSize directive, 520 MCacheMaxStreamingBuffer directive, 520–521 MCacheRemovalAlgorithm directive, 521 MD5 digest type, 655 md5sum utility, 103, 684–685 media types. See MIME types media-type parameter, 235
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 MEDIUM method, 655 memory, 31, 34 memory mapping static content, 482–486 memory_limit = 8M parameter, 806 menu option, starting Apache from, 59–60 MergeHandlers Perl option, 768–769 MetaDir directives, 218 MetaFiles directives, 218, 219 MetaSuffix directives, 218 Microsoft FrontPage Extensions script, 370 Microsoft Installer (MSI) packages, 43–44 MIME types, 231–237 defining icons and text by, 200–201 and encoding, 263–264 MimeMagicFile, 261 mime.types file, 232 MinBandWidth setting, 489 -minProcesses option, 389 MinSpareServers directive, 462 MinSpareServers directive, 426, 462, 463 missingok line, 559 MKCOL method, 729 MMapFile directive, 484–485, 517 MNLB product, 532 mod_access module, 183 and combining user-and host-based authentication, 626 and controlling subnet access by network and netmask, 185 and FastCGI authentication scripts implementation, 397–398 making static, 117 mod_actions module, 114 mod_alias module and changing module order, 119 vs. mod_rewrite, 277 and redirection, 271, 273, 275, 276 and user directory implementation, 409 mod_auth module, 169, 396, 598, 608, 623, 624, 625, 733 mod_auth_anon module, 114, 119, 169, 598, 600, 601, 606 mod_auth_db module, 114, 597, 598, 601 mod_auth_dbm module, 114, 601 and Berkeley DB format databases, 123 and enabling/disabling individual modules, 111, 112 function of, 598 and multiple authentication schemes, 625
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 mod_auth_digest module, 114, 135, 225, 598, 601, 605, 606 mod_auth_Kerberos module, 598 mod_auth_ldap module, 115, 617, 618, 622, 623, 624 mod_auth_ldap. pkgconfig, 123 mod_auth_msql module, 597, 598 mod_auth_mysql module, 598 mod_auth_oracle module, 598 mod_auth_radius module, 598 mod_auth_smb module, 598 mod_autoindex module and appearance of icons, 199 and automatic directory indices, 674 and enabling and disabling directory indices, 189 how generates HTML page, 190–196 mod_bandwidth module, 146, 486–487, 489, 490 mod_bandwidth.c file, 146 mod_browser module, 67, 205 mod_bucketeer module, 115 mod_cache. mod_logio module, 115 mod_cache module, 6, 113, 114, 115, 516 mod_case_filter module, 115 mod_cern_meta module, 114, 217, 218, 219 mod_cgi module, 114, 115, 235, 345 mod_cgid module, 115, 345 mod_cgi/mod_cgid module, 114 mod_charset_lite module, 114, 145, 246, 247 mod_dav module, 114, 135, 728 mod_dav_fs module, 114, 728, 732, 736 mod_dav_svn module, 733 mod_deflate module, 114, 115, 209, 238, 239, 240, 241, 242, 358 mod_digest module, 114, 601, 603 mod_dir module, 114 mod_disk_cache module, 114 mod_echo mod_ module, 115 mod_env module, 114, 115, 204 mod_example module, 113, 114, 115 mod_expires module, 13, 114, 213, 219, 222 mod_ext_filter module, 114, 358, 360 mod_fastcgi module, 6, 382–383, 384–385, 598, 599 mod_file_cache module, 113, 114, 115, 484, 486 mod_headers module, 114, 213 mod_http module, 115 mod_imap module, 114, 115, 300, 303, 304
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 mod_include module and dynamic character set translation, 247 and dynamic error handling, 270 and file types, 236 and indexing options, 195 and mod_perl, 788 removing, 112 and SSI, 309–311, 312 mod_info module, 86, 114, 577, 581–582, 636, 637, 679 mod_isapi module, 114, 742 mod_jk module, 818–829 getting, 818–828 overview, 818 testing, 828–829 mod_ldap module, 115, 123, 617, 618, 619 mod_log_agent module, 114 mod_log_config module, 114, 115, 217, 299, 547 mod_log_referer module, 114, 540 mod_logio module, 115, 540 mod_mem_cache module, 114, 115, 520 mod_mime module, 117, 213, 222, 232, 235, 247, 248, 259, 260, 325 mod_mime_magic module, 114, 260–264 mod_mmap_static module, 114, 484 mod_negotiation module, 114, 115, 209, 213, 219, 252, 347, 348 mod_optional_fn_export module, 115 mod_optional_fn_import module, 115 mod_optional_hook_export module, 115 mod_optional_hook_import module, 115 mod_paranoia.c file, 151 mod_paranoia.so module, 149 mod_perl, 40 mod_perl 2 module, managing Perl threads in, 774–779 creating and managing interpreter pools, 775–776 limiting the scope of Perl interpreters, 778–779 managing interpreters per directory and per virtual host, 776–778 overview, 774–775 mod_perl handler, 312 mod_perl, mod_php module, 598 mod_perl module, 599 building and installing, 748–755 under Apache 1.3, 748–751 under Apache 2, 751–754 installing additional third-party perl modules, 754–755 creating mod_perl status page, 782
 
 generating on the fly and included configuration files with, 449–454 migrating from Apache 1.3 to Apache 2, 755–758 restarting, 780–781 mod_php module, 235, 635 mod_proxy module, 6, 112, 113, 114, 115, 260, 271, 498 mod_proxy_ftp module, 112, 115 mod_proxy_http module, 115 mod_python module, 829–835 configuring, 832–833 installing, 829–832 testing, 833–835 mod_rewrite module adding conditions to rewriting rules, 283–285 and aliasing, 272, 273, 446 alternative conditions, 286–287 alternative query formats, 287–288 chaining conditions together, 285 and conditional configuration, 160–161 and content negotiation with type maps, 253 and controlling robots with access control, 228 defining rewriting rules, 277–278 enabling rewrite log, 299–300 handling rewrite rules in per-directory configuration, 290–292 implicit redirections and URL schemes, 282–283 inheriting rewriting rules from parent containers, 278–279 installing and enabling mod_rewrite, 277 making dynamic, 117 mapping hostnames dynamically with, 448–449 overview, 277 setting variables with, 211 specifying flags to rewriting rules, 279–282 and user directory implementation, 410 using conditions more than once, 288–289 using extracted values from conditions in rules, 289 using extracted values from rules in conditions, 289–290
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 mod_rewrite module (continued) using rewrite maps, 292–299 DBM database, 294–295 external program, 296–298 internal function, 298–299 overview, 292–293 random text file, 295 standard text file, 293–294 mod_ruby module, 835–838 mod_session module, 589–594 building and installing mod_session, 589–590 configuring session key, 590–591 controlling access with entry points, 591–593 millennial cookies and four-digit years, 591 mod_setenvif module, 114, 115, 120, 150, 186, 205, 592, 626 mod_so module, 68, 114, 115, 116, 117, 148, 635 mod_speling module, 114, 119, 305 mod_ssl module, 115 building and installing, 633–637 and building and installing OpenSSL Library, 630 and /dev directory—install system devices, 713 downloading, 628–629 and private key installation, 639, 640 and protocols and cipher suites, 653 and rules, 135, 136 and SSL, 644 mod_status module, 86, 114, 115, 577, 578 mod_suexec module, 115, 139 mod_unique_id module, 114 mod_userdir module, 112, 115, 406 mod_usertrack module, 114, 584–589 configuring cookie content, 586–587 configuring cookie duration, 585 configuring cookie name and domain, 586 configuring cookie style, 587–588 creating log file to store user tracking information, 588 enabling user tracking, 584–585 millennial cookies and four-digit years, 588–589 overview, 584 mod_usertrack tracker, 560 mod_vhost_alias module, 1, 114, 119, 120, 271, 441–442, 446, 481 modification, 221 Mod-MimeUsePathInfo directive, 248 ModPerl::PerlRun module, 784
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 ModPerl::Registry module, 782 Module Variables environment variable, 203 MODULE_DIRS module, 153 monitoring Apache, 539–595. See also logging MOVE method, 730 MP_AP_PREFIX= option, 753 MP_APR_CONFIG=<path> option, 753 MP_APXS=<path> option, 753 MP_CCOPTS= option, 753 MP_COMPAT_1X option, 753 MP_DEGUG option, 753 MP_GENERATE_XS option, 753 MP_INST_APACHE2 option, 753 MP_MAINTAINER option, 753 MP_OPTIONS_FILE=<path> option, 753 MP_PROMPT_DEFAULT option, 753 MP_TRACE option, 753 MP_USE_DSO option, 753 MP_USE_GTOP option, 753 MP_USE_STATIC option, 753 MP_USE_STATIC_EXTS option, 753 MPMs (Multi Processing Modules), 4, 132–135 configuring, 459–470 overview, 459 process models, 459–460 process-management directives, 461–465 thread-management directives, 466–469 perchild MPM, 423–425 mpmt_os2 MPM, 134, 460 MSI (Microsoft Installer) packages, 43–44 MTAs (Mail Transport Agents), 691 MTU (Maximum Transmission Unit), 27 Multi Processing Modules. See MPMs (Multi Processing Modules) multifacing servers, 706–709 multihoming method, 415 Multiple IndexOptions directive, 193 Multiple Options directive, 178 -multiThreshold option, 389 MultiViews, 177 content negotiation with, 250–256 file permutations and valid URLs with, 256–260 MultiViewsMatch directive, 252, 259 mutex, 471
 
 N -n <servicename> option, 62 N, next flag, 280 -n option, 72, 78, 80, 85, 151, 491, 608
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 -N option, 72 Name column, 193 name-based virtual hosting, 405, 428–433 defining, 428–430 defining default host for, 430–431 server names and aliases, 430 NameVirtualHost directive, 426, 428, 429, 430 NameWidth option, 195 NameWidth= option, 192 NC flag, 282, 284, 285 NC, nocase flag, 281, 285 NE, noescape flag, 281 negotiated content, caching, 479–480 Negotiation header, 257 Negotiation: trans header, 251 Nessus, probing with, 688–690 netmask, 21–22 netstat command, 687–689 netstat tool, 28, 36 netware MPM, 134, 466 network and IP-related performance directives, 470–472 network and netmask, controlling subnet access by, 185–186 Network Filesystem (NFS), 690 network interface, 32 network services, disabling, 690–692 Network Time Protocol (NTP), 49 networking, 26–29. See also TCP/IP networks directory, 158 networks.conf file, 158 NFS (Network Filesystem), 690 nmap, port scanning with, 688–689 no- option, 630 no-asm option, 630 NoCache directive, 526 nocontent directive, 302 nocontent parameter, 304 --no-create option, 109 no-dso option, 630 no-gzip variable, 209, 239–240, 241 nokeepalive directive, 207 nokeepalive variable, 205 NoLogStderr option, 362 none directive, 304 None option, 176, 177, 180, 192, 658 none type, 648 NoProxy directive, 504, 512 nosessioncontrol variable, 592, 593 Not Acknowledged message, 15 Not Found error message, 266, 269 notable option, 580 no-threads option, 630 notice log level, 542 nph-cgiwrap script, 377
 
 Nph-publish script, 370 Nph-test-cgi script, 370 NS, nosubreq flag, 281 nsswitch.conf file, 716 NT File System (NFS), 54 NTP (Network Time Protocol), 49 NULL method, 655 --numeric-ids argument, 704 NumServers directive, 462
 
 O o code, 568 -o outputfile option, 149 obtaining Apache, 38–39 off parameter, 224, 260, 513 OK response, 265 --oldincludedir option, 143 --oldincludedir=DIR option, 830 on parameter, 224, 260, 513 open_basedir = parameter, 805 OpenBSD layout, 125 OpenSSH tool, 35, 695–698 openssl command, 639, 640 OpenSSL library, 629–632 OpenSSL tool, 628–629, 654, 656, 660 openssl utility, 640, 642 operating system, 33–34 Option directive, 310 optional_no_ca option, 658 Options +ExecCGI –Indexes modifier, 178 Options All option, 176, 250 options and overrides enabling and disabling features with options, 176–179 overriding directives with perdirectory configuration, 179–182 overview, 176 Options directive, 171, 175, 176, 177, 178, 179, 180, 193, 309, 323 OPTIONS example, 12 Options FollowSymLinks ExecCGI IncludesNoExec modifier, 178 Options -Includes +IncludesNoExec modifier, 178 Options Indexes, 674 Options Indexes Includes FollowSymLinks modifier, 178 OPTIONS method, 511, 731 Options None method, 741 Options override option, 180 OR flag, 285 OR, ornext flag, 285 order directive, 169, 170, 183, 188 ORGANIS directiveATION directive, 569 Original handler, 377
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 OS/compiler option, 632 OSREP directive, 569 out.exclude file, 705 OUTFILE directive, 564 OUTPUT directive, 565 output filter, 354 output_buffering = Off parameter, 804 output_handler = parameter, 804 outstream parameter, 243 overview, 539–540
 
 P -p command, 714 -p option, 149, 492, 609 P, proxy flag, 280 -P user:password Proxy-Authorization header, 492 packages header, 49 PAGEEXCLUDE directive, 567 PAGEINCLUDE directive, 567 PAGEWIDTH directive, 574 PARANOID rule, 135 ParseHeaders option, 770 PassEnv directive, 204 -pass-header option, 389, 390, 391 passphrase, 699 passthrough flag, 278 passwd command, 606 passwd file, 713 password.digest file, 614 password.dir file, 610 password.file, 625 password.pag file, 610 PATH variable, 366, 369 PATH_INFO variable, 247, 284, 315, 322, 324–326, 369 PATH_TRANSLATED variable, 322, 369 perchild MPM, 133–134, 423–425 and building Apache with suExec support, 137 and CGI wrappers, 371 and hybrid servers, 460 and process-management directives, 461–462 and thread-management directives, 466, 467, 468 per-directory certificates, 669 per-directory configuration file, 159–160 .perdirectory file, 159 perfmon tool, 31 performance of Apache, improving, 457–538 benchmarking Apache’s performance, 490–497
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 with ab tool, 490–495 external benchmarking tools, 496 with gprof tool, 495 overview, 490 strategy and pitfalls, 496–497 caching, 516–529 coordinating memory-based and disk-based caches, 522 enabling, 516–517 external caches, 527–529 file-based, 517–519 general cache configuration, 522–526 in-memory caching, 520–522 overview, 516 clustering, 532–537 configuring Apache for better performance, 477–490 caching and memory mapping static content, 482–486 constraining bandwidth usage, 486–490 directives that affect performance, 477–482 fault tolerance, 529–532 HTTP limit directives, 475–477 HTTP-related performance directives, 472–475 network and IP-related performance directives, 470–472 overview, 457–458 performance checklist, 497–498 performance directives, 458–477. See also MPMs, configuring proxying, 498–516 blocking sites via proxy, 504–508 configuring Apache as proxy, 500–501 handling errors, 512–514 installing and enabling proxy services, 498–499 normal proxy operation, 499–500 overview, 498 proxies and intranets, 512 proxy chains and the via header, 509–511 relaying requests to remote proxies, 508 Squid proxy server, 516 tuning proxy operations, 515–516 tunneling other protocols, 514–515 URL matching with directory containers, 502–504 performance of operating systems, 34
 
 3006_Ch14_Index_CMP1
 
 12/14/03
 
 2:07 PM
 
 Page 867
 
 Index
 
 Perl, 746–795 building and installing mod_perl, 748–755 under Apache 1.3, 748–751 under Apache 2, 751–754 installing additional third-party perl modules, 754–755 CGI caveats, 785–786 configuring and implementing Perl filters, 771–772 configuring and implementing Perl handlers, 758–771 access and authentication handlers, 762–766 advanced handler configuration, 767–770 handler types, 759–760 overview, 758–759 parsing headers and unbuffered output, 770–771 protocol handlers, 766–767 response handlers, 760–762 creating mod_perl status page, 782 embedding in Apache’s configuration, 794–795 embedding in HTML, 789–794 EmbPerl, 789–790 Mason, 790–792 Template Toolkit, 792–794 initializing modules at startup, 779–780 managing Perl threads in mod_perl 2, 774–779 creating and managing interpreter pools, 775–776 limiting the scope of Perl interpreters, 778–779 managing interpreters per directory and per virtual host, 776–778 overview, 774–775 migrating mod_perl from Apache 1.3 to 2, 755–758 overview, 746–747 passing variables to Perl handlers, 787 restarting mod_perl and autoreloading modules, 780–781 running CGI scripts under mod_perl, 782–784 using mod_perl with Server-Side Includes, 788 warnings, taint mode, and debugging, 772–774 Perl interpreter, 105 Perl*Handler directives, 758
 
 Perl::Tk package, 91 PERL_ACCESS option, 751 PERL_AUTHZ option, 751 PERL_CHILD_EXIT option, 751 PERL_CHILD_INIT option, 751 PERL_CLEANUP option, 751 PERL_CONNECTION_API option, 750 PERL_FILE_API option, 751 PERL_FIXUP option, 751 PERL_HANDLER option, 751 PERL_HEADER_PARSER option, 751 PERL_INIT option, 751 PERL_LOG option, 751 PERL_LOG_API option, 750 PERL_MARK_WHERE option, 751 PERL_POST_READ_REQUEST option, 751 PERL_RESTART_HANDLER option, 751 PERL_RUN_XS option, 751 PERL_SECTIONS option, 750 PERL_SERVER_API option, 750 PERL_SSI option, 750 PERL_STACKED_HANDLERS option, 750 PERL_TABLE_API option, 751 PERL_TRANS option, 751 PERL_TYPE option, 751 PERL_URI_API option, 750 PERL_UTIL_API option, 751 PerlAccessHandler directive, 759 PerlAddVar directive, 787 PerlAuthenHandler directive, 759 PerlAuthzHandler directive, 759 PerlChildInitHandler directive, 759 PerlFilterHandler directive, 771 PerlFixupHandler directive, 759 PerlHandler directive, 756 PerlHandler/PerlResponseHandler directive, 768 PerlHeaderParserHandler directive, 759 PerlInitHandler directive, 759 PerlInterpMax directive, 775 PerlInterpMaxSpare directive, 775 PerlInterpMinSpare directive, 775 PerlInterpScope directive, 778 PerlInterpStart directive, 775 PerlLoadModule directive, 779 PerlModule directive, 779–780, 782 PerlOptions directive, 753 PerlPassEnv directive, 787 PerlPostReadRequestHandler directive, 759 PerlRequire directive, 779, 782 PerlRestartHandler handler, 781 PerlSendHeader directive, 756, 770 PerlSetEnv directive, 787 PerlSetEnv PERL5OPT switch, 785
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 PerlSetInputFilter directive, 772 PerlSetOutputFilter directive, 772 PerlSetupEnv directive, 756, 787 PerlSetVar directive, 787 PerlSwitches directive, 773 PerlSwitches -Tw switch, 785 PerlTaintCheck directive, 756, 772 PerlTaintCheck on switch, 785 PerlTrace directive, 753 PerlTransHandler directive, 759 PerlTypeHandler directive, 759 PerlWarn directive, 756, 772 PerlWarn on switch, 785 permanent symbolic name, 274 Permanent Variables environment variable, 203 permission checking, 478 --permute-module option, 119 pesConfig, 46 PGP, 103, 104–105 Phf script, 370 photos directory, 290 PHP, 795–807 configuring, 803–806 configuring Apache to work with, 802–803 getting PHP source, 796–802 Unix/Linux, 797–801 Windows, 801–802 installing, 796 overview, 795 testing with Apache, 807 .php files, 802 Php.cgi script, 370 php.exe program, 803 php.ini file, 803, 806 php.ini-dist file, 802 php-ini-recommended file, 802 /php/php.exe program, 803 .phtml files, 802 pic.random file, 351–352 PidFile directive, 46, 56, 426 ping tool, 29, 36 pkgconfig, 122 placeholder tokens, 443 platforms, supported, 29–30 point directive, 302, 303 Point-To-Point Protocol (PPP), 18 poly directive, 302 -port option, 390 Port directive, 86, 414, 416, 420 port scanning, 688–689 posixsem lock type, 471 POST method, 12, 13, 172, 616, 730 post_log log file, 172 postfix, 710
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 PPP (Point-To-Point Protocol), 18 Pragma directive, 212 Pragma: no-cache header, 260 <pre>... tag, 190, 194, 195 precision = 12 parameter, 804 predefined variables, 313 prefer-language variable, 209, 244 PREFIX option, 152 --prefix option, 412, 634 --prefix parameter, 107 --prefix=PREFIX option, 129, 696, 830 prefork MPM, 4, 132, 459–460 PreservesContentLength argument, 359
 
 prg map type, 296 PRINTABLE environment variable, 360 printenv SSI command, 323 printf( ) function, 263 -priority option, 389, 390 private key, installing, 639–640 probing, with Nessus, 688–690 -processes option, 390 process-only servers, 459 -processSlack option, 389 Process-Time header, 217 PROCTIME directive, 569 production builds, 142–143 PROPFIND method, 729, 737, 738 PROPPATCH method, 729 ProtocolReqCheck off directive, 186 proxied URLs forwarding, 504–506 returning to the client, 507 proxy_log file, 501 container, 215, 216, 502–503, 504, 668 ProxyBadHeader directive, 507 ProxyBlock directive, 504 --proxycachedir=DIR option, 131 ProxyErrorOverride directive, 513 proxying, 498–516 blocking sites via proxy, 504–508 configuring Apache as proxy, 500–501 handling errors, 512–514 installing and enabling proxy services, 498–499 normal proxy operation, 499–500 overview, 498 proxies and intranets, 512 proxy chains and the via header, 509–511 relaying requests to remote proxies, 508 Squid proxy server, 516 tuning proxy operations, 515–516 tunneling other protocols, 514–515
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 URL matching with directory containers, 502–504 ProxyIOBufferSize directive, 515 container, 503 ProxyMaxForwards directive, 511 ProxyPass directive, 504, 506, 507, 668 ProxyPassReverse directive, 507 ProxyReceiveBufferSize directive, 515 ProxyRemote directive, 504, 508, 509 ProxyRemoteMatch directive, 508, 509 ProxyRequests directive, 499, 500–501 ProxyTimeout directive, 514 ProxyVia block parameter, 510 ProxyVia directive, 509 ProxyVia full parameter, 510 ProxyVia off (default) parameter, 510 ProxyVia on parameter, 510 PT flag, 278, 282 PT, passthrough flag, 281 pthread lock type, 471 public key, distributing, 700–701 PUT command, 331 PUT method, 12, 730 PythonDebug element, 834 PythonHandler element, 834
 
 Q -q option, 43, 152 qs parameter, 255 QSA flag, 282, 289, 299 QSA, query string append flag, 281 QUARTERREP directive, 568 QUARTERSUM directive, 568 QUERY_STRING variable, 211, 284, 322, 335, 365–366, 369 QUERY_STRING_UNESCAPED variable, 313 --quiet option, 109
 
 R -r command, 714 R flag, 282 -R option, 62, 68–69 R, redirect[R=code] flag, 279 R=permanent flag, 284 R=permanent redirect flag?, 282 RAID arrays, 34 RAM disk, 57 ranlib tool, 141 RAWBYTES directive, 574 RC2 method, 655 RC4 method, 655 rc.local file, 76 rcp command, 35 readme, 190
 
 Realm element, 814 realm parameter, 614 rect directive, 301, 302 Red Hat, 2 RedHat layout, 125 REDIR directive, 568 Redirect directive, 274, 275, 276, 277, 278 REDIRECT_ERROR_NOTES variable, 268 REDIRECT_QUERY_STRING variable, 268 REDIRECT_STATUS variable, 268 REDIRECT_URL variable, 268 redirection. See aliases and redirection RedirectMatch directive, 276, 277 REDIRHOST directive, 568 REDIRREF directive, 568 REDIRUSER directive, 569 REDIRVHOST directive, 569 redundancy and backup, 34–35 referer directive, 302 Referer header, 187 referer parameter, 303, 304 REFERRER directive, 568 REFINCLUDE directive, 566 refresh option, 580, 580–581 REFSITE directive, 568 Regular expression operator, 651 regular expressions, 276, 786 REJECT option, 761 --relocate option, 42 REMOTE_ADDR variable, 284 REMOTE_HOST variable, 206, 284 REMOTE_IDENT variable, 284 REMOTE_USER variable, 284, 623 RemoveCharset directive, 246 RemoveEncoding directive, 244 RemoveHandler directive, 235, 351 RemoveLanguage directive, 244 RemoveType directive, 236, 244 report_memleaks = On parameter, 806 REPORTORDER directive, 572 REPSEPCHAR directive, 574 request and response headers, controlling, 211–222 inserting dynamic values into headers, 216–217 overview, 211–213 retrieving response headers from metadata files, 217–219 setting custom headers conditionally, 217 setting custom request headers, 215–216 setting custom response headers, 213–215 setting expiry times, 219–222
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 REQUEST directive, 568 request item, 545 REQUEST_FILENAME VARIABLE, 284 REQUEST_METHOD variable, 284, 322, 616 REQUEST_URI variable, 284 RequestHeader directive, 215, 216, 217 require directive, 609, 614, 615, 616, 621, 626 require option, 658 required.libs file, 716 ResourceConfig directive, 156 response handling. See error and response handling response headers. See request and response headers, controlling restart function, 813 -restart option, 389 restart parameter, 76 -restart-delay <seconds> option, 389, 390 restarting server, 73–75 restore process, 725 restricting access with allow and deny, 182–188 combining host-based access with user authentication, 187–188 controlling access by HTTP header, 186–187 controlling access by IP address, 184–185 controlling access by name, 183–184 controlling subnet access by network and netmask, 185–186 overriding host-based access, 188 overview, 182–183 result.html, 248 reverse proxy, 458, 499 rewrite log, enabling, 299–300 rewrite maps, 292–299 DBM database, 294–295 external program, 296–298 internal function, 298–299 overview, 292–293 random text file, 295 standard text file, 293–294 RewriteBase directive, 290, 291 RewriteCond directive, 283, 284, 285, 286, 287, 288, 289, 294 RewriteCond flag, 285 RewriteEngine directive, 278, 481 RewriteLock directive, 298 RewriteLog directive, 299 RewriteLogLevel directive, 299 RewriteMap directive, 292, 293 RewriteOptions directive, 278, 279
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 RewriteRule directive adding conditions to rewriting rules, 283, 284, 285, 286, 287, 291, 292 and clustering, 534 defining rewriting rules, 277–278 and file languages, 244 forward-proxying with, 508 and handling rewrite rules in perdirectory configuration, 290–291 and restricting options, 734 and rewrite maps, 293–294 rewrite rule flags, 279–281 and using conditions more than once, 288 and using extracted values from conditions in rules, 289 rewriting URLs, 481. See also mod_rewrite module RFC 2109 standard, 587 RFC 2965 standard, 588 RLimitCPU control, 482 RLimitCPU directive, 346 RLimitMEM control, 482 RLimitMEM directive, 346 RLimitNPROC control, 482 RLimitNPROC directive, 346 rlogin program, 690 robot scanning agent, 225 robot variable, 207, 209 robots controlling, 225–229 with access control, 227–228 in HTML, 227 with robots.txt, 226–227 detecting with BrowserMatch, 209 ROBOTS meta tag, 226, 227 /rooted/apache2/usr/bin file, 722 rotatelog processes, 559 rotatelogs script, 556, 557 round-robin DNS, 531 ROWS command, 571 RPM packages, 42 rpm utility, 43, 44 .rpmnew extension, 49 .rpmsave extension, 43 RSA key exchange algorithm, 655 rsh program, 690 rsync command, 704 rsync tool, 35, 704–705 rules, 135–136 --runtimedir=DIR option, 130
 
 S -s expression, 286 -S option, 68–69, 70, 152, 163
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 -s option, 609 s option, 774 S, skip flag, 281 -S statistic option, 493 safe_mode = Off parameter, 805 safe_mode_allowed_env_vars = PHP_ parameter, 805 safe_mode_exec_dir = parameter, 805 safe_mode_gid = Off parameter, 805 safe_mode_include_dir = parameter, 805 safe_mode_protected_env_vars = LD_LIBRARY_PATH parameter, 805 SAINT security tool, 682 SARA security tool, 682 SATAN security tool, 682 Satisfy directive, 171, 187, 188, 601, 626, 627, 650, 652, 681 sbin directory, 639 SBINDIR option, 152 --sbindir=DIR option, 129, 696, 830 ScanHTMLTitles option, 192, 203 schemes, 282 ScmemUIDisUser on directive, 57 ScoreBoardFile directive, 57 Script directive, 331, 616 SCRIPT_FILENAME variable, 284 SCRIPT_NAME variable, 322 ScriptAlias directive aliasing CGI Scripts with, 194, 273 hiding CGI scripts with, 324–326 improving security in ScriptAliased directories, 327 locating directory for CGI scripts with, 46 setting up CGI directory with, 324 virtual script aliasing, 446 ScriptAliasMatch directive, 273, 277, 326 ScriptLog directive, 344–345 ScriptLogBuffer directive, 344 ScriptLogLength directive, 344 scripts, 344 SEARCHQUERY directive, 569 SEARCHWORD directive, 569 security, 597–671, 673–726. See also chroot; SSL; user authentication Apache features, 673–678 automatic directory indices, 674–675 ISINDEX-style CGI Scripts, 677 overview, 673 server tokens, 677–678 Server-Side Includes (SSIs), 676–677 symbolic links, 675–676 unwanted files, 674 avoiding root services, 723
 
 backup and restore process, 725 blocking abusive clients, 724 dedicated server, 682–683 disabling network services, 690–692 disaster recovery, 725 and dynamic content, 363–381, 365–369. See also CGI wrappers advice on the Web, 364 CGI security issues, 363–364 example of insecure CGI Script, 365–369 known insecure CGI scripts, 370 overview, 363 security checklist, 380–381 security issues with Apache CGI configuration, 364–365 enabling secure logins with SSH, 694–706 authentication strategies, 698 building and installing OpenSSH, 695–698 configuring SSH, 698, 699–702 expanding SSH to authenticate users, 703–704 forwarding client connections to server applications, 705–706 overview, 694–706 secure server backups with Rsync and SSH, 704–705 testing SSH, 702–703 file integrity, 683–686 file permissions, 678–679 firewalls and multifacing servers, 706–709 hardening the server, 686–690 hardening Windows 2000 and XP, 689–690 minimizing services, 686–687 port scanning with nmap, 688–689 probing with Nessus, 688–690 and information flow, 726 keeping configuration simple, 724 maintaining logs properly, 723–724 monitoring server, 725 of operating systems, 34 overview, 597 removing important data from server, 694 restricting access by hostname and IP Address, 680–681 restricting server privileges, 679 robots.txt policy, 726 security fixes, alerts, and online resources, 693–694 viewing server information with mod_info, 679
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 semiformatted directive, 304 send-as-is handler, 222, 348 SendBufferSize directive, 471 sendfile system call, 483 sendmail, 691, 710 separate servers, 410–414 restricting Apache’s field of view, 411 sharing external configuration files, 413–414 specifying different configurations and server roots, 412 starting separate servers from same configuration, 412–413 SEPCHAR directive, 574 serialize_precision = 100 parameter, 804 Server element, 814 server hardware, 29–36 basic server requirements, 30–31 hard disk and controller, 33 Internet connection, 32–33 memory, 31 network interface, 32 operating system, 33–34 redundancy and backup, 34–35 specific hardware solutions, 35–36 supported platforms, 29–30 Server header, 213, 215, 223–224, 677 server information, 577–583 accessing status page, 580–581 overview, 577 securing access to, 582–583 server info, 581–582 server status, 578–581 server tokens, 677–678 SERVER_ADDR, variable, 284 SERVER_ADMIN, variable, 284 SERVER_CERT_SERIAL variable, 665 SERVER_KEYFILETYPE variable, 665 SERVER_NAME variable, 284 SERVER_PORT variable, 284 SERVER_PROTOCOL variable, 284 SERVER_SOFTWARE variable, 284 ServerAdmin directive, 53, 169, 418 ServerAlias directive, 284, 418, 429, 430 --server-gid option, 108, 110 server-info handler, 348, 581 ServerIron product, 532 serverkey file, 700 serverkey.pub file, 700 ServerLimit directive, 461 ServerLimit directive, 461, 462 ServerName directive, 58, 90, 171, 418, 419, 428–429, 430, 437 server-parsed handler, 348 ServerPath directive, 439 ServerRoot directive, 45, 46, 65, 426
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 server-side content, 307 server-side image maps, 300–305 controlling the look and feel of image map menus, 304 defining image map files, 301–303 enabling image maps, 300 setting default and base directives in the configuration, 303–304 using image maps in HTML, 305 Server-Side Includes. See SSIs (ServerSide Includes) ServerSignature directive, 513 servers.map file, 292, 294, 295 server-status handler, 348, 579, 580 ServerSupportFunction call, 742 ServerTokens directive, 223, 224, 677 ServerType directive, 24, 52, 426 --server-uid option, 108, 110 server.xml file, 814, 815–817, 822–823 Service element, 814 Services window, 80 session tracking, 480 SESSION_KEY directive, 593 SessionCookieDomain directive, 590 SessionCookieExpire directive, 590 SessionCookieName directive, 590 SessionCookiePath directive, 590 SessionExemptLocation directive, 592 SessionExemptTypes directive, 592 SessionFilter directive, 594 SessionFilterTypes directive, 594 SessionTop directive, 591 SessionUrlExpire directive, 590 SessionUrlSidName directive, 589 SessionValidEntry directive, 591 Set- directive, 355, 357 set mode, 214 SetEnv directive, 206, 209, 210 SetEnvIf directive and access control by HTTP header, 186–187 and conditional access control, 210–211 and conditional logging, 552 and controlling robots with access control, 227 enabling/disabling session control with, 593 and setting variables conditionally, 206 SetEnvIfNoCase directive, 206, 552 setgid directories, 342 SetHandler directive, 171, 235, 273, 328, 329, 349, 578 SetInputFilter directive, 355
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 SetOutputFilter directive, 270, 355, 357, 771 setting log level, 541–542 setuid bit, 379 setuid permission, 378 setuid root, 376 sftp secure file copy, 695 SHA digest type, 655 SHA1 digest type, 655 SHARED_CHAIN rule, 136 --sharedstatedir=DIR option, 131, 696, 830 shmcb:path type, 648 shmcb:path(size) type, 648 shmht:path type, 648 shmht:path(size) type, 648 shm:path type, 648 shm:path(size) type, 648 short match, 262 short_open_tag = On parameter, 804 --show-layout option, 109, 128, 131 .shtml file, 195, 236, 309 --silent option, 109 -singleThreshold option, 389 SIZE directive, 568 snoop tool, 28, 36 -socket option, 390, 391 -socket option, 393 SOCKS library, 136 Solaris layout, 125 SORTBY commands, 572 .spec file, 122, 123 special browser variables, 207–209 Special Variables environment variable, 204 split-logfile script, 554, 556 spray tool, 29, 36 Squid proxy server, 516 src/Configuration file, 136 src/Configuration.apaci file, 121 --srcdir option, 110 srm.conf file, 55, 156, 158 SSH enabling secure logins with, 694–706 authentication strategies, 698 building and installing OpenSSH, 695–698 configuring SSH, 698, 699–702 expanding SSH to authenticate users, 703–704 forwarding client connections to server applications, 705–706 overview, 694–706 secure server backups with Rsync and SSH, 704–705 testing SSH, 702–703 secure server backups with, 704–705
 
 ssh-add utility, 695 ssh-agent utility, 695 sshd daemon, configuring, 701–702 sshd secure login, 695 ssh-keygen command, 699 ssh-keygen utility, 695 ssh-keyscan utility, 695 SSIEndTag, 311–312 SSIErrorMsg directive, 316 SSIs (Server-Side Includes), 308–320, 676–677 caching server-parsed documents, 319 enabling, 309–311 format of SSI commands, 311–312 identifying server-parsed documents by execute permission, 320 overview, 308 passing trailing path information to, 315–316 setting date and error format, 316–317 SSI command set, 312 SSI variables, 312–314 templating with, 317–319 using mod_perl with, 788 SSIStartTag, 311–312 SSITimeFormat directive, 317 SSIUndefinedEcho directive, 314 SSL, 627–659. See also client certification basic SSL configuration, 637–638 building and installing mod_ssl, 633–637 building and installing OpenSSL library, 629–632 creating certificate signing request (CSR) and temporary certificate, 640–642 downloading OpenSSL and ModSSL, 628–629 environment variables and CGI, 662–665 getting signed certificate, 642–643 installing private key, 639–640 and logging, 660–662 overview, 627–628 proxy configuration, 668–669 server-level configuration, 644–657 combining SSL with authentication, 652–653 determining source of randomness, 644–646 per-directory configuration of SSL, 649–652 protocols and cipher suites, 653–657 SSL session cache, 647–649 startup password control, 646–647 and virtual hosts, 666–668 873
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 SSL_CIPHER variable, 663, 664 SSL_CIPHER_ALGKEYSIZE variable, 663, 664, 665 SSL_CIPHER_EXPORT variable, 664, 665 SSL_CIPHER_USEKEYSIZE variable, 663, 664, 665 SSL_CLIENT_<part> variable, 665 SSL_CLIENT_A_KEY variable, 663 SSL_CLIENT_A_SIG variable, 663, 665 SSL_CLIENT_CERT variable, 665 SSL_CLIENT_CERT_END variable, 665 SSL_CLIENT_CERT_SERIAL variable, 665 SSL_CLIENT_CERT_START variable, 665 SSL_CLIENT_CERTIFICATE variable, 665 SSL_CLIENT_DN variable, 665 SSL_CLIENT_I_DN variable, 663, 665 SSL_CLIENT_I_DN_<part> variable, 663 SSL_CLIENT_I_DN_part variable, 665 SSL_CLIENT_I<part> variable, 665 SSL_CLIENT_IDN variable, 665 SSL_CLIENT_KEY_ALGORITHM variable, 665 SSL_CLIENT_KEY_EXP variable, 665 SSL_CLIENT_KEY_SIZE variable, 665 SSL_CLIENT_M_SERIAL variable, 663, 665 SSL_CLIENT_M_VERSION variable, 663 SSL_CLIENT_S_DN variable, 663, 665 SSL_CLIENT_S_DN_<part> variable, 663 SSL_CLIENT_S_DN_part variable, 665 SSL_CLIENT_SIGNATURE_ALGORITHM variable, 665 SSL_CLIENT_V_END variable, 663, 665 SSL_CLIENT_V_START variable, 663, 665 SSL_CLIENT_VERIFY variable, 663 SSL_EXPORT variable, 665 SSL_KEYSIZE variable, 665 SSL_PROTOCOL variable, 663, 664 SSL_PROTOCOL_VERSION variable, 664 SSL_SECKEYSIZE variable, 665 SSL_SERVER_<part> variable, 665 SSL_SERVER_A_KEY variable, 663 SSL_SERVER_A_SIG variable, 663, 665 SSL_SERVER_CERT variable, 664 SSL_SERVER_CERT_END variable, 665 SSL_SERVER_CERT_START variable, 664 SSL_SERVER_CERTFILE variable, 665 SSL_SERVER_CERTIFICATE variable, 664 SSL_SERVER_CERTIFICATELOGDIR variable, 665 SSL_SERVER_DN variable, 665 SSL_SERVER_I_DN variable, 665 SSL_SERVER_I_DN_<part> variable, 663 SSL_SERVER_I_DN_part variable, 665 SSL_SERVER_I<part> variable, 665 SSL_SERVER_IDN variable, 665
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 SSL_SERVER_KEY_ALGORITHM variable, 665 SSL_SERVER_KEY_EXP variable, 665 SSL_SERVER_KEY_SIZE variable, 664, 665 SSL_SERVER_KEYFILE variable, 665 SSL_SERVER_M_SERIAL variable, 663, 665 SSL_SERVER_M_VERSION variable, 663 SSL_SERVER_S_DN variable, 663, 665 SSL_SERVER_S_DN_<part> variable, 663 SSL_SERVER_S_DN_part variable, 665 SSL_SERVER_SESSIONDIR variable, 665 SSL_SERVER_SIGNATURE_ALGORITHM variable, 665 SSL_SERVER_V_END variable, 663, 665 SSL_SERVER_V_START variable, 663, 664 SSL_SESSION_ID variable, 663 SSL_SSLEAY_VERSION variable, 665 SSL_STRONG_CRYPTO variable, 665 SSL_VERSION_INTERFACE variable, 663 SSL_VERSION_LIBRARY variable, 663, 664 SSLCACertificateFile directive, 657, 658, 669 SSLCACertificatePath directive, 657, 669 SSLCARevocationFile directive, 659 SSLCertificateChainFile directive, 659 SSLCertificateFile directive, 638, 669 SSLCertificateKeyFile directive, 638 SSLCertificatePath directive, 669 SSLCipherSuite directive, 652, 653, 654, 656–657, 669 SSLCryptoDevice directive, 670 SSLEAY_VERSION variable, 664 SSLEngine directive, 638 SSLLog directive, 660 SSLLogLevel directive, 661 SSLMutex directive, 649 SSLMutex file:path option, 649 SSLMutex none option, 649 SSLMutex sem option, 649 SSLOptions option, 650 SSLPassPhraseDialog directive, 646 sslpasswd wrapper, 647 SSLProtocol directive, 653, 656, 669 SSLProxyCACertificateFile directive, 669 SSLProxyCACertificatePath directive, 669 SSLProxyCipherSuite directive, 669 SSLProxyMachineCertificateFile directive, 669 SSLProxyMachineCertificatePath directive, 669 SSLProxyProtocol directive, 669 SSLProxyVerify directive, 669 SSLProxyVerifyDepth directive, 669 SSLRandomFile directive, 638 SSLRandomSeed directive, 644, 645
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 SSLRequire directive, 627, 650, 651 SSLRequireSSL directive, 651 SSLSessionCache directive, 647 SSLSessionCacheTimeout parameter, 648 SSLv2 option, 653, 655 SSLv3 option, 653, 655 SSLVerifyClient directive, 658, 669 SSLVerifyDepth directive, 658–659, 669 SSLwrap package, 438 stacked handler, 760 staging, 683 standalone mode, 51 Standard Variables environment variable, 203 Start Menu, starting Apache as service from, 78–79 -startDelay <seconds> option, 389 starting server, 58–60, 75–76 on Unix, 58–59 on Windows, 59–60 startscript syslog, 719 StartServers directive, 461–462 StartServers directive, 426 startssl option, 58, 64, 163 static content caching, 482–486 memory mapping, 482–486 STATUS directive, 569 status item, 545 status option, 86 STATUSINCLUDE directive, 566 StdEnvVars variable, 662 stop command line parameter, 76 stopping server, 75–76 strace command, 721 strftime function, 557 StrictRequire option, 650 string match, 262 subnet access, controlling by network and netmask, 185–186 subnetmask, 21 suExec option, 108 suExec wrapper building and installing, 372–373 building Apache with support of, 137–139 configuring Apache to use, 372–374 permitted environment variables, 374–375 specifying virtual host user privileges, 422–423 suexec.h header file, 372 SuExecUserGroup directive, 374, 422 Super Sparrow, 537 SuppressColumnSorting option, 192, 198 suppress-error-charset directive, 208 SuppressHTMLPreamble option, 192, 195
 
 SuppressIcon option, 192 SuppressLastModified option, 192, 202 SuppressRules option, 192 SuppressSize option, 192, 202 SuSE, 2, 125 swapping, 31 Swatch program, 556 symbolic links, 478, 675–676 SymLinksIfOwner option, 175, 190 SymLinksIfOwnerMatch option, 177, 291, 676 SYSCONFDIR option, 152 --sysconfdir=DIR option, 129, 696, 830 syslog option, 436 syslogd daemon, 542–544, 719–720 sysvsem lock type, 471
 
 T -t -D DUMP_VHOSTS option, 61, 163 -T flag, 335 -T mime/type option, 492 -t option, 61, 69–70, 85, 156, 163, 611 -T option, 61, 64, 70, 85, 610 -t rsa1 option, 703 -t rsa option, 703 -t seconds option, 491 T, type flag, 280 T type flag, 282 tail command, 59 tail -f command, 555 taint mode, 772–774 tar command, 87 TARGET option, 152 --target option, 141 --target=NAME (1.3) option, 129 TCP wrappers, 691–692 tcpdump tool, 28, 36 TCP/IP (Transport Communication Protocol/Internet Protocol), 13–29 ACK messages, 15–16 definitions of terms related to, 13–14 FIN messages, 15–16 Internet daemon, 24 IP addresses and network classes, 19–20 IPv6 protocol, 25–26 NAK messages, 15–16 netmasks and routing, 21–22 network model, 16–18 non-IP protocols, 19 overview, 13 packets and encapsulation, 14–15 special IP addresses, 20–21 SYN messages, 15–16 web services, 23–24 -TDB option, 610 875
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 telnet command, 37, 82, 83, 86, 100 telnet mode, 82 telnet proxy, 515 telnet utility, 82 temp symbolic name, 274 Template Toolkit, 792–794 Temporary Redirect, 275 testing server, 81–86 with browser, 82 from command line or terminal program, 82–85 getting server status from command line, 86 overview, 84 server configuration without starting it, 85 text, defining by extensions, 199–200 by MIME type, 200–201 TextCounter script, 370 textutils package, 684 -TGDBM option, 610 THE_REQUEST variable, 284 then construct, 261 ThreadLimit directive, 461, 466 thread-only servers, 459–460 threadpool MPM, 4, 132, 133, 460 ThreadsPerChild process model, 468 TIME variable, 284 TIME_DAY variable, 284 TIME_HOUR variable, 284 TIME_MIN variable, 284 TIME_MON variable, 284 TIME_SEC variable, 284 TIME_WDAY variable, 284 TIME_YEAR variable, 284, 289 TIMECOLS directive, 571 TimeOut <seconds> directive, 474–475 Timeout directive, 168, 514 ... tag, 203 TkApache tool, 91 TLSv1 option, 653 TO directive, 574 tolower function, 298 Tomcat, 807–838 configuring, 813–818 installing, 808–813 Ant, 810–811 Java, 809–810 mod_jk, 818–829 getting, 818–828 overview, 818 testing, 828–829 mod_python, 829–835 configuring, 832–833 installing, 829–832
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 testing, 833–835 mod_ruby, 835–838 overview, 807–808 tomcat-users.xml file, 817 toupper function, 298 tr function, 366–367 trace command, 721 TRACE method, 511 traceroute tool, 29, 36 track_errors = Off parameter, 806 tracking users. See user tracking TrackModified option, 192 transfer logs, 53, 544–554 combining multiple logs, 553–554 Common Log Format (CLF), 545–546 conditional custom logs, 552–553 custom logs, 550 defining log formats, 546–549 gleaning extra information about the client, 550–552 overview, 544–545 Transfer-Encoding header, 13, 339 TransferLog directive, 169, 436, 544–545, 546, 588 transmission algorithm, 490 Transport Communication Protocol/Internet Protocol. See TCP/IP (Transport Communication Protocol/Internet Protocol) Tripwire, 685–686 truerand utility, 645 truss command, 721 trusted variable, 288 -TSDBM option, 610 Tux kernel HTTP server, 483 type-map file, 253, 254 type-map handler, 252, 348, 349 /type-mapped-files, 253 TYPEOUTPUTALIAS commands, 573 TYPEOUTPUTALIAS directive, 566 TypesConfig directive, 232, 426
 
 U -u option, 62, 72 -U option, 145 UDP (User Datagram Protocol), 14 
... tag, 190 ulimit command, 434 Ultra Monkey, 532, 537 UNCOMPRESS command, 564 uncompress utility, 40 unescape function, 298, 299 unformatted directive, 304 Unix tr command, 359 UNLOCK method, 730
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 unserialize_callback_func = parameter, 804 Update command, 613 --update option, 704 -updateInterval <seconds> option, 389 Upgrade request header, 265 upgrading Apache, 47–49 upstream servers, invalid headers from, 507 URI header, 254 URLs encoding, 336 with extra path information, 247–248 filtering by, 355–356 multiple access through different, 738–740 proxied forwarding, 504–506 returning to the client, 507 read and write access through same, 737–738 rewriting, 481. See also mod_rewrite module tracking. See mod_session Use Proxy symbolic name, 275 UseCanonicalName directive, 478 UseCanonicalName directive, 420–421, 442 user authentication, 597–627 anonymous authentication, 606 authentication configuration requirements, 599–600 authentication modules, 598–599 basic authentication, 601–603 combining user-and host-based authentication, 626–627 combining with host-based access, 187–188 digest authentication, 603–606 LDAP authentication, 617–624 configuring, 620–624 configuring LDAP caching, 618–619 overview, 617 overview, 597 securing basic authentication with SSL, 627 setting up user information, 606–614 in DBM databases, 609–614 in files, 606–609 specifying user requirements, 614–617 using authentication directives in .htaccess, 601 using multiple authentication schemes, 624–626 using with client certification, 659–670
 
 external cryptography engine, 670 overview, 659–660 per-directory certificates, 669 SSL and logging, 660–662 SSL and virtual hosts, 666–668 SSL environment variables and CGI, 662–665 SSL proxy configuration, 668–669 User Datagram Protocol (UDP), 14 User directive, 55, 57, 137, 373–374, 422, 424, 569 user tracking, 583–594 adding session information to URLs, 594 alternatives to, 584 cookie tracking with mod_usertrack, 584–589 configuring cookie content, 586–587 configuring cookie duration, 585 configuring cookie name and domain, 586 configuring cookie style, 587–588 creating log file to store user tracking information, 588 enabling user tracking, 584–585 millennial cookies and four-digit years, 588–589 overview, 584 disabling cookie tracking, 593 logging session information, 593 overview, 583–584 URL tracking with mod_session, 589–594 building and installing mod_session, 589–590 configuring session key, 590–591 controlling access with entry points, 591–593 millennial cookies and four-digit years, 591 USER_NAME predefined variable, 313 useradd command, 52 User-Agent header, 205, 207, 228, 229 UserDir, implementing user directories with alternative methods, 409–410 enabling and disabling specific users, 407–408 redirecting users to other servers, 408–409 UseRewrite, 160, 161 USERINCLUDE directive, 566
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 -v option, 61, 70, 493, 611, 656 -V option, 61, 70, 70–71, 139, 491 -v verbosity output option, 494 valid-user token, 615 Valve element, 814 .var file, 252, 253, 255 Vary header, 240, 257, 258, 260 --verbose option, 110 Verbosity Levels, 495 --verify option, 44 --version option, 110 VersionSort option, 192, 197, 198 VHOST directive, 569 VHOSTINCLUDE directive, 566 View command, 613 view command, 614 virtual hosting default virtual hosts, 427–429 IP-based, 414–426 configuring what Apache listens to, 416–418 defining, 418–421 excluded directives, 426 overview, 414 separate network cards, 415 and server-level configuration, 421–422 specifying virtual host user privileges, 422–425 virtual interfaces, 415–416 issues affecting, 434–440 handling HTTP/1.0 clients with name-based virtual hosts, 439–440 log files and file handles, 434–436 overview, 434 secure HTTP and virtual hosts, 437–438 virtual hosts and server security, 436–437 name-based, 428–433 defining, 428–430 defining default host for namebased virtual hosting, 430–431 server names and aliases, 430 and SSL, 666–668 Virtual Private Networks (VPNs), 13 VirtualDocumentRoot directive, 442–444, 448–449 VirtualDocumetRootIP directive, 442–444 container, 167, 169, 172, 173, 174, 418–420, 447 vmstat tool, 31 VPNs (Virtual Private Networks), 13
 
 -W <servicename> option, 62 -w flag, 335 -w option, 62, 72, 494 -W option, 72, 73 -w output option, 494 warn log level, 542 -Wc, flag option, 149 Web of Trust, 105 Web site hosting. See hosting Web sites WebDAV, 727–741 adding to Apache, 728–729 configuring Apache for, 731–733 configuring DAV lock time, 735 –736 cooperating with CGI and other content handlers, 740–741 limitations of file-based repositories, 736 multiple access through different URLs, 738–740 overview, 727 protecting WebDAV servers, 737 read and write access through same URL, 737–738 restricting options and disabling overrides, 734 and virtual hosts, 735 WebDAV protocol, 729–731 Webdist.cgi script, 370 Webmin tool, 91–97 accessing, 92–97 installing, 92 overview, 91 WebSphere product, 2 web.xml directory, 814 WEEKLY directive, 568 Width=|* option, 191 Windows 2000 and XP, hardening, 689–690 Windows-specific options, 62 winnt MPM, 134, 460, 464, 468 --with option, 107, 108 --with[out]-lastlog[=FILE] option, 697 --with[out]-sia option, 697 --with-4in6 option, 696 --with-afs[=PATH] option, 696 --with-allow-file configuration options, 376 --with-apache[=DIR] option, 799 --with-apr=DIR option, 144 --with-apxs[=FILE] option, 799 --with-apxs2[=FILE] option, 799 --with-cgi-dir configuration option, 376 --with-config-file-path=PATH option, 798 --with-cxx= option, 831
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 --with-dbm option, 108 --with-dbm=DBMTYPE option, 144 --with-dec-threads option, 831 --with-default-path=PATH option, 697 --with-deny-file configuration option, 376 --with-dl-dld =DL_DIR option, 831 --with-exec-dir[=DIR] option, 799 --with-expat option, 108 --with-expat= option, 121 --with-expat=DIR option, 144 --with-fpectl option, 831 --with-gnu-ld option, 798 --with-host-checking configuration option, 376 --with-httpd-user configuration option, 376 --with-install-dir configuration options, 376 --with-ipaddr-display option, 697 --with-ipv4-default option, 697 --with-kerberos4[=PATH] option, 697 --with-layout option, 108 --with-layout=TYPE option, 798 --with-ldap option, 108, 617 --with-libc=STRING option, 831 --with-libm=STRING option, 831 --with-libs='lib1 ...' option, 831 --with-logging-syslog configuration option, 376 --with-md5-passwords option, 697 --with-mod_charset option, 799 --with-module option, 146, 147 --with-mpm option, 132 --with-mpm=perchild option, 423 --without option, 107, 108 --without-confadjust option, 140 --with(out)-doc-strings option, 831 --without-execstrip option, 142 --without-gcc option, 831 --without-PACKAGE option, 831 --without-pear option, 798 --with(out)-pymalloc option, 831 --without-redirect-stderr configuration option, 376 --without-support option, 140 --with(out)-threads[=DIRECTORY] option, 831 --with(out)-universal-newlines option, 831 --with-PACKAGE[=ARG] option, 831 --with-pam option, 697 --with-pear=DIR option, 798 --with-perl=FILE option, 140 --with-pic option, 798 --with-pid-dir=DIR option, 697
 
 --with-port option, 110 --with-prng-port=PORT option, 697 --with-prng-socket=FILE option, 697 --with-program-name=NAME (2.0) option, 129 --with-pth option, 831 --with-pydebug option, 831 --with-random=FILE option, 697 --with-rsh=FILE option, 697 --with-server-gid option, 108, 110 --with-server-uid option, 108, 110 --with-sgi-dl=DIRECTORY option, 831 --with-signal-module option, 831 --with-skey=FILE option, 697 --with-ssl option, 108 --with-ssl=DIR option, 144 --with-ssl-dir=PATH option, 697 --with-suffix=.exe option, 831 --with-tcp-wrappers option, 697 --with-tsrm-pthreads option, 798 --with-utmpx option, 697 --with-wctype-functions option, 831 --with-xauth=PATH option, 697 --with-z=DIR option, 144 --with-zlib option, 238 --with-zlib-dir= option, 798 -Wl, flag option, 149 worker MPM, 4, 71, 132, 133, 134, 460, 461–462, 464, 468 workers.properties file, 827 WWW-Authenticate header, 396, 599, 603
 
 X -x option, 611 -X option, 62, 66, 71 -x table_attrs output option, 494 XBitHack directive, 320 xinetd system, 686–687, 692 Xitami HTTP server, 484 XlateIn filter, 355 XlateOut filter, 247 XSSI (Extended Server-Side Includes), 312
 
 Y -y tr_attrs output option, 494 y2k_compliance = On parameter, 804 YellowPages, 135
 
 Z Zeus HTTP server, 484 ZIP format, 41, 249 zlib.output_compression = Off parameter, 804 zlib.output_handler = parameter, 804
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