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 Introduction Welcome to MASTERING VISUAL C# .NET! As you may already know, .NET is poised to become the hot platform for the next wave of technology deployment. .NET’s strength is that it is built from the ground up to be used in a distributed environment—in other words, an environment that consists of computers and devices connected via a network. Microsoft has pledged its commitment and resources to making .NET a pervasive component of life in our technological society—you ignore .NET at your own peril. The bottom line is you need to learn .NET if you want to remain competitive in today’s—and tomorrow’s—marketplace. In a nutshell, .NET is a completely new framework for writing many types of applications. Some of the applications you can write using .NET include Windows applications and web-based applications. You can use .NET to develop systems composed of interconnected services that communicate with each other over the Internet. In addition, you can use .NET to create applications that run on devices such as handheld computers and cellular phones. Although other languages allow you to develop such applications, .NET was designed with the interconnected network in mind. The .NET Framework consists of the following three primary components: Development Languages and Tools The development languages that enable you to write .NET programs include C#, Visual Basic .NET (VB .NET), and Managed C++. Microsoft also has a Rapid Application Development (RAD) tool called Visual Studio .NET (VS .NET) that allows you to develop programs in an integrated development environment (IDE). You’ll learn how to use C# and VS .NET in this book. Common Language Runtime The Common Language Runtime (CLR) manages your running code and provides services such as memory management, thread management (which allows you to perform multiple tasks in parallel), and remoting (which allows objects in one application to communicate with objects in another application). The CLR also enforces strict safety and accuracy of your executable code to ensure no tampering occurs. Framework Base Class Library The Framework Base Class Library is an extensive collection of code written by Microsoft that you can use in your own programs. For example, the Framework Base Class Library contains code that allows you to develop Windows applications, access directories and files on disk, connect to databases and retrieve information, and send and receive data across a network, among many other functions. You’ll use the most important classes in the Framework Base Class Library in this book.
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 C# is one of languages you can use to write .NET applications. C# owes its heritage to languages such as Java, C, and C++—and, of course, those languages arose from the development of earlier languages. If you’ve programmed in Java or C++, you’ll find C# easy to learn. C# isn’t the only language for writing .NET applications. It is our opinion, however, that C# will be the primary language of choice for .NET development. You might be wondering if you should learn C# or Java. Our answer is that you should learn both. Just because .NET is hot, it doesn’t mean Java will be displaced any time soon. Both languages will coexist and evolve together—until something better comes along.
 
 Who Should Read This Book? This book was written for budding C# programmers. This book contains everything you need to know to master C#. No prior programming experience is assumed, but if you already know a programming language such as Java, C++, or Visual Basic, you’ll be off to a running start. You may even know C# already; if so, you’ll find that this book delves deeper into the advanced C# and .NET topics than most other books. If you’re a novice, you’ll find Part I of this book easy to follow, and you’ll get up to speed on the fundamental programming concepts used in C#. If you’re an intermediate to advanced programmer, you’ll be able to skim through the first five chapters of Part I quickly. Once you’ve mastered the C# language covered in Part I, you’ll find Parts II and III of this book ideal for understanding the more advanced aspects of C# and .NET.
 
 How to Use This Book This book is divided up into three parts.
 
 Part 1: “Fundamental C# Programming” In Part I of this book, “Fundamental C# Programming,” you’ll learn everything you need to know to write simple C# programs. Part I consists of 13 chapters. In Chapter 1, “Introduction to Visual C# and the .NET Framework,” you’ll be introduced to the C# language. You also learn about Microsoft’s RAD tool, Visual Studio .NET. Visual Studio .NET allows you to develop programs in an IDE. Finally, you’ll see how to use the extensive documentation from Microsoft that comes with .NET. In Chapter 2, “Basic C# Programming,” you’ll learn how to write simple programs, how to store information in memory, and how to handle keyboard input and format screen output. In Chapter 3, “Expressions and Operators,” you’ll explore how to use expressions and operators. An expression is typically a statement that performs some kind of calculation—using an operator—and returns a value. In Chapter 4, “Decisions, Loops, and Preprocessor Directives,” you’ll learn how to execute different branches of code based on decisions and how to repeat statements using loops. You’ll also learn about the preprocessor, which is program that reads your program source files prior to compilation. You can give the preprocessor instructions, known as directives, which can affect what parts of your program are actually compiled.
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 In Chapter 5, “Object-Oriented Programming,” and Chapter 6, “More about Classes and Objects,” you’ll explore how to define your own types using classes and structs—and how to use them in your programs. You’ll see how you can create objects from classes. You’ll also learn how you can use classes and objects to model things that exist in the real world and how they can simplify the task of writing programs to solve complex problems. In Chapter 7, “Derived Classes,” you’ll learn how a class may be derived from another class. You’ll also learn how you can overload an operator to perform your own code when a particular operator is used, rather than using the default provided by C#. In Chapter 8, “Interfaces,” you’ll explore interfaces. An interface contains a list of declarations such as method and property declarations. You can then have your class implement a given interface; your class must then define the code for the declarations specified in that interface. By having your class implement an interface, you’re guaranteeing that your class contains the code for the items declared in that interface. In Chapter 9, “Strings, Dates, Times, and Time Spans,” you’ll examine the use of strings and how you manipulate strings in your programs. You’ll also learn how to represent dates and times in your programs. In Chapter 10, “Arrays and Indexers,” you’ll learn about arrays, which are sets of consecutive of storage compartments that can hold data elements of the same type. You use arrays to store multiple variables or objects. In Chapter 11, “Collections,” you’ll explore collections. Collections are objects that store many elements and whose capacity you can change after you’ve created them. These objects offer flexible ways to access their elements. As you master C#, you’ll find collections to be useful when you need to perform complex manipulation of data. In Chapter 12, “Delegates and Events,” you’ll learn about delegates and events. A delegate acts like a pointer to a function, and you can use them to call different functions that you specify at run-time. Delegates are closely tied to events—events are in fact a special kind of delegate. You can use events to send notifications that something has occurred to a particular object. In Chapter 13, “Exceptions and Debugging,” you’ll explore exceptions and debugging. When an error or abnormal condition occurs during your program’s execution, an exception is thrown. An example of a program error, or bug, might be attempting to divide a number by zero. An example of an abnormal program condition might be running out of memory.
 
 Part 2: “Advanced C# Programming” In Part II of this book, “Advanced C# Programming,” you’ll learn about the more complex aspects of C# programming. Part II consists of 8 chapters. In Chapter 14, “Threads,” you’ll learn how to use threads, which allow you to perform multiple tasks in parallel. You’ll learn that there are some problems to consider when your application uses multiple threads. In particular, you need to worry about synchronizing threads and handling deadlocks that can arise when two threads are fighting for resources to do their work. In Chapter 15, “Streams and Input/Output,” you’ll explore how to work with input/output streams. You’ll look at basic file and directory operations, such as opening a file and examining the contents of a directory. You’ll also learn how to read and write data in a variety of ways, including ways to use the network as a data transport.
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 In Chapter 16, “Assemblies,” you’ll examine how .NET groups code into units known as assemblies. .NET uses assemblies for version tracking, security, deployment, and type identity—among other things. You’ll learn how to create assemblies and how to include more than one file in the same assembly. In Chapter 17, “Attributes and Reflection,” you’ll learn about metadata, which describes the contents of assemblies. Metadata consists of attributes that describe types, members, modules, and assemblies. You’ll explore intrinsic attributes that are provided by default and custom attributes; you’ll see how to create of your own custom attributes to extend the metadata stored in assemblies. In Chapter 18, “Remoting,” you’ll explore remoting, which allows objects in one application to communicate with objects in another application. Remoting allows you to develop distributed software components that interact with each other. In Chapter 19, “Security,” you’ll learn about .NET’s security system. You can use code-access security to specify exactly which operations an application is allowed to perform. Code-access security allows you to select individual permissions to apply to code based on the code’s membership in code groups. A code group can be based on the publisher of the code, the identity of the code, the location from which the code was obtained, or other factors. .NET also includes a role-based security system that lets you determine whether a particular user should have access to a resource. In Chapter 20, “XML,” you’ll explore how to use the Extensible Markup Language (XML) with .NET. .NET uses XML for many tasks, from storing configuration files to serializing objects for transmission to a remote application. You can read and write XML files, analyze their structure, transform XML files into new formats, or use them to work with data. In Chapter 21, “Other Classes in the Base Class Library,” you’ll learn about some of the other .NET classes contained in the Framework Base Class Library. You’ll explore the graphics classes that allow you to draw elements, globalization classes that allow your software to be used in other locales and other languages, debug and trace classes that allow you to see debugging information either at design-time or run-time, along with advanced classes that support the features of the .NET runtime itself.
 
 Part 3: “.NET Programming with C#” In Part III of this book, “.NET Programming with C#,” you’ll be introduced to databases, you’ll learn how to access a database using a C# program, and you’ll see how to program Windows and web applications. Part III consists of 5 chapters. In Chapter 22, “Introduction to Databases,” you’ll learn the basics of databases and see how to use the Structured Query Language (SQL) to access a database. This chapter shows how to access a SQL Server database named Northwind. This database contains the information for the fictitious Northwind Company, which sells food products. In Chapter 23, “Active Data Objects: ADO.NET,” you’ll explore how to access a database from a C# program using ADO.NET. ADO.NET is Active Data Objects for the .NET Framework. You’ll learn how to connect to a database and issue SQL statements that retrieve and modify the information stored in a database. In Chapter 24, “Introduction to Windows Applications,” you’ll learn about Windows programming. A Windows program takes advantage of the graphical environment for display and use of the mouse, as well as the keyboard, for input. Windows provides graphical items such as menus, text boxes, radio buttons, and text boxes that allow you to build a visual interface that is easy to use.
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 In Chapter 25, “Active Server Pages: ASP.NET,” you’ll explore Active Server Pages for .NET (ASP.NET). ASP.NET allows you to create web pages whose content may change at run-time and allows you to develop applications that are accessed using a web browser. For example, you could develop an application that allows users to order products over the Web, or you could create a stocktrading application that allows users to place trades for shares in companies. In Chapter 26, “Web Services,” you’ll learn how to build a simple web service. A web service is a software component that delivers information over the Internet (or a private intranet) to fulfill a specific need. For example, you could build a web service that returns the current price of a company’s stock.
 
 Appendixes This book also contains three appendixes for reference purposes. Appendix A, “C# Keywords,” summarizes the keywords used in the C# language. Appendix B, “C# Compiler Options,” lists the options used with the C# compiler, which enable you to compile your programs. Appendix C, “Regular Expressions,” summarizes the C# regular expressions, which allow you to search for a specified set of characters or pattern of characters.
 
 Downloading the Example Programs Throughout this book, you’ll see many example programs that illustrate the concepts described in the text. These are marked with a listing number and title, such as the one shown here: Listing 1.1: The “Hello World” Program
 
 You can download a ZIP file containing these programs from the Sybex website at www.sybex.com. You can use a program such as WinZip to extract the contents of the ZIP file. The filenames will correspond to the listing numbers.
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 Fundamental C# Programming In this section you will find: ◆ ◆ ◆ ◆ ◆ ◆ ◆ ◆ ◆ ◆ ◆ ◆ ◆
 
 Chapter 1: Introduction to C# Chapter 2: Basic C# Programming Chapter 3: Expressions and Operators Chapter 4: Decisions, Loops, and Preprocessor Directives Chapter 5: Object-Oriented Programming Chapter 6: More about Classes and Objects Chapter 7: Derived Classes Chapter 8: Interfaces Chapter 9: Strings, Dates, Times, and Time Spans Chapter 10: Arrays and Indexers Chapter 11: Collections Chapter 12: Delegates and Events Chapter 13: Exceptions and Debugging
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 Chapter 1
 
 Introduction to C# In this chapter, you’ll be introduced to the C# language. You’ll see a simple example program that displays the words Hello World! on your computer’s screen, along with the current date and time. You’ll also learn about Microsoft’s Rapid Application Development (RAD) tool, Visual Studio .NET. Visual Studio .NET enables you to develop and run programs in an integrated development environment. This environment uses all the great features of Windows, such as the mouse and intuitive menus, and increases your productivity as a programmer. In the final sections of this chapter, you’ll see how to use the extensive documentation from Microsoft that comes with the .NET Software Development Kit (SDK) and Visual Studio .NET. This documentation goes well beyond the text of this book, and you’ll find it invaluable as you become an expert C# programmer. Note Before you can develop C# programs, you’ll need to install the .NET SDK or Visual Studio .NET. You can download the .NET SDK at http://msdn.microsoft.com/downloads. Once you’ve downloaded the executable file, go ahead and run it. Follow the instructions on the screen to install the .NET SDK on your computer. You can also purchase a copy of Visual Studio .NET from Microsoft at their website.
 
 Featured in this chapter: ◆
 
 Building Your First C# Program
 
 ◆
 
 Learning about Visual Studio .NET
 
 ◆
 
 Working with the .NET Documentation
 
 Developing Your First C# Program Learning a new programming language is sometimes a daunting task. To get you started, you’ll begin with a variation on the classic “Hello World” program. This program traditionally starts all programming books—and who are we to argue with tradition?
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 Chapter 1 INTRODUCTION TO C#
 
 The Origins of the “Hello World” Program As far as we know, the tradition of the “Hello World” program being used to start programming books began in the seminal work The C Programming Language by Brian Kernighan and Dennis Ritchie (Prentice Hall PTR, 1988). Incidentally, C is one of the languages that C# owes its development to, along with Java and C++.
 
 The following program displays the words Hello World! on your computer’s screen. The program will also display the current date and time retrieved from your computer. This program, shown in Listing 1.1, illustrates a few simple tenets of the C# language. Listing 1.1: The “Hello World” Program /* Example1_1.cs: a variation on the classic “Hello World!” program. This program displays the words “Hello World!” on the screen, along with the current date and time */ class Example1_1 { public static void Main() { // display “Hello World!” on the screen System.Console.WriteLine(“Hello World!”); // display the current date and time System.Console.WriteLine(“The current date and time is “ + System.DateTime.Now); } }
 
 This program is contained in a text file named Example1_1.cs. This file is known as a program source file, or simply a source file, because it contains the lines that make up the program. You use a compiler to translate a source file into an executable file that a computer can run; you’ll learn more about this later in the “Compiling a Program” section. You can download all the source files for the programs featured in this book from the Sybex website at this book. Once you’ve downloaded the files, you can follow along with the examples without having to type in the program listings. Note
 
 www.sybex.com. You’ll find instructions on downloading these files in the introduction of
 
 DEVELOPING YOUR FIRST C# PROGRAM
 
 The Example1_1.cs source file contains the lines that make up the “Hello World” program. You’ll notice that the extension for the Example1_1.cs file is .cs—this is the recommended extension for C# source files. Because the file is a text file, you can open and view the Example1_1.cs file using a text editor such as Notepad. Go ahead and open the file if you want. Tip You can also edit and save source files using Notepad, although as you develop more complex programs you’ll find that Visual Studio .NET is a much more efficient tool to use. You’ll learn about Visual Studio .NET later in this chapter.
 
 Let’s go through the lines in Example1_1.cs. The first four lines are as follows: /* Example1_1.cs: a variation on the classic “Hello World!” program. This program displays the words “Hello World!” on the screen, along with the current date and time */
 
 The compiler ignores anything placed between the /* and */ characters. They are comments that we’ve used to inform you what the program does. Later, you’ll see the use of single-line comments that start with two forward slash characters (//). The next two lines start a class using the class keyword: class Example1_1 {
 
 The open curly brace ({) marks the beginning of the Example1_1 class. Similarly, the close curly brace (}), shown at the end of Listing 1.1, marks the end of the Example1_1 class. As you’ll learn in Chapter 5, “Object-Oriented Programming,” you use a class to define a template that contains methods and fields—and you can use this template to create objects of that class. Methods are self-contained units of code that carry out a specific task, and they typically consist of one or more program lines. Fields are named storage areas where you can store values. The Example1_1 class doesn’t contain any fields, but it does contain a method named Main(). Note Programs typically contain a Main() method. This method is run, or called, automatically when you run your program. The exception is a type library, which requires another program to call its functionality and therefore doesn’t require a Main() method.
 
 In the next section, we’ll take you through the lines in the Main() method.
 
 Understanding the Main() Method As mentioned, methods typically consist of one or more program lines that carry out the method’s task. The program lines that make up a method begin and end with open and close curly braces, respectively. The Main() method in the example “Hello World” program is defined as follows: public static void Main() { // display “Hello World!” on the screen System.Console.WriteLine(“Hello World!”);
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 // display the current date and time System.Console.WriteLine(“The current date and time is “ + System.DateTime.Now); }
 
 The public keyword is an access modifier that specifies the level of availability of the method outside of the class; public specifies that the Main() method is available without restriction and may be called anywhere. Note You’ll learn more about access modifiers in Chapter 5.
 
 As you’ll learn in Chapter 6, “More about Classes and Objects,” the static keyword indicates that the Main() method belongs to the class, rather than any particular object of the class. If we didn’t use the static keyword when defining the method, we would have to first create an object of the class and then call the method. This may sound a little confusing, but you’ll understand exactly what we mean after you’ve read Chapters 5 and 6. Methods can return a value to the statement from which they are called. For example, you might want to perform some kind of calculation in a method and return the result of that calculation. However, you may not always want to return a value, and that’s what the void keyword does. As you can see in the example program, the void keyword indicates that the Main() method doesn’t return a value. Let’s take a look at the program lines contained within the open and close curly brackets; these lines carry out the tasks for the method and are run when the Main() method is called. The first program line is as follows: // display “Hello World!” on the screen
 
 This line begins with two forward slash characters (//). These indicate that the line is a comment. As mentioned, the /* and */ characters also mark the beginning and end of comments. The difference between these two ways of marking lines as comments is that the // characters mark a single line as a comment, whereas the /* and */ characters mark multiple lines as comments. You’ll learn more about comments in Chapter 2, “Basic C# Programming.” The second program line in the Main() method is as follows: System.Console.WriteLine(“Hello World!”);
 
 This line calls the WriteLine() method. This method displays a line of output on your computer’s screen. In the example program, the call to this method displays a line containing the words Hello World! As you’ll learn in Chapter 6, namespaces separate class declarations, and System is a namespace created by Microsoft. The System namespace contains a number of useful classes you can use in your programs, and you’ll see some of them in this book. The Console class is one of the classes in the System namespace. The Console class contains methods you can use to display output on a computer’s screen. Note The Console class also contains methods you can use to read input from the computer’s keyboard, and you’ll see how to do that in Chapter 2.
 
 As you can see from the previous line, a period (.) separates the System namespace, the Console class, and the WriteLine() method. The period is known as the dot operator, and it may be used to
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 separate the namespace, class, and method parts of a program line. You’ll learn more about the dot operator in Chapter 5. The third line in the Main() method is another single line comment: // display the current date and time
 
 The fourth line in the Main() method displays the current date and time: System.Console.WriteLine(“The current date and time is “ + System.DateTime.Now);
 
 As you can see, this line uses System.DateTime.Now to display the current date and time. Now is a property of DateTime that returns the current date and time set for the computer on which the program is running. You’ll learn all about properties in Chapter 6. In a nutshell, the Now property reads the current date and time from your computer. Now is a static property, which means you can call it without first creating a DateTime object. The remaining lines in Example1_1.cs contain close curly braces that end the Main() method and the Example1_1 class.
 
 Compiling a Program A program source file is written in text that you can read. Unfortunately, a computer cannot directly run the instructions contained in that source file, and you must first compile that file using a piece of software known as a compiler. The compiler reads your program source file and converts the instructions contained in that file into code that a computer may then run, or execute. The file produced by the compiler is known as an executable file. Once you’ve compiled your program, you can then run it. You can compile a program using either the command-line compiler that comes with the .NET SDK, or you can use Visual Studio .NET. In this section, you’ll see how to use the command-line version of the compiler to compile the Example1_1.cs program. Later in the “Introducing Visual Studio .NET” section you’ll see how to use Visual Studio .NET to compile a program. You run the command-line version of the compiler by entering csc in the Command Prompt tool, followed by the name of your program source file. For example, to compile Example1_1.cs, you would enter the following command in the Command Prompt tool: csc Example1_1.cs
 
 Note You can also enter one or more options that are then passed to the compiler. These options control things like the name of the executable file produced by the compiler. You can see the full list of options in Appendix B, “C# Compiler Options.” You can also view the compiler options by entering csc /help in the Command Prompt tool.
 
 If you want to follow along with the examples, go ahead and start the Command Prompt tool by selecting Start ➢ Programs ➢ Accessories ➢ Command Prompt. Note If you’re using Windows XP rather than Windows 2000, you start the Command Prompt tool by selecting Start ➢ All Programs ➢ Accessories ➢ Command Prompt.
 
 Next, you need to change directories to where you copied the Example1_1.cs file. To do this, you first enter the partition on your hard disk where you saved the file. For example, let’s say you saved
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 the file in the C#\programs directory of the C partition of your hard disk. To access the C partition, you enter the following line into the Command Prompt tool, then you press the Enter key: C:
 
 Next, to move to the C#\programs directory, you enter cd followed by C#\programs: cd C#\programs
 
 To compile Example1_1.cs using csc, you enter the following command: csc Example1_1.cs
 
 Notice that the name of the program source file follows csc—it’s Example1_1.cs in this case. Warning If you get an error when running csc, you’ll need to add the directory where you installed the SDK to your Path environment variable. The Path environment variable specifies a list of directories that contain executable programs. Whenever you run a program from the Command Prompt tool, the directories in the Path variable are searched for the program you want to run. Your current directory is also searched. To set your Path environment variable, select Start ➢ Settings ➢ Control Panel. Then double-click System and select the Advanced tab. Next, click the Environment Variables button and double-click Path from the system variables area at the bottom. Finally, add the directory where you installed the SDK to your Path environment variable. Click OK to save your change, and then click OK again on the next dialog box. Next, restart the Command Prompt tool so that your change is picked up. You should then be able to run csc successfully.
 
 The compiler takes the Example1_1.cs file and compiles it into an executable file named Example1_1 .exe. The .exe file contains instructions that a computer can run—and the .exe file extension indicates the file is an executable file. You run an executable file using the Command Prompt tool by entering the name of that executable file. For example, to run the Example1_1.exe file, you enter the following line in the Command Prompt tool and then you press the Enter key: Example1_1
 
 Note
 
 You can omit the .exe extension when running a program. For example, you can use Example1_1 to run
 
 Example1_1.exe.
 
 When you run the program, you should see the following text displayed in your Command Prompt window: Hello World! The current date and time is 8/1/2002 12:22:44 PM
 
 Needless to say, your date and time will differ from that shown in the previous line. This date and time is read from your computer when you run the program.
 
 Introducing the Microsoft Intermediate Language (MSIL) When you compile a program, the .exe file produced by the compiler contains instructions written in Microsoft Intermediate Language (MSIL). MSIL is frequently abbreviated to IL. Now, a computer
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 can only run programs written in their own native tongue: machine code. Machine code is a series of binary numbers (zeros and ones) that a computer can understand and run. IL instructions are not written in machine code—and therefore an additional step is required to convert the IL into machine code before your program is run for the first time. This step is performed automatically by a piece of software known as the Just In Time (JIT) compiler. When you run your program, the IL instructions in your .exe file are converted by the JIT compiler into machine code that the computer then runs. This is efficient because the JIT compiler detects the type of Central Processing Unit (CPU) in the computer and produces machine code specifically tailored to that CPU. This results in machine code that runs as fast as possible. Note When you distribute your programs, you can then be sure your program will run as fast as possible, regardless of the CPU used by the computer on which your program runs.
 
 JIT compilation is only performed the first time your program is run, and the resulting machine code is automatically stored. When your program runs again, the stored machine code is reused. That way, the computer doesn’t need to keep re-compiling the IL instructions into machine code. Of course, when the computer is turned off or rebooted, the JIT will need to recompile your program into IL instructions when it is run again.
 
 Introducing Visual Studio .NET Visual Studio .NET (VS .NET) is Microsoft’s Rapid Application Development (RAD) tool. VS .NET is an integrated development environment that you can use to create many types of .NET programs. VS .NET is a more productive tool than a simple text editor such as Notepad. This is because VS .NET allows you to enter your program, compile it, and run it—all within an easy to use graphical Windows environment. VS .NET also enables you to step through each line in your program as it runs. This is useful when your program has errors, or bugs. The process of getting rid of bugs in your program is known as debugging—and you’ll learn about this in Chapter 13, “Exceptions and Debugging.” You’ll also learn how to use VS .NET’s debugger in that chapter. You use the debugger to step through each line in your program. In the previous section, you saw a program that displayed the words Hello World! along with the current date and time on your computer’s screen. This type of program is known as a console application because it displays output directly on the computer’s screen on which the program is running. You can use VS .NET to create console applications, as well as the following type of applications: Windows Applications Windows applications are programs that take advantage of the visual controls offered by the Windows operating system, such as menus, buttons, and editable text boxes. Windows Explorer, which you use to navigate the file system of your computer, is one example of a Windows application. You’ll learn about Windows programming in Chapter 24, “Introduction to Windows Applications.” ASP.NET Applications ASP.NET applications are programs that run over the Internet. You access an ASP.NET application using a web browser, such as Internet Explorer. Examples of ASP.NET applications would be online banking, stock trading, or auction systems. You’ll learn about ASP.NET programming in Chapter 25, “Active Server Pages: ASP.NET.”
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 ASP.NET Web Services ASP.NET web services are also programs that run over the Internet. ASP.NET web services are also known as XML web services. The difference is that you can use them to offer a service that could be used in a distributed system of interconnected services. For example, Microsoft’s Passport web service offers identification and authentication of web users you could then use in your own web application. You’ll learn about web services in Chapter 26, “Web Services.” The previous list is not an exhaustive list of the types of applications you can develop with VS .NET, but it does give you flavor for the broad range of VS .NET’s capabilities. In the rest of this section, you’ll see how to develop and run the “Hello World” program using VS .NET. If you’ve installed VS .NET on your computer, you’ll be able to follow along with the example. If you don’t have VS .NET, then don’t worry—you’ll be able to see what’s going on from the figures provided.
 
 Starting Visual Studio .NET and Creating a Project All of your work in VS .NET is organized into projects. Projects contain the source and executable files for your program, among other items. If you have VS .NET installed, go ahead and start it by selecting Start ➢ Programs ➢ Microsoft Visual Studio .NET ➢ Microsoft Visual Studio .NET. Once VS .NET has started, you’ll see the Start page (see Figure 1.1). Figure 1.1 The Start page
 
 From the Start page, you can see any existing projects you’ve created. You can open and create projects using the Open Project and New Project buttons, respectively. You’ll create a new project shortly.
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 Using the VS .NET Links
 
 As you can see from Figure 1.1, VS .NET contains a number of links on the left of the Start page. Some of these links provide access to useful information on the Internet about .NET; the links are as follows: Get Started Opens the Start page. You can open and create projects from the Start page, and you saw an example Start page earlier in Figure 1.1. What’s New Use this link to view any updates for VS .NET or Windows. You can also view upcoming training events and conferences. Online Community Get in touch with other members of the .NET community. Includes links to websites and newsgroups. Headlines View the latest news on .NET. Search Online Use this link to search the MSDN Online Library for technical material such as published articles on .NET. Downloads Download trial applications and example programs from the websites featured here. XML Web Services Find registered XML web services that you can then use in your own programs. XML web services are also known as ASP.NET web services. You’ll learn more about web services in Chapter 26. Web Hosting A web hosting company is an organization that can take your program and run it for you. They take care of the computers on which your program runs. You use the Web Hosting link to view companies that provide web hosting services to run your programs. My Profile This link allows you to set items such as your required keyboard scheme and window layout. Go ahead and click these links and explore the information provided. As you’ll see, there’s a huge amount of information about .NET on the Internet. Creating a New Project
 
 When you’re finished examining the information in the previous links, go ahead and create a new project by clicking the New Project button on the Get Started page. Note You can also create a new project by selecting File ➢ New ➢ Project or by pressing Ctrl+Shift+N on your keyboard.
 
 When you create a new project, VS .NET displays the New Project dialog box that you use to select the type of project you want to create. You also enter the name and location of your new project; the location is the directory where you want to store the files for your project. Because you’re going to be creating a C# console application, select Visual C# Projects from the Project Types section on the left of the New Project dialog box, and select Console Application from the Templates section on the right. Enter MyConsoleApplication in the Name field, and keep the default directory in the Location field. Figure 1.2 shows the completed New Project dialog box with these settings.
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 Figure 1.2 The New Project dialog box with the appropriate settings for a C# console application
 
 Click the OK button to create the new project. Working in the VS .NET Environment
 
 Once your new project has been created, the main development screen is displayed (see Figure 1.3). This screen is the environment in which you’ll develop your project. As you can see, VS .NET has already created some starting code for you; this code is a skeleton for your program—you’ll see how to modify it shortly. In this section, we’ll give you a brief description of the different parts of the VS .NET environment. Figure 1.3 The VS .NET environment
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 Note Depending on your settings for VS .NET, your screen may look slightly different from that shown in Figure 1.3.
 
 The VS .NET menu contains the following items: File From the File menu, you can open, close, and save project files. Edit From the Edit menu, you can cut, copy, and paste text from the Clipboard. The Clipboard is a temporary storage area. View From the View menu, you can hide and show different windows such as the Solution Explorer (which allows you to see the files that make up your project), Class View (which allows you to see the classes and objects in your project), Server Explorer (which allows you to explore items such as databases—you’ll learn about databases and the use of Server Explorer in Part III of this book), and the Properties window (which allows you to set the properties of objects, such as the size of a button, for example), among others. You can also use the View menu to select the toolbars you want to display. Project From the Project menu, you can add class files to your project and add Windows forms and controls (you’ll learn about Windows forms and controls in Part III). Build From the Build menu, you can compile the source files in your project. Debug From the Debug menu, you can start your program with or without debugging. Debugging enables you to step through your program line by line looking for errors. You’ll learn about the debugger in Chapter 13. Tools From the Tools menu, you can connect to a database and customize your settings for VS .NET (for example, you can set the colors used for different parts of your program lines or set the initial page displayed by VS .NET when you start it). Window From the Window menu, you can like switch between files you’ve opened and hide windows. Help From the Help menu, you can open the documentation on .NET. You’ll learn how to use this documentation later in this chapter in the “Using the .NET Documentation” section. The VS .NET toolbar contains a series of buttons that act as shortcuts to some of the options in the menus. For example, you can save a file or all files, cut and paste text from the Clipboard, and start a program using the debugger. You’ll learn how to use some of these features in this chapter. The code shown in the window (below the toolbar) with the title Class.1.cs is code that is automatically generated by VS .NET, and in the next section you’ll modify this code. Modifying the VS .NET–Generated Code
 
 Once VS .NET has created your project, it will display some starting code for the console application with a class name of Class1.cs. You can use this code as the beginning for your own program. Figure 1.3—shown earlier—shows the starting code created by VS .NET.
 
 13
 
 14
 
 Chapter 1 INTRODUCTION TO C#
 
 The Main() method created by VS .NET is as follows: static void Main(string[] args) { // // TODO: Add code to start application here // }
 
 As you can see, this code contains comments that indicate where you add your own code. Go ahead and replace the three lines in the Main() method with the lines shown in the following Main() method: static void Main(string[] args) { // display “Hello World!” on the screen System.Console.WriteLine(“Hello World!”); // display the current date and time System.Console.WriteLine(“The current date and time is “ + System.DateTime.Now); }
 
 As you can see, the new lines display the words Hello World! on the screen, along with the current date and time. Once you’ve replaced the code in the Main() method, the next steps are to compile and run your program.
 
 Compiling and Running the Program As always, you must first compile your program before you can run it. Because programs in VS .NET are organized into projects, you must compile the project—this is also known as building the project. To build your project, select Build ➢ Build Solution. This compiles the Class1.cs source file into an executable file. Tip You can also press Ctrl+Shift+B on your keyboard to build your project.
 
 Finally, you can now run your program. To run your program, select Debug ➢ Start Without Debugging. When you select Start Without Debugging, the program will pause at the end allowing you to view the output. Tip You can also press Ctrl+F5 on your keyboard to run your program.
 
 When you run your program, VS .NET will run the program in a new Command Prompt window, as shown in Figure 1.4. Your program is run in a Command Prompt window because it is a console application. To end the program, go ahead and press any key. This will also close the Command Prompt window. You’ve barely scratched the surface of VS .NET in this section. You’ll explore some of the other features of VS .NET later in this book—including how to step through each line in a program using
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 the debugger that is integrated with VS .NET. You typically use the debugger to find errors in your programs, and you’ll see how to use the debugger in Chapter 13. In the next section, you’ll learn how to use the extensive documentation that comes with .NET. Figure 1.4 The running program
 
 Using the .NET Documentation Both the .NET SDK and VS .NET come with extensive documentation, including the full reference to all the classes in .NET. As you become proficient with C#, you’ll find this reference documentation invaluable. In the following sections, you’ll see how to access the .NET documentation, see how to search the documentation, and view some of the contents of the documentation. Depending on whether you’re using the .NET SDK or VS .NET, you access the documentation in a slightly different way. You’ll see how to use both ways to access the documentation in this section. Note The documentation that comes with the .NET SDK is a subset of the documentation that comes with VS .NET.
 
 Accessing the Documentation Using the .NET SDK If you’re using the .NET SDK, you access the documentation by selecting Start ➢ Programs ➢ .NET Framework SDK ➢ Overview. Figure 1.5 shows the .NET Framework SDK Documentation home page—this is the starting page for the documentation. On the left of the page, you can see the various sections that make up the contents of the documentation. You can view the index of the documentation by selecting the Index tab at the bottom of the page. Tip You can also view the Index window by selecting Help ➢ Index or by pressing Ctrl+Alt+F2 on your keyboard.
 
 You can search the index by entering a word in the Look For field of the Index tab. Figure 1.6 shows the results of searching for Console. Figure 1.6 also shows the overview for the Console class on the right. We opened this overview by double-clicking the About Console Class link in the Index window on the left of the screen.
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 Figure 1.5 The documentation home page
 
 Figure 1.6 Searching the index for the word Console
 
 You can also search all pages in the documentation using the Search tab. You display the Search tab by selecting it from the bottom of the screen. Tip You can also view the Search window by selecting Help ➢ Search or by pressing Ctrl+Alt+F3 on your keyboard.
 
 USING THE .NET DOCUMENTATION
 
 You enter the words you want to search for in the Look For field of the Search window. Figure 1.7 shows the Search tab and the search results returned by a search for WriteLine. When you run the search, the names of the pages that contain your required words are displayed in the Search Results window that appears at the bottom of the screen (you can see this window in Figure 1.7). Figure 1.7 Searching all of the documentation for the word WriteLine
 
 Tip You can also view the Search Results window by selecting Help ➢ Search results or by pressing Shift+Alt+F3 on your keyboard.
 
 You view the contents of a particular page shown in the Search Results window by double-clicking the appropriate line. For example, in Figure 1.7 shown earlier, we double-clicked the second line in the Search Results window. This line contained the “Console.WriteLine Method” page and as you can see, this page is displayed in the window above the search results in Figure 1.7. In the next section, you’ll see how to access the documentation using VS .NET.
 
 Accessing the Documentation Using VS .NET If you’re using VS .NET, you access the documentation using the Help menu. To access the contents of the documentation, you select Help ➢ Contents. Figure 1.8 shows the contents displayed in VS .NET. Notice that the documentation is displayed directly in VS .NET, rather than in a separate window as is done when viewing documentation with the .NET SDK.
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 Figure 1.8 The documentation contents viewed in VS .NET
 
 Note The same keyboard shortcuts shown in the previous section also apply to VS .NET.
 
 The Help menu also provides access to similar Index and Search windows as you saw in the previous section.
 
 Summary In this chapter, you were introduced to the C# language. You saw a simple example program that displayed the words Hello World! on your computer’s screen, along with the current date and time. You also learned about the compiler. You also learned about Microsoft’s Rapid Application Development (RAD) tool, Visual Studio .NET. Visual Studio .NET allows you to develop, run, and debug programs in an integrated development environment. In the final sections of this chapter, you saw how to use the extensive documentation from Microsoft that comes with the .NET SDK and Visual Studio .NET. As you become an expert C# programmer, you’ll find this documentation invaluable. In the next chapter, you’ll learn more about the basics of C# programming.
 
 Chapter 2
 
 Basic C# Programming This chapter provides a foundation for writing simple C# programs. Later chapters will build on this foundation. You’ll learn how to write simple programs, store information in memory, handle keyboard input, and format screen output. Featured in this chapter: ◆
 
 Understanding Statements, Whitespace, and Blocks
 
 ◆
 
 Using Comments to Explain Your Code
 
 ◆
 
 Understanding Data Types, Variables, and Constants
 
 ◆
 
 Introducing Strings
 
 ◆
 
 Understanding Enumerations
 
 ◆
 
 Handling Input and Output
 
 Using Statements, Whitespace, and Blocks A C# program consists of a file that contains a series of instructions; each instruction is a statement that tells C# what to do. A statement terminates with a semicolon (;), which is what tells C# the end of the statement has been reached. The following are examples of statements: int count = 1; System.Console.WriteLine(“count = “ + count); System.Console.WriteLine( “A multi-line statement” );
 
 The first statement is a variable declaration, which creates a variable named count. We will use this variable to store only integer values, so we declare its type to be int, and we assign it the integer value 1. (We’ll talk more about types, variables, and variable assignments later in this chapter.) The second statement displays the value stored in the count variable using a call to the System.Console .WriteLine() method—a method is a group of statements that you can execute as one unit; you’ll learn about methods in Chapter 5, “Object-Oriented Programming.”
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 When you’re coding statements, you’ll often want to use spacing to make your code more readable. Adding blank lines between sections or indenting a series of related instructions, for example, can help show how your program is structured. In C#, these extra spaces, tabs, and blank lines are all known as whitespace because those characters are just extra “room” in the statements. The following examples show the same statements as those shown previously, but with additional whitespace: int count = 1; System.Console.WriteLine( “count = “
 
 +
 
 count);
 
 C# usually ignores the whitespace within code. In this example, the variable count is declared and assigned the value 1 without any problems; its value is also displayed correctly by the second statement. However, C# does not ignore whitespace when it forms part of a string. For example: System.Console.WriteLine( “count
 
 =
 
 “
 
 +
 
 count);
 
 In this case, the code in the quotes contains whitespace that forms part of the string and is therefore not ignored. Tip You need to use whitespace appropriately to make your program more readable. Too much or too little whitespace will make your program difficult to read. You’ll see the appropriate use of whitespace throughout this book’s examples.
 
 You can use blocks to group statements together. A block begins with an open curly brace ({) and ends with a close curly brace (}). As this book progresses, you’ll see how to use blocks to structure such items as if statements, loops, and methods. The following example shows a block; notice that the two statements within the block are indented using two spaces, which helps you to see that the statements are contained within the block: { int count = 1; System.Console.WriteLine(“count = “ + count); }
 
 Listing 2.1 illustrates the use of statements, whitespace, and blocks. Listing 2.1: Statements, Whitespace, and Blocks class Example2_1 { public static void Main() { int count = 1; System.Console.WriteLine(“count = “ + count); } }
 
 ADDING COMMENTS
 
 You can compile this file using either the command-line version of the C# compiler (csc) or Visual Studio .NET, as you learned in Chapter 1, “Introduction to Visual C# and the .NET Framework.” The following example uses csc to compile the Example2_1.cs file: csc Example2_1.cs
 
 Once you’ve compiled the program, go ahead and run it using the command line or Visual Studio .NET. The following example uses the command-line to run the Example2_1 program: Example2_1
 
 The output from this program is as follows: count = 1
 
 Adding Comments You can add comments to your programs to describe code, making it more understandable for both yourself and other programmers. You may think you understand your own programs inside out, but when you return to them for maintenance six months later, you might have forgotten the intricacies of your own creation! The point is that you should add comments to your code to aid understanding, but don’t think you have to comment every line. You should use comments, like whitespace, judiciously. C# ignores comments, but you need to mark them off with specific characters. C# provides two types of comments: a single-line comment and a multiline comment. A single-line comment uses two slashes (//) and may span only one line, as shown here: // A single-line comment may only span one line.
 
 The // tells C# to ignore everything up to the end of that line. A multiline comment begins with an open comment mark (/*) and ends with a close comment mark (*/): /* A multiline comment may span more than one line. */
 
 The /* tells C# to ignore everything up to the next */ mark, no matter how many lines forward it is. If you were to use single-line comments in this example, you would have to add // characters at the beginning of every line that made up the comment. Multiline comments can of course also span only one line: /* Another comment */
 
 Listing 2.2 shows a program with both single and multiline comments. Listing 2.2: Comments /* Example2_2.cs illustrates the use of comments */
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 class Example2_2 { public static void Main() { // display “Hello World!” on the screen System.Console.WriteLine(“Hello World!”); } }
 
 The output from this program is as follows: Hello World!
 
 Throughout this book you’ll see comments used extensively—they explain what the programs are doing. Use them to supplement the book’s text and explain the purpose of the code.
 
 Using Data Types, Variables, and Constants You’ve seen how statements give instructions to C#, but those instructions need data or values to work with—text to be displayed on the screen or ZIP codes to be sorted, for example. C# contains many data types, which indicate the kind of value you want to store—text or numbers, for example. You use data types when creating variables and constants, as well as other storage elements you’ll see in later chapters. The value stored in a variable may be changed by setting it to another value later in the program; a constant, however, cannot be changed in your program once it has been set. C# is a strongly typed language, which means you must assign a data type to every storage element you use in your program. Although this might appear restrictive, it helps you during program development because the C# compiler will check your program to make sure you use the correct types for your data. Essentially, this traps bugs in your program before you even run it. In the following sections, you’ll learn what the C# data types are and how to use them to create variables and constants.
 
 Introducing Data Types C# contains a number of built-in data types—you’ve already seen examples that use the int data type in the previous examples. Data types are also simply referred to as types. C# also enables you to create your own types, known as user-defined types. You’ll learn how to create your own types in Chapter 5. Both built-in and user-defined types come in three flavors: Value Types Value types store an actual value. For example, if you used the int value type to store 8, then an actual 8 would be stored.
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 Reference Types Reference types store the address of an object. An object is an instance of a class, and you’ll learn about them in Chapter 5. Pointer Types Pointer types are only for memory manipulation of unsafe code. You might write such code in C or C++, and it’s called unsafe because using pointers to directly manipulate memory sometimes causes problems when the wrong memory address is accessed (that’s not to say that unsafe code is always bad). In fact, a pointer is a kind of reference type. Now, without further ado, let’s take a look at the built-in types that come with C#.
 
 Looking at C#’s Built-in Types C#, being a modern language, has many built-in types that come ready for you to use in your own programs. As mentioned, these built-in types come as value types and reference types. The built-in value types represent actual values and are made up of types that enable you to represent integers, floatingpoint numbers, decimal numbers, Boolean values, and characters. The built-in reference types represent the address of an object. You’ll learn about objects and object-oriented programming in Chapter 5. In the following sections, you’ll learn about the various built-in value types and see examples of them. You’ll then learn how you can take a value stored using one built-in type and convert it to another type. Integral Types
 
 There are eight integral types you can use to represent whole, or integer, numbers. Table 2.1 lists these integral types. It also shows the C# type, the .NET type (this is the underlying type defined in the Common Language Specification, or CLS), the number of bytes used to store the type, and the range of values that may be stored for that type. Table 2.1: Integral Types C# Type
 
 .NET Type
 
 Bytes Used
 
 Values
 
 sbyte
 
 SByte
 
 1
 
 –128 to 127 (signed)
 
 byte
 
 Byte
 
 1
 
 0 to 255 (unsigned)
 
 short
 
 Int16
 
 2
 
 –32,768 to 32,767 (signed)
 
 ushort
 
 UInt16
 
 2
 
 0 to 65,535 (unsigned)
 
 int
 
 Int32
 
 4
 
 –2,147,483,647 to 2,147,483,647 (signed)
 
 uint
 
 UInt32
 
 4
 
 0 to 4,294,967,295 (unsigned)
 
 long
 
 Int64
 
 8
 
 –9,223,372,036,854,775,808 to 9,223,372,036,854,775,807 (signed)
 
 ulong
 
 UInt64
 
 8
 
 0 to 18,446,744,073,709,551,615 (unsigned)
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 As you can see, each type has a signed and unsigned version of the type. The signed types can store signs with the number and can therefore store both positive and negative numbers. The unsigned types can only store positive numbers. Note Make sure you pick the appropriate type depending on whether your integer value is signed or unsigned and the range of values that you need to store.
 
 The following examples create variables using the int, long, and ulong types: int myInt = 1; long myLong = -1234; ulong myUlong = 9;
 
 You can assign a hexadecimal number by supplying a leading zero and x character to the literal number. For example: int myInt2 = 0xf;
 
 // f = 15 in base 10
 
 Note Hexadecimal numbers are base-16 numbers that use the digits 0 through 9 and the letters a through f (or A through F), with a (or A) representing the number 10 in base-10, and f (or F) representing the number 15 in base-10.
 
 Floating-Point Types
 
 There are three floating-point types you can use to represent floating-point numbers (see Table 2.2). Depending upon the values and number of significant figures you need to store for your floatingpoint number, you should pick the appropriate type. Table 2.2: Floating-Point Types C# Type
 
 .NET Type
 
 Bytes Used
 
 Values
 
 float
 
 Single
 
 4
 
 Approximately +/–1.5 * 10–45 to approximately +/–3.4 * 1038 with seven significant figures. Implements the IEEE 754 standard.
 
 double
 
 Double
 
 8
 
 Approximately +/–5 * 10–324 to approximately +/–1.7 * 10308 with 15 to 16 significant figures. Implements the IEEE 754 standard.
 
 decimal
 
 Decimal
 
 12
 
 +/–1.0 * 10–28 to approximately +/–7.9 * 1028 with 28 significant figures.
 
 Although the decimal type supports a smaller range of numbers, it is preferable in some instances, as you will never encounter the rounding errors that may occur with the float and double types. A decimal number stores a number to an accuracy of 28 digits. You would use the decimal type if you needed to represent monetary values or for any other application that wouldn’t tolerate the possibility of rounding errors.
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 When assigning a literal number to a float, you must supply an f or F character to the end. For example: float myFloat1 = 1.2f;
 
 When assigning a literal number to a double, you may choose to supply a d or D character to the end, but this is not required. For example: double myDouble1 = 1234.5678; double myDouble2 = 1234.5678d;
 
 You can also use the exponential notation when assigning a literal to a float or double. For example: double myDouble3 = 3.6e+5; double myDouble4 = 1.2e-2;
 
 // = 360000 // = 0.012
 
 The number 3.6e+5 uses the exponential notation to specify the number 3.6*105 and is the same as 360,000. Similarly, the number 1.2e-2 is 1.2*10–2 is the same as 0.012. When using the decimal type, you must supply an m or M character at the end. For example: decimal myDecimal1 = 34356.234567m;
 
 Note The float and double types implement the IEEE 754 standard—you can learn more about this standard at www.ieee.org.
 
 Character Type
 
 The character char type represents 16-bit Unicode characters (see Table 2.3). Note Unicode is the standard for electronic encoding most of the world’s written languages—you can find more details on Unicode at www.unicode.org.
 
 Table 2.3: Character Type C# Type
 
 .NET Type
 
 Bytes Used
 
 Values
 
 char
 
 Char
 
 2
 
 16-bit Unicode character
 
 You can assign a character in single quotes to a char. For example: char mySimpleChar = ‘D’;
 
 You can also assign a Unicode character to a char. You specify a Unicode character using an escape sequence of the following format: \uxxxx
 
 where xxxx is a sequence of four hexadecimal digits. The following example assigns the D character using a Unicode escape sequence to myUnicodeChar: char myUnicodeChar = ‘\u0044’;
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 You can also assign an escape character to a char. An escape character is a character with a special meaning. Table 2.4 lists the escape characters allowed by C#, along with their meanings. Table 2.4: Escape Characters Escape Character
 
 Description
 
 \’
 
 Single quote
 
 \”
 
 Double quote
 
 \\
 
 Backslash
 
 \0
 
 Null
 
 \a
 
 Alert
 
 \b
 
 Backspace
 
 \f
 
 Form feed
 
 \n
 
 Newline
 
 \r
 
 Carriage return
 
 \t
 
 Horizontal tab
 
 \v
 
 Vertical tab
 
 The following example assigns a horizontal tab character to myEscapeChar: char myEscapeChar = ‘\t’;
 
 Finally, you can also assign a hexadecimal number to a char. For example: char myHexChar = ‘\x0f’;
 
 Boolean Type
 
 The bool type represents the Boolean logical values true or false (see Table 2.5). Table 2.5: Boolean Type C# Type
 
 .NET Type
 
 Bytes Used
 
 Values
 
 bool
 
 Boolean
 
 1
 
 Boolean true or false
 
 The following example shows the use of the bool type: bool myBool = true;
 
 USING DATA TYPES, VARIABLES, AND CONSTANTS
 
 Type Conversion
 
 A value stored using one type can sometimes be converted to another type. This conversion can take place implicitly, meaning that the compiler does the conversion automatically without you ever knowing about it. Consider the following example: short myShort = 1; int myInt = myShort;
 
 Now, a short uses 2 bytes, but an int uses 4 bytes, so the second statement that assigns myShort to myInt causes an implicit conversion to take place: The value in myShort is converted to a 4-byte value and then assigned to myInt. An implicit conversion is only possible when no information would be lost; in the previous example, a 2-byte value is converted to a 4-byte value, and this never results in any information loss. So, if you try to do the following: myShort = myInt;
 
 then the compiler will give you an error because you are trying to store a “bigger” value in a “smaller” value. In other words, you are trying to store a 4-byte value in a 2-byte value. Cast Operator
 
 You can force the conversion by doing an explicit conversion using the cast operator. The syntax for the cast operator is as follows: (type)
 
 where type is the name of the type to which you want to convert. You can place the cast operator in front of a variable, as shown in the following example: myShort = (short) myInt;
 
 In this example, the cast operator converts myInt to a short. You’ll learn more about operators in Chapter 3, “Expressions and Operators.” You must be careful when using the cast operator to perform explicit conversions because you might unexpectedly lose information. Make sure you use the right types in your programs. To see the insidious problem of information loss in action, consider Listing 2.3. Listing 2.3: Information Loss /* Example2_3.cs shows the use of the cast operator, and how information loss can occur when explicitly converting a variable of one type to another */ class Example2_3 {
 
 27
 
 28
 
 Chapter 2 BASIC C# PROGRAMMING
 
 public static void Main() { short myShort = 17000; System.Console.WriteLine(“myShort = “ + myShort); int myInt = myShort; System.Console.WriteLine(“myInt = “ + myInt); myShort = (short) (myInt * 2); System.Console.WriteLine(“myShort = “ + myShort); } }
 
 This program declares a short variable named myShort and assigns the value 17,000 to myShort: short myShort = 17000;
 
 The value in myShort is then displayed, and the output from the program at this point is as follows: myShort = 17000
 
 Next, an int variable named myInt is declared and is assigned to the current value of
 
 myShort:
 
 int myInt = myShort;
 
 An implicit conversion changes the 2-byte myShort variable to the 4-byte myInt variable—there is no information loss because 4 bytes are greater than 2. Therefore, the value stored in myInt is now 17,000. This is verified by displaying the value stored in myInt, and the following line is displayed: myInt = 17000
 
 Finally, the variable myShort is then set to twice the value of myInt; this value is explicitly cast to a short before storing the value in myShort: myShort = (short) (myInt * 2);
 
 You might expect this to assign the value 34,000 to myShort (twice 17,000). However, the value actually assigned is –31,536! This is verified by the program output: myShort = -31536
 
 The reason for this is that a short only uses 2 bytes to store the value, and the cast operator causes 2 bytes to be lost—this is what causes the number to be different from what you might expect. checked Operator
 
 You can use the checked operator to catch the previous problem. The checked operator causes an exception to be thrown when a numeric variable is assigned a value beyond its supported range. As you’ll
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 learn in Chapter 13, “Exceptions and Debugging,” exceptions are C#’s way of handling errors that may occur when you run your programs—such errors are known as run-time errors. The following example shows the checked operator in action: checked { myShort = (short) (myInt * 2); }
 
 When the attempt to assign 34,000 to myShort is made, the following exception message is displayed: Unhandled Exception: System.OverflowException: Exception of type System.OverflowException was thrown.
 
 You can get the same effect by compiling Example2_3.cs with the /checked compiler option, as shown in the following command: csc Example2_3.cs /checked
 
 You can handle such an exception by placing the code in a try /catch block: try { checked { myShort = (short) (myInt * 2); } } catch { System.Console.WriteLine(“Exception occurred”); }
 
 The code that causes the exception is placed in the try block, and when the exception occurs, program flow moves to the catch block where a message is displayed. You’ll learn more about exceptions in Chapter 13.
 
 Understanding Variables You’ve seen some examples of variables in the previous sections—this section formalizes the use of variables and goes deeper in the details of using variables in your programs. You use a variable to store a value in memory. You declare a variable by indicating its type and then assigning a name to the variable. You declare variables using the following simplified syntax: data-type variable-name;
 
 The syntax elements are as follows: data-type
 
 The data type for the variable.
 
 The name for the variable. By convention, the first character of a variable name is lowercase, and the first letter of a new word in the name is uppercase—myFirstVariable, for example. A variable name must begin with a letter or an underscore (_). variable-name
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 Warning A variable name shouldn’t be the same as a C# keyword (the C# keywords are listed in Appendix A).
 
 The following example declares a variable of the int type and assigns it the name myValue: int myValue;
 
 You can also initialize a variable’s value when you declare it—this assigns an initial value to the variable. The following example declares a char variable named myLetter and initializes it to ‘A’: char myLetter = ‘A’;
 
 Definite Assignment
 
 In C#, you must assign a value to a variable before you attempt to reference that variable’s value in your program—this is known as definite assignment. If you don’t assign a value to a variable, and then you attempt to reference the value, then the compiler will give you an error. For example, let’s say you tried doing the following: int myValue; System.Console.WriteLine(myValue);
 
 // causes an error
 
 The variable myValue has not been assigned a value before the second statements references it. Listing 2.4 contains a statement that attempts to actually do this. Listing 2.4: Attempting to Reference an Uninitialized Variable /* Example2_4.cs shows an attempt to reference an uninitialized variable */ class Example2_4 { public static void Main() { int myValue; System.Console.WriteLine(myValue);
 
 // causes an error
 
 } }
 
 If you try to compile this code, the compiler will display the following error: Example2_4.cs(11,30): error CS0165: Use of unassigned local variable ‘myValue’
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 This error message tells you that an attempt was made to use the variable myValue, which has not been assigned a value. The two numbers in parentheses—(11,30)—in the message tell you the line number and column in the source file where the error occurred; in this case, line 11, column 30 is where myValue is used in the call to System.Console.WriteLine(). Note The errors produced when you compile your programs are known as compile-time or simply compilation errors. When you get them, you must go back and fix the error in your program reported by the compiler and then try compiling your program again.
 
 If the variable myValue is assigned a value before it is referenced, then the code will compile—this change is shown in Listing 2.5. Listing 2.5: Assigning a Value Before It Is Referenced /* Example2_5.cs is the same as Example2_4.cs, except myValue is assigned a value before it is referenced */ class Example2_5 { public static void Main() { int myValue = 2; System.Console.WriteLine(myValue);
 
 // no error
 
 } }
 
 This program compiles because myValue is assigned a value before it is referenced. You don’t have to initialize all your variables when you declare them, however: You can also set a variable’s value after it has been declared. For example: int myValue; myValue = 2; System.Console.WriteLine(myValue);
 
 Note The point is that you must assign a value to a variable before you reference it.
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 Scope
 
 Now that you know about variables and assignments, it’s time to discuss scope. The scope of a variable is the block (or blocks) of code where that variable can be accessed. You can think of a variable’s scope as the area where that variable exists. The following block declares a variable named myValue: { int myValue = 1; }
 
 The curly brackets ({ and }) mark the beginning and the end of the block, respectively. The variable myValue may only be accessed within that block, and the scope of myValue is said to be limited to that block. If you tried to access myValue outside of this block, you will get a compilation error. Listing 2.6 illustrates the scope of a variable by attempting to access that variable outside of its block. Listing 2.6: Illustrating Scope /* Example2_6.cs illustrates scope */ class Example2_6 { public static void Main() { { int myValue = 1; } myValue = 2;
 
 // causes error
 
 } }
 
 If you try to compile this program, you will get the following compilation error: Example2_6.cs(13,5): error CS0103: The name ‘myValue’ does not exist in the class or namespace ‘Example2_9’
 
 This error message tells you that the variable myValue doesn’t exist. In other words, it is not in scope. Warning To access a variable, that variable must be in scope. Scope also applies to constants, strings, and other items you declare in your program.
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 The scope of a variable can be more than one block, as shown in the following example: class MyClass { public static void Main() { int myValue; { myValue = 1; { myValue = 2; } } myValue = 3; } }
 
 In this example, myValue is in scope for all the blocks.
 
 Defining Constants A constant is similar to a variable, except that the value stored in a constant cannot be changed and must be set when the constant is declared. Constants are useful because you can set their value and then reference that value in your program, knowing that the constant’s value cannot be changed once you’ve set it. You could use a constant to store the value of the mathematical constant pi, for example. Declaring a constant is similar to declaring a variable, except that you add the keyword const to the beginning of the declaration, and you must assign a value to the constant in the declaration. The following example declares an int constant named Length: const int Length = 3;
 
 Notice that the const keyword in this example is placed before the type of the constant. By convention, the first letter of the constant’s name is in uppercase. Listing 2.7 illustrates the use of constants. Listing 2.7: Using Constants /* Example2_7.cs illustrates the use of constants */ class Example2_7 {
 
 33
 
 34
 
 Chapter 2 BASIC C# PROGRAMMING
 
 public static void Main() { const int Length = 3; // mathematical constant pi const double Pi = 3.14159; // speed of light in meters per second const double SpeedOfLight = 2.99792e8; System.Console.WriteLine(Length); System.Console.WriteLine(Pi); System.Console.WriteLine(SpeedOfLight); } }
 
 The output from this program is as follows: 3 3.14159 299792000
 
 Once you have declared a constant, you cannot change its value—attempting to do so will cause a compilation error, as shown in Listing 2.8. Listing 2.8: Attempting to Change a Constant /* Example2_8.cs tries to change a constant */ class Example2_8 { public static void Main() { const int Length = 3; Length = 4; // causes an error } }
 
 INTRODUCING STRINGS
 
 If you try to compile this program, you will get the following error: Example2_8.cs(10,5): error CS0131: The left-hand side of an assignment must be a variable, property or indexer
 
 This tells you that you cannot assign a new value to a constant.
 
 Introducing Strings Strings are sequences of Unicode characters, and you declare them using the string type. One interesting point to note is that strings are actually objects and are therefore reference types—you’ll learn about objects in Chapter 5. The following example declares a string named helloWorld and sets it to “Hello World!”: string helloWorld = “Hello World!”;
 
 The helloWorld string may then be displayed on the screen using the following call to the System .Console.WriteLine() method, which accepts a string as an input: System.Console.WriteLine(helloWorld);
 
 A string may also be built up from other smaller strings using the + operator (you’ll learn more about operators in Chapter 3). For example: helloWorld = “Hello World” + “ from C#!”;
 
 This example set the helloWorld string to “Hello World from C#!”. You can also embed escape characters in strings (discussed earlier in the “Character Type” section): helloWorld = “Hello World” + “\n from C#!”;
 
 Because the System.Console.WriteLine() method accepts a string, you can also use the + operator to build up a string for display: const double pi = 3.14159; System.Console.WriteLine(“pi = “ + pi);
 
 Listing 2.9 illustrates the use of strings. Listing 2.9: Strings /* Example2_9.cs illustrates the use of strings */ class Example2_9 { public static void Main() {
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 string helloWorld = “Hello World!”; System.Console.WriteLine(helloWorld); helloWorld = “Hello World” + “ from C#!”; System.Console.WriteLine(helloWorld); helloWorld = “Hello World” + “\n from C#!”; System.Console.WriteLine(helloWorld); const double Pi = 3.14159; System.Console.WriteLine(“Pi = “ + Pi); } }
 
 The output from this program is as follows: Hello World! Hello World from C#! Hello World from C#! pi = 3.14159
 
 C# has a rich set of string manipulation functionality, but we’ll defer discussion of it until Chapter 9, “Strings, Dates, Times, and Time Spans,” because you’ll need to understand object-oriented programming first. (We’ll also discuss how you use dates in that chapter.)
 
 Understanding Enumerations Enumerations enable you to create a set of constants that you can reference in your program. An enumeration is a value type. Let’s say you were writing a program to be used in an astronomy class, and your program had to reference the order of the planets in our solar system relative to the Sun—the order is Mercury, Venus, Earth, Mars, Jupiter, Saturn, Uranus, Neptune, and Pluto. You could create an int constant that represents the position for each planet. For example: const int Mercury = 1; const int Venus = 2; const int Earth = 3; ...
 
 This works, but it’s repetitive. A better approach is to use an enumeration, which lets you group common constants together. You declare an enumeration using enum. The following simplified syntax shows how to create an enumeration: enum enum-name {constant-list}
 
 UNDERSTANDING ENUMERATIONS
 
 The syntax elements are as follows: The name you assign to your enumeration. By convention, the first letter of an enumeration name is in uppercase.
 
 enum-name
 
 constant-list
 
 A list of constants contained in your enumeration.
 
 The following example declares an enumeration named Planets: enum Planets { Mercury, Venus, Earth, Mars, Jupiter, Saturn, Uranus, Neptune, Pluto }
 
 As you can see, Planets defines nine constants, with each constant representing the planet’s position from the Sun. The first constant, Mercury, has a default value of 0. The other constants are set to 1 plus the previous value, so Venus is set to 1, Earth to 2, and so on up to Pluto, which is set to 8. The default type for the constants in an enumeration is int. You can also initialize a constant in an enumeration, as shown in the next example: enum Planets { Mercury = 1, Venus, Earth, Mars, Jupiter, Saturn, Uranus, Neptune, Pluto }
 
 The first entry sets Mercury equal to the value 1. As before, the other constants are set to 1 plus the previous value, so Venus is set to 2, Earth to 3, and so on up to Pluto, which is set to 9. To access an element, you use the dot notation. For example, to access the Earth element, you would use Planets.Earth. The following example displays the position of Earth relative to the Sun: System.Console.WriteLine(“Position of Earth = “ + (int) Planets.Earth);
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 Notice the use of the cast operator to get the value that Earth was set to in the enumeration. This statement displays the following output: Position of Earth = 3
 
 If you don’t do the cast, then Planets.Earth returns the string “Earth” in the previous statement. Note You use the cast operator to convert the value set in an enumeration constant to one of the integer types. (For more information, see the section “Cast Operator” earlier in this chapter.) We’ll discuss more operators in Chapter 3.
 
 Listing 2.10 illustrates the Planets enumeration. Listing 2.10: Using Enumerations /* Example2_10.cs illustrates the use of an enumeration that defines the positions of the planets in the solar system relative to the Sun */ class Example2_10 { enum Planets { Mercury = 1, Venus, Earth, Mars, Jupiter, Saturn, Uranus, Neptune, Pluto } public static void Main() { System.Console.WriteLine(“Position of Earth = “ + (int) Planets.Earth); System.Console.WriteLine(“Planets.Earth = “ + Planets.Earth); } }
 
 UNDERSTANDING ENUMERATIONS
 
 The output from this program is as follows: Position of Earth = 3 Planets.Earth = Earth
 
 Specifying Values in an Enumeration You can specify the values of the constants in an enumeration. For example, the following enumeration, named PlanetPeriods, defines the orbital periods (the time it takes for a planet to go around the Sun) for the first four planets; the orbital periods are specified in days: enum PlanetPeriods { Mercury = 88, Venus = 225, Earth = 365, Mars = 687 }
 
 The following example displays the orbital period for Mars: System.Console.WriteLine(“Orbital period for Mars = “ + (int) PlanetPeriods.Mars + “ days”);
 
 This statement displays: Orbital period for Mars = 687 days
 
 Listing 2.11 illustrates the use of the PlanetPeriods enumeration that specifies values in an enumeration. Listing 2.11: Specifying Values in an Enumeration /* Example2_11.cs illustrates the use of an enumeration that defines the orbital periods of the first four planets in days */ class Example2_11 { enum PlanetPeriods { Mercury = 88, Venus = 225, Earth = 365, Mars = 687 }
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 public static void Main() { System.Console.WriteLine(“Orbital period for Mars = “ + (int) PlanetPeriods.Mars + “ days”); } }
 
 The output from this program is as follows: Orbital period for Mars = 687 days
 
 Specifying an Enumeration Base Type As mentioned earlier, the default type for an enumeration is int. The type used by an enumeration is known as its base type. You can in fact use any of the integer types as the base type for an enumeration. To set the base type, you put the type after the name of the enumeration, and add a colon to the front of the type. For example, the following enumeration uses the long type as its base type: enum PlanetPeriods :long { Mercury = 88, Venus = 225, Earth = 365, Mars = 687 }
 
 Listing 2.12 illustrates the new PlanetPeriods enumeration that specifies the base type used by the enumeration. Listing 2.12: Specifying an Enumeration Base Type /* Example2_12.cs illustrates the use of an enumeration that defines the orbital periods of the first four planets in days, using a base type of long */ class Example2_12 { enum PlanetPeriods :long { Mercury = 88, Venus = 225,
 
 HANDLING INPUT AND OUTPUT
 
 Earth = 365, Mars = 687 } public static void Main() { System.Console.WriteLine(“Orbital period for Mars = “ + (long) PlanetPeriods.Mars + “ days”); } }
 
 Notice that the long type is used in the cast for this program. We didn’t have to do this—we could have still used int as the base type of our enumeration because none of the constants exceed the maximum permissible range of numbers allowed by an int.
 
 Handling Input and Output So far, you’ve only seen programs that display output on the screen in the default format. There are occasions when you might need to get information from your program’s users, and they can use the keyboard to enter that information. You might also need to format output on the screen; for example, you might need to display a financial report that contains formatted numbers. In this section, you’ll learn how to read a single character and a string entered using the keyboard and how to format output displayed on the screen.
 
 Reading a Single Character You can read a single character from the keyboard using the System.Console.Read() method. This method returns an int, so you must cast the returned result to a char if you want to interpret the input as a character, as shown in the following example: char myChar = (char) System.Console.Read();
 
 Listing 2.13 illustrates reading a single character entered using the keyboard. Listing 2.13: Reading a Single Character Entered Using the Keyboard /* Example2_13.cs illustrates how to read a character entered using the keyboard */ class Example2_13 {
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 public static void Main() { System.Console.Write(“Enter a character: “); char myChar = (char) System.Console.Read(); System.Console.WriteLine(“You entered “ + myChar); } }
 
 Notice that this program uses the System.Console.Write() method to prompt you to enter a character; the method displays a line without a carriage return at the end. Let’s say you run this program and enter the letter a on the keyboard; the output from this program would be: Enter a character: a You entered a
 
 Reading a String of Characters You can read a string of characters from the keyboard using the System.Console.ReadLine() method, as shown in the following example: string myString = System.Console.ReadLine();
 
 Listing 2.14 illustrates reading a string of characters entered using the keyboard. Listing 2.14: Reading a String of Characters Entered Using the Keyboard /* Example2_14.cs illustrates how to read a string entered using the keyboard */ class Example2_14 { public static void Main() { System.Console.Write(“Enter a string: “); string myString = System.Console.ReadLine(); System.Console.WriteLine(“You entered “ + myString); } }
 
 HANDLING INPUT AND OUTPUT
 
 Let’s say you run this program and enter the string Hello there! on the keyboard; the output from this program would be the following: Enter a character: Hello there! You entered Hello there!
 
 Formatting Output You can format the output displayed by the System.Console.Write() and System.Console.WriteLine() methods. This enables you to specify the format for integers, floating-point numbers, and even display numbers as currency values. Let’s say that you had an int variable named myInt: int myInt = 12345;
 
 Up until now, we’ve only shown you how to display such a variable as follows: System.Console.WriteLine(“myInt = “ + myInt);
 
 This displays the following: myInt = 12345
 
 This just displays the value for myInt “as is”—it doesn’t do anything fancy, it just displays the value. This may not always be appropriate; for example, you may need to write a program that displays a specially formatted report. Fortunately, C# allows you to customize output. You can display the myInt value using a total width of 6 using the following statement: System.Console.WriteLine(“myInt = {0, 6}”, myInt);
 
 Notice that {0, 6} formats the variable’s value. The first number specifies the variable number: 0 corresponds to the first variable, myInt (the variables are specified after the comma in the call to the System.Console.WriteLine() method). The second number is the width for the display of that variable—6 in this case. When the variable is displayed, its value will be padded to this width, so 12345 will padded by one space in front to bring the total width up to 6 characters. Therefore, this statement displays the following: myInt =
 
 12345
 
 There is an extra space in front of the value. Note If the width is less than the length of the actual value, then the value will be displayed as is.
 
 You can display more than one variable using braces: int myInt2 = 67890; System.Console.WriteLine(“myInt = {0, 6}, myInt2 = {1, 5}”, myInt, myInt2);
 
 This displays the following: myInt =
 
 12345, myInt2 = 67890
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 Formatting floating-point numbers is a little more complex. Let’s say you had a double variable named myDouble: double myDouble = 1234.56789;
 
 The following example displays the value for myDouble with a width of 10, and it rounds the value to three decimal places: System.Console.WriteLine(“myDouble = {0, 10:f3}”, myDouble);
 
 Notice the use of f3 in this example; this means that the value is treated as a floating-point number, as indicated by the format character f, and that the value is to be rounded to three decimal places, as indicated by the 3 after the f. You can use the same formatting technique with float and decimal variables. For example: float myFloat = 1234.56789f; System.Console.WriteLine(“myFloat = {0, 10:f3}”, myFloat); decimal myDecimal = 1234.56789m; System.Console.WriteLine(“myDecimal = {0, 10:f3}”, myDecimal);
 
 These examples display the following: myFloat = 1234.568 myDecimal = 1234.568
 
 There are a total of eight format characters you can use to format a number, as shown in Table 2.6. Table 2.6: Format Characters Format Character
 
 Description
 
 f or F
 
 Formats a floating-point number
 
 e or E
 
 Formats a number using exponential notation
 
 p or P
 
 Formats a percentage
 
 n or N
 
 Formats a number using comma separators
 
 c or C
 
 Formats a local currency number
 
 d or D
 
 Formats a decimal number
 
 g or G
 
 Formats a number using either the floating-point or exponential notation
 
 x or X
 
 Converts an integer to a hexadecimal number
 
 Listing 2.15 shows how to use these characters to format the display of numbers. Listing 2.15: Formatting Numbers /* Example2_15.cs illustrates formatting numbers */
 
 HANDLING INPUT AND OUTPUT
 
 class Example2_15 { public static void Main() { // formatting integers int myInt = 12345; int myInt2 = 67890; System.Console.WriteLine(“myInt = {0, 6}, myInt2 = {1, 5}”, myInt, myInt2); System.Console.WriteLine(“myInt using 10:d = {0, 10:d}”, myInt); System.Console.WriteLine(“myInt using 10:x = {0, 10:x2}”, myInt); // formatting floating-point numbers double myDouble = 1234.56789; System.Console.WriteLine(“myDouble using 10:f3 = {0, 10:f3}”, myDouble); float myFloat = 1234.56789f; System.Console.WriteLine(“myFloat using 10:f3 = {0, 10:f3}”, myFloat); decimal myDecimal = 1234.56789m; System.Console.WriteLine(“myDecimal using 10:f3 = {0, 10:f3}”, myDecimal); System.Console.WriteLine(“myFloat using 10:e3 = {0, 10:e3}”, myFloat); System.Console.WriteLine(“myFloat using 10:p2 = {0, 10:p2}”, myFloat); System.Console.WriteLine(“myFloat using 10:n2 = {0, 10:n2}”, myFloat); System.Console.WriteLine(“myFloat using 10:g2 = {0, 10:g2}”, myFloat); // formatting currency values decimal myMoney = 15123.45m; System.Console.WriteLine(“myMoney using 10:c2 = {0, 10:c2}”, myMoney); } }
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 The output from this program is as follows: myInt = 12345, myInt2 = 67890 myInt using 10:d = 12345 myInt using 10:x = 3039 myDouble using 10:f3 = 1234.568 myFloat using 10:f3 = 1234.568 myDecimal using 10:f3 = 1234.568 myFloat using 10:e3 = 1.235e+003 myFloat using 10:p2 = 123,456.79 % myFloat using 10:n2 = 1,234.57 myFloat using 10:g2 = 1.2e+03 myMoney using 10:c2 = $15,123.45
 
 Summary This chapter has covered a lot of material, all of which lays the foundation for upcoming chapters. Those of you who are familiar with other programming languages probably found most of this material straightforward. You learned that C# programs are made up of statements that instruct C# what do, and statements are grouped into blocks. Statements and blocks form the core of any C# program. You can embed comments in your programs, and when they are used correctly they should help others understand your program. Comments should also help you understand your own program if you modify it later. You also learned that programs use variables and constants to store values. A variable’s value may be changed as a program runs, but a constant’s value remains fixed after it has been declared. Constants are useful when you want to reference a fixed value in your programs. Both variables and constants are declared using a particular type, which tells C# what kind of value you want to store. C# has many data types, including types that let you store integers, floating-point numbers, characters, and strings. All variables and constants have scope, which determines where they can be accessed within your program. Further, you now know that enumerations allow you to group related constants of a particular type together as one self-contained unit. Once you’ve created an enumeration containing constant values, you can then use those constants in your program. You may also set the type used in an enumeration— known as the base type. Finally, you can now read characters and strings entered using the keyboard, and you can format output sent to the screen. You can also display numbers on the screen in a wide variety of formats.
 
 Chapter 3
 
 Expressions and Operators An expression is typically a statement that performs some kind of calculation—using an operator—and returns a value. You’ve already seen some examples of expressions and operators in the previous chapters; this chapter will formalize their definitions and show you the main operators available within C#. As this book progresses, you’ll see the other operators. Featured in this chapter: ◆
 
 Writing Expressions
 
 ◆
 
 Using Operators in Expressions
 
 ◆
 
 Understanding Operator Precedence
 
 Understanding Expressions and Operators As mentioned, an expression is typically a statement that performs some kind of calculation and returns a value. An expression consists of one or more operands—which may be variables, constants, or literal values—along with one or more operators—the addition operator (+), for example. The following example shows an expression: 1 + 2
 
 In this example, 1 and 2 are the operands, and + is the operator. This expression returns the value 3. Here are some more examples of expressions: 1 * 3 + 2 1 / 4 - 3 myValue + 1
 
 Each of these expressions is a calculation that returns a value. A variable assignment is also an example of an expression: myValue = 1;
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 The equals sign (=) is also an operator, known as the assignment operator. Here’s another example of an expression containing a variable assignment: myValue = 2 * 3;
 
 This example performs the calculation on the right side of the assignment operator (=), which returns 6, and assigns this result to myValue. All of these examples have performed calculations. However, an expression doesn’t necessarily require a calculation. For example, the following example uses strings instead: string myString = “Hello” + “ World!”;
 
 In this example, the strings on the right side are joined together into one string (“Hello World!”), and that string is assigned to myString. Listing 3.1 illustrates an expression that calculates the circumference of a circle by multiplying pi by the circle’s diameter. Listing 3.1: Using an Expression to Perform a Calculation /* Example3_1.cs illustrates the use of expressions to calculate and display the circumference of a circle */ class Example3_1 { public static void Main() { const double Pi = 3.14159; double diameter = 2.5; // calculate the circumference double circumference = Pi * diameter; // display the circumference System.Console.WriteLine(“Circumference = “ + circumference); } }
 
 The output from this program is as follows: Circumference = 7.853975
 
 UNDERSTANDING EXPRESSIONS AND OPERATORS
 
 The following sections describe the various C# operators in detail, with examples showing how each one is used. This chapter ends with a discussion of the rules that determine the order in which C# evaluates operators.
 
 Assignment Operator The assignment operator sets a variable or constant to a value (see Table 3.1). Table 3.1: Assignment Operator Operator
 
 Description
 
 =
 
 Variable assignment
 
 The following examples show how to use the assignment operator (=): int myInt = 1; myInt = 2;
 
 The value on the right side of the assignment operator can itself be an expression. For example: myInt = 1 + 5 - 2;
 
 This statement assigns the value 4 to myInt.
 
 Arithmetic Operators The arithmetic operators perform arithmetic. There are five arithmetic operators (see Table 3.2). Table 3.2: Arithmetic Operators Operator
 
 Description
 
 +
 
 Addition
 
 -
 
 Subtraction
 
 *
 
 Multiplication
 
 /
 
 Division
 
 %
 
 Modulus
 
 The following expressions show the use of the addition (+), subtraction (-), multiplication (*), and division (/) operators, respectively: 1 + 2 3 - 2 2 * 5 10 / 3
 
 When integers are used with the arithmetic operators, an integer is returned and any remainder is discarded after the division has been performed. In the example 10 / 3, the integer 10 is divided by
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 3—this returns 3, with the remainder of 1 being discarded. If you want to get the remainder, you can use the modulus operator (%); for example, the following expression returns the remainder of 1 after the integer division is performed: 10 % 3
 
 When floating-point numbers are used with arithmetic expressions, a floating-point number is returned. For instance, the following example returns 3.333333: 10f / 3f
 
 Also, you can use multiple arithmetic operators and operands together, as shown in the following example, which returns 6: 3 * 4 / 2
 
 Listing 3.2 illustrates how to use the arithmetic operators. Listing 3.2: Arithmetic Operators /* Example3_2.cs illustrates the use of the arithmetic operators */ class Example3_2 { public static void Main() { // integers and arithmetic operators System.Console.WriteLine(“10 / 3 = “ + 10 / 3); System.Console.WriteLine(“10 % 3 = “ + 10 % 3); int intValue1 = 10; int intValue2 = 3; System.Console.WriteLine(“intValue1 / intValue2 = “ + intValue1 / intValue2); System.Console.WriteLine(“intValue1 % intValue2 = “ + intValue1 % intValue2); // floats and arithmetic operators System.Console.WriteLine(“10f / 3f = “ + 10f / 3f); float floatValue1 = 10f; float floatValue2 = 3f; System.Console.WriteLine(“floatValue1 / floatValue2 = “ + floatValue1 / floatValue2); // doubles and arithmetic operators System.Console.WriteLine(“10d / 3d = “ + 10d / 3d); System.Console.WriteLine(“10.0 / 3.0 = “ + 10.0 / 3.0);
 
 UNDERSTANDING EXPRESSIONS AND OPERATORS
 
 double doubleValue1 = 10; double doubleValue2 = 3; System.Console.WriteLine(“doubleValue1 / doubleValue2 = “ + doubleValue1 / doubleValue2); // decimals and arithmetic operators System.Console.WriteLine(“10m / 3m = “ + 10m / 3m); decimal decimalValue1 = 10; decimal decimalValue2 = 3; System.Console.WriteLine(“decimalValue1 / decimalValue2 = “ + decimalValue1 / decimalValue2); // multiple arithmetic operators System.Console.WriteLine(“3 * 4 / 2 = “ + 3 * 4 / 2); } }
 
 The output from this program is as follows: 10 / 3 = 3 10 % 3 = 1 intValue1 / intValue2 = 3 intValue1 % intValue2 = 1 10f / 3f = 3.333333 floatValue1 / floatValue2 = 3.333333 10d / 3d = 3.33333333333333 10.0 / 3.0 = 3.33333333333333 doubleValue1 / doubleValue2 = 3.33333333333333 10m / 3m = 3.3333333333333333333333333333 decimalValue1 / decimalValue2 = 3.3333333333333333333333333333 3 * 4 / 2 = 6
 
 Notice that because 10.0 and 3.0 contain digits to the right of the decimal point, these numbers are treated as double precision floating-point numbers.
 
 Comparison Operators The comparison operators compare the relationship between values and return a Boolean bool value (true or false). There are six comparison operators (see Table 3.3). The following expression returns false: 10 == 1
 
 Because the value 10 is not equal to 1, this expression returns false. Warning Be careful to distinguish between the equal to operator (==), which compares two values, and the assignment operator (=), which sets a value.
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 Table 3.3: Comparison Operators Operator
 
 Description
 
 ==
 
 Equal to
 
 !=
 
 Not equal to
 
 >
 
 Greater than
 
 
=
 
 Greater than or equal to
 
 = 1
 
 Of course, you can also use variables with a comparison operator: int intValue1 = 10; int intValue2 = 1; bool result = intValue1 != intValue2;
 
 In this example, the bool variable result is set to true because 10 is not equal to 1. Listing 3.3 uses the comparison operators shown in Table 3.3. Listing 3.3: Comparison Operators /* Example3_3.cs illustrates the use of the comparison operators */ class Example3_3 { public static void Main() { bool result; // false expressions result = 10 == 1;
 
 UNDERSTANDING EXPRESSIONS AND OPERATORS
 
 System.Console.WriteLine(“10 == 1 is “ + result); result = 10 < 1; System.Console.WriteLine(“10 < 1 is “ + result); result = 10 1 is “ + result); result = 10 >= 1; System.Console.WriteLine(“10 >= 1 is “ + result); int intValue1 = 10; int intValue2 = 1; result = intValue1 != intValue2; System.Console.WriteLine(“intValue1 != intValue2 is “ + result); } }
 
 The output from this program is as follows: 10 == 1 is False 10 < 1 is False 10 1 is True 10 >= 1 is True intValue1 != intValue2 is True
 
 Boolean Logical Operators The Boolean logical operators perform logical comparisons that deal with Boolean true and false values. There are three Boolean logical operators (see Table 3.4). Table 3.4: Boolean Logical Operators Operator
 
 Description
 
 &&
 
 Boolean logical AND
 
 ||
 
 Boolean logical OR
 
 !
 
 Boolean logical NOT
 
 The Boolean logical operators return true or false. The AND (&&) and OR (||) operators use two Boolean expressions as their operands, but the NOT operator (!) requires only one Boolean expression. The following sections cover the details of these operators.
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 Boolean Logical AND Operator
 
 The Boolean logical AND operator (&&) returns true only if both expressions are true; otherwise it returns false (see Table 3.5). Table 3.5 is known as a truth table because it shows true and false values. Table 3.5: Boolean Logical AND Operator Truth Table Expression 1
 
 Expression 2
 
 Expression 1 && Expression 2
 
 false
 
 false
 
 false
 
 false
 
 true
 
 false
 
 true
 
 false
 
 false
 
 true
 
 true
 
 true
 
 Let’s take a look at a couple of examples that use the AND operator—the following example returns true: (1 == 1) && (2 > 1)
 
 This example returns true because both of the expressions used with the AND operator are true. In other words, 1 is equal to 1 (1 == 1), and 2 is greater than 1 (2 > 1). On the other hand, the following example returns false: (1 == 1) && (2 < 1)
 
 This example returns false because the second expression is false. In other words, 2 is not less than 1: (2 < 1). Boolean Logical OR Operator
 
 The Boolean logical OR operator (||) returns true if either expression is true or both expressions are true, and it returns false if either expression is false (see Table 3.6). Table 3.6: Boolean Logical OR Operator Truth Table Expression 1
 
 Expression 2
 
 Expression 1 || Expression 2
 
 false
 
 false
 
 false
 
 false
 
 true
 
 true
 
 true
 
 false
 
 true
 
 true
 
 true
 
 true
 
 Let’s take a look at a couple of examples that use the OR operator—the following example returns true: (1 == 1) || (1 == 0)
 
 UNDERSTANDING EXPRESSIONS AND OPERATORS
 
 This example returns true because the first expression is true. In other words, 1 is equal to 1. It doesn’t matter that the second expression is false because the first expression is true. The following example returns false: (1 == 0) || (1 == 0)
 
 This example returns false because both of the expressions are false. In other words, 1 is not equal to 0 in either expression. Note If the first expression is false, then the result of the second expression is irrelevant in the evaluation because the returned result will always be false. This is known as a short-circuit evaluation, and it saves some time during evaluations. Boolean Logical Not Operator
 
 The Boolean logical NOT operator (!) returns the logical opposite of the supplied expression (see Table 3.7). Table 3.7: Boolean Logical NOT Operator Truth Table Expression
 
 !Expression
 
 true
 
 false
 
 false
 
 true
 
 Let’s take a look at a couple of examples that use the NOT operator. The following example returns true: !(1 == 0)
 
 This example returns true because the supplied expression is false. In other words, 1 is not equal to 0, so the logical opposite of false is true. Conversely, the following example returns false: !(1 == 1)
 
 This example returns false because the supplied expression is true and the logical opposite of false is true.
 
 Listing 3.4 illustrates the use of the three Boolean logical operators. Listing 3.4: Boolean Logical Operators /* Example3_4.cs illustrates the use of the Boolean logical operators */ class Example3_4 {
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 public static void Main() { bool result; // use of the Boolean logical AND operator result = (1 == 1) && (2 > 1); System.Console.WriteLine(“(1 == 1) && (2 > 1) is “ + result); result = (1 == 1) && (2 < 1); System.Console.WriteLine(“(1 == 1) && (2 < 1) is “ + result); // use of the Boolean logical OR operator result = (1 == 1) || (1 == 0); System.Console.WriteLine(“(1 == 1) || (1 == 0) is “ + result); result = (1 == 0) || (1 == 0); System.Console.WriteLine(“(1 == 0) || (1 == 0) is “ + result); // use of the Boolean logical NOT operator result = !(1 == 0); System.Console.WriteLine(“!(1 == 0) is “ + result); result = !(1 == 1); System.Console.WriteLine(“!(1 == 1) is “ + result); } }
 
 The output from this program is as follows: (1 == 1) && (2 > 1) is True (1 == 1) && (2 < 1) is False (1 == 1) || (1 == 0) is True (1 == 0) || (1 == 0) is False !(1 == 0) is True !(1 == 1) is False
 
 Ternary Operator The ternary operator returns one of two possible expressions based on the result of a Boolean expression. The ternary operator is so named because it uses three expressions; the syntax for the ternary operator is as follows: condition ? expression1 : expression2
 
 The condition expression is a Boolean expression that returns true or false. If condition is true, then expression1 is evaluated and returned; otherwise expression2 is evaluated and returned. Let’s look at an example that uses the ternary operator: int result = 10 > 1 ? 20 : 10;
 
 UNDERSTANDING EXPRESSIONS AND OPERATORS
 
 The condition expression is 10 > 1. Because 10 is greater than 1 (in other words, the condition expression is true), the first expression is evaluated and returned. The first expression is 20, and therefore 20 is returned. This sets result to 20. In the next example, the condition expression is changed to 10 < 1: int result = 10 < 1 ? 20 : 10;
 
 Because the condition expression is false (10 is not less than 1), the second expression is evaluated and returned—in other words, the value 10 is returned, and result is set equal to 10. Listing 3.5 shows the ternary operator in action. Listing 3.5: Ternary Operator /* Example3_5.cs illustrates the use of the ternary operator */ class Example3_5 { public static void Main() { int result; result = 10 > 1 ? 20 : 10; System.Console.WriteLine(“result = “ + result); result = 10 < 1 ? 20 : 10; System.Console.WriteLine(“result = “ + result); } }
 
 The output from this program is as follows: result = 20 result = 10
 
 Bitwise Operators The bitwise operators compare and manipulate bits—a bit being a single binary digit that may take one of two values: 0 or 1. There are six bitwise operators (see Table 3.8).
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 Table 3.8: Bitwise Operators Operator
 
 Description
 
 &
 
 Bitwise AND
 
 |
 
 Bitwise OR
 
 ^
 
 Bitwise Exclusive OR
 
 ~
 
 Bitwise NOT
 
 >
 
 Right shift
 
 The following sections describe these operators and use byte variables—which are made up of 8 bits—to illustrate the results returned by the bitwise operators. The following example declares two byte variables, named byte1 and byte2: byte1 = 0x9a; byte2 = 0xdb;
 
 // binary 10011010, decimal 154 // binary 11011011, decimal 219
 
 Notice that byte1 is set to the hexadecimal number 9a (hexadecimal numbers are prefixed with 0x in an assignment). In binary, 9a is 10011010, and in decimal, 9a is 154. Similarly, byte2 is set to the hexadecimal number db, which is 11011011 in binary and 219 in decimal. These binary and decimal numbers are shown in the comments after the variable assignments for byte1 and byte2. Note Groups of bits are sometimes referred to as bit patterns.
 
 The following example declares another byte variable, named result, which will be used to store the resulting values returned by the bitwise operators in the following sections: byte result;
 
 Warning Be careful to distinguish between the bitwise operators and the Boolean logical operators. For example, the bitwise AND operator uses a single ampersand (&), and the Boolean logical AND operator uses two ampersands (&&). Bitwise AND Operator
 
 The bitwise AND operator (&) compares two bits. If they are both 1, then 1 is returned; otherwise, 0 is returned (see Table 3.9). Table 3.9: Bitwise AND Operator Result Table Bit 1
 
 Bit 2
 
 Bit 1 & Bit 2
 
 0
 
 0
 
 0
 
 0
 
 1
 
 0
 
 1
 
 0
 
 0
 
 1
 
 1
 
 1
 
 UNDERSTANDING EXPRESSIONS AND OPERATORS
 
 The following example sets the byte variable result equal to the result returned by the bitwise AND operator with the values stored in the byte1 and byte2 variables: result = (byte) (byte1 & byte2);
 
 The result variable is set to 10011010 (decimal value 154). To see why this is so, let’s take a look at the binary numbers: byte1 = 10011010 (154) & byte2 = 11011011 (219) -----------------------result = 10011010 (154)
 
 Each bit in byte1 and byte2 is used with the bitwise AND operator, with the result of each operation shown below the corresponding bits. As you can see, the final result is the binary number 10011010, which is 154 in decimal. Bitwise OR Operator
 
 The bitwise OR operator (|) compares two bits. If either bit is 1, then 1 is returned; otherwise 0 is returned (see Table 3.10). Table 3.10: Bitwise OR Operator Result Table Bit 1
 
 Bit 2
 
 Bit 1 | Bit 2
 
 0
 
 0
 
 0
 
 0
 
 1
 
 1
 
 1
 
 0
 
 1
 
 1
 
 1
 
 1
 
 The following example sets result equal to the result of using the bitwise OR operator with the values stored in the byte1 and byte2 variables: result = (byte) (byte1 | byte2);
 
 In this case, result is set to 10011010 (decimal value 219): byte1 = 10011010 (154) | byte2 = 11011011 (219) -----------------------result = 11011011 (219)
 
 Bitwise Exclusive OR Operator
 
 The bitwise Exclusive OR operator (^) compares two bits. If either bit is 1, then 1 is returned; if both bits are 1 or 0, then 0 is returned (see Table 3.11).
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 Table 3.11: Bitwise Exclusive OR Operator Result Table Bit 1
 
 Bit 2
 
 Bit 1 ^ Bit 2
 
 0
 
 0
 
 0
 
 0
 
 1
 
 1
 
 1
 
 0
 
 1
 
 1
 
 1
 
 0
 
 The following example sets result equal to the result of using the bitwise Exclusive OR operator with byte1 and byte2: result = (byte) (byte1 ^ byte2); In this case, result is set to 01000001 (decimal value 65): byte1 = 10011010 (154) ^ byte2 = 11011011 (219) -----------------------result = 01000001 (65)
 
 Bitwise NOT Operator
 
 The bitwise NOT operator (~) returns 1 if the bit is 0, and it returns 0 if the bit is 1 (see Table 3.12). Table 3.12: Bitwise NOT Operator Result Table Bit 1
 
 ~Bit 1
 
 0
 
 1
 
 1
 
 0
 
 The following example sets result equal to the result of using the bitwise NOT operator with byte1: result = (byte) ~byte1; In this case, result is set to 01100101 (decimal value 101): byte1 = 10011010 (154) ~ byte1 = 01100101 (101)
 
 Note The bitwise NOT operator is also known as the ones complement operator, or the invert operator, because it converts ones to zeros and zeros to ones.
 
 Left Shift Operator
 
 The left shift operator ( 1);
 
 The value 01001101 (decimal value 77) is stored in result. Let’s take a look at the bits: byte1 10011010 (154) >> 1 ----------------------result = 01001101 (77)
 
 As you can see, shifting 10011010 one place to the right gives the result 01001101, which has a decimal value of 77. Listing 3.6 shows how to use bitwise operators. Listing 3.6: Bitwise Operators /* Example3_6.cs illustrates the use of the bitwise operators */ class Example3_6 { public static void Main() { byte byte1 = 0x9a; byte byte2 = 0xdb; byte result;
 
 // binary 10011010, decimal 154 // binary 11011011, decimal 219
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 System.Console.WriteLine(“byte1 = “ + byte1); System.Console.WriteLine(“byte2 = “ + byte2); // bitwise AND result = (byte) (byte1 & byte2); System.Console.WriteLine(“byte1 & byte2 = “ + result); // bitwise OR result = (byte) (byte1 | byte2); System.Console.WriteLine(“byte1 | byte2 = “ + result); // bitwise exclusive OR result = (byte) (byte1 ^ byte2); System.Console.WriteLine(“byte1 ^ byte2 = “ + result); // bitwise NOT result = (byte) ~byte1; System.Console.WriteLine(“~byte1 = “ + result); // left shift result = (byte) (byte1 1); System.Console.WriteLine(“byte1 >> 1 = “ + result); } }
 
 The output from this program is as follows: byte1 = 154 byte2 = 219 byte1 & byte2 = 154 byte1 | byte2 = 219 byte1 ^ byte2 = 65 ~byte1 = 101 byte1 > 1 = 77
 
 Shortcut Operators The shortcut operators assign a value to a variable and at the same time perform an operation on that value. There are 14 shortcut operators (see Table 3.13).
 
 UNDERSTANDING EXPRESSIONS AND OPERATORS
 
 Table 3.13: Shortcut Operators Operator
 
 Description
 
 +=
 
 Addition
 
 -=
 
 Subtraction
 
 *=
 
 Multiplication
 
 /=
 
 Division
 
 ++x
 
 Prefix increment
 
 --x
 
 Prefix decrement
 
 x++
 
 Postfix increment
 
 x--
 
 Postfix decrement
 
 &=
 
 Bitwise AND
 
 |=
 
 Bitwise OR
 
 ^=
 
 Bitwise exclusive OR
 
 ~=
 
 Bitwise NOT
 
 =
 
 Right shift
 
 These operators are useful because they act as shortcuts when you want to perform an addition or subtraction, for example, on the same variable. For example, let’s assume you have an int variable named length, and you want to add 10 to that variable. You could do the following: length = length + 10;
 
 There’s nothing wrong with this statement, but the length variable is repeated twice. By using the += operator, you only need to use length once in the statement: length += 10;
 
 This adds 10 to length in one step. Here are some other examples: length *= 2; length /= 3;
 
 // multiplies length by 2 // divides length by 3
 
 Listing 3.7 shows how to use the shortcut operators. Listing 3.7: Shortcut Operators /* Example3_7.cs illustrates the use of
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 the shortcut operators */ class Example3_7 { public static void Main() { int length = 1; length += 10; System.Console.WriteLine(“length = “ + length); length *= 2; // multiplies length by 2 System.Console.WriteLine(“length = “ + length); length /= 3; // divides length by 3 System.Console.WriteLine(“length = “ + length); } }
 
 The output from this program is as follows: length = 11 length = 22 length = 7
 
 The other operators work in a similar way, but the prefix and postfix operators require some additional explanation. Prefix and Postfix Increment and Decrement Operators
 
 The prefix and postfix versions of the increment (++) and decrement (--) operators enable you to add and subtract 1 from a value, respectively. The following example increments length by 1: length++;
 
 The following example decrements length by 1: length--;
 
 You can use the increment and decrement operators before or after a variable—this is where the prefix and postfix part comes into the picture. The two previous examples used the postfix versions of the operators; in other words, the operators were placed after the variable.
 
 UNDERSTANDING EXPRESSIONS AND OPERATORS
 
 By placing the operator first, you use the prefix version. For example: ++length; --length;
 
 These examples, and the two earlier examples, are fairly simple to understand: The length variable is incremented or decremented by 1 immediately. The situation gets more complex if you use the increment and decrement operators in a statement that assigns a value to another variable. For example: length = 3; int newLength = length++;
 
 In this case, newLength is first assigned the current value of length (3) and then length is incremented by 1 to 4 by the increment operator. Let’s look at another example: length = 3; newLength = ++length;
 
 This time, length is incremented first because the increment operator is placed before length. So length is incremented by 1 to 4 and then newLength is assigned the current value of length (4). Listing 3.8 illustrates how to use the prefix and postfix increment and decrement operators. Listing 3.8: Prefix and Postfix Increment and Decrement Operators /* Example3_8.cs illustrates the use of prefix and postfix versions of the increment and decrement operators */ class Example3_8 { public static void Main() { // postfix increment int length = 3; int newLength = length++; System.Console.WriteLine(“Postfix increment example”); System.Console.WriteLine(“length = “ + length); System.Console.WriteLine(“newLength = “ + newLength); // prefix increment length = 3; newLength = ++length; System.Console.WriteLine(“Prefix increment example”); System.Console.WriteLine(“length = “ + length); System.Console.WriteLine(“newLength = “ + newLength);
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 // postfix decrement length = 3; newLength = length--; System.Console.WriteLine(“Postfix decrement example”); System.Console.WriteLine(“length = “ + length); System.Console.WriteLine(“newLength = “ + newLength); // prefix decrement length = 3; newLength = --length; System.Console.WriteLine(“Prefix decrement example”); System.Console.WriteLine(“length = “ + length); System.Console.WriteLine(“newLength = “ + newLength); } }
 
 The output from this program is as follows: Postfix increment example length = 4 newLength = 3 Prefix increment example length = 4 newLength = 4 Postfix decrement example length = 2 newLength = 3 Prefix decrement example length = 2 newLength = 2
 
 is Operator The is operator checks if a variable or constant (or more generally, an expression) is of a specified type. For example, let’s assume you have an int variable named myInt: int myInt = 0;
 
 You can check if
 
 myInt is of
 
 the int type using the following statement:
 
 bool compatible = myInt is int;
 
 Notice that the is operator returns a Boolean value. In this example, myInt is an int, and therefore the is operator returns true. In the following examples, the is operator returns false: compatible = myInt is long; compatible = myInt is float;
 
 OPERATOR PRECEDENCE
 
 Because myInt is not of the long or float types, the is operator returns false. Note The is operator is more useful to check if the class of an object is derived from a specified class or if the class of an object implements a specified interface. You’ll learn about classes and objects in Chapter 5, “Object-Oriented Programming.” You’ll learn about derived classes in Chapter 7, “Derived Classes,” and you’ll learn about interfaces in Chapter 8, “Interfaces.”
 
 Listing 3.9 illustrates the is operator. Listing 3.9: is Operator /* Example3_9.cs illustrates the use of the is operator */ class Example3_9 { public static void Main() { int myInt = 0; bool compatible = myInt is int; System.Console.WriteLine(“myInt is int = “ + compatible); compatible = myInt is long; System.Console.WriteLine(“myInt is long = “ + compatible); compatible = myInt is float; System.Console.WriteLine(“myInt is float = “ + compatible); } }
 
 The output from this program is as follows: myInt is int = True myInt is long = False myInt is float = False
 
 Operator Precedence When you write an expression that contains more than one operator, the compiler uses a set of rules that determines which operator to evaluate first, second, third, and so on until the whole expression is evaluated. Each operator has a built-in priority, or precedence, which the compiler uses to determine the operator to evaluate next.
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 Let’s take a look at an example that assigns a value to an int variable named myInt: int myInt = 2 + 5 * 10;
 
 Initially, you might think the value assigned to myInt is 70 because 2 + 5 = 7, and 7 * 10 = 70, right? Wrong! The multiplication operator (*) has a higher priority, or higher precedence, than the addition operator (+), so the right side of the expression is evaluated as follows: 5 * 10 = 50, 2 + 50 = 52. Therefore, myInt is assigned the value 52. However, you can override the operator precedence using parentheses. For example: myInt = (2 + 5) * 10;
 
 Because 2 + 5 is placed in parentheses, it is evaluated first. So, 2 + 5 = 7, and 7 * 10 = 70. Therefore, the value 70 is assigned to myInt. Let’s take a look at a different example: myInt = 2 * 20 / 5;
 
 The multiplication (*) and division (/) operators have the same precedence, so the operators are evaluated from left to right. So, 2 * 20 (= 40) is evaluated first, followed by 40 / 5 (= 8). Therefore, the value 8 is assigned to myInt. Listing 3.10 illustrates operator precedence. Listing 3.10: Operator Precedence /* Example3_10.cs illustrates operator precedence */ class Example3_10 { public static void Main() { int myInt = 2 + 5 * 10; System.Console.WriteLine(“2 + 5 * 10 = “ + myInt); myInt = (2 + 5) * 10; System.Console.WriteLine(“(2 + 5) * 10 = “ + myInt); myInt = 2 * 20 / 5; System.Console.WriteLine(“2 * 20 / 5 = “ + myInt); } }
 
 OPERATOR PRECEDENCE
 
 The output from this program is as follows: 2 + 5 * 10 = 52 (2 + 5) * 10 = 70 2 * 20 / 5 = 8
 
 You’ve already seen that C# has many operators, and you may group these operators into categories that have the same precedence. Table 3.14 shows the operator categories and the operators for each category in order of precedence—the highest precedence category is shown first. Table 3.14: Operator Precedence Category
 
 Operators
 
 Primary
 
 Group: (x) Field access: x.y Method call: f(x) Index access: a[x] Postfix increment: x++ Postfix decrement: x-New object: new Get type: typeof Get size: sizeof Use boundary check: checked No boundary check: unchecked
 
 Unary
 
 Positive value: + Negative value: Boolean logical NOT: ! Bitwise NOT: ~ Prefix increment: ++x Prefix decrement: --x Cast: (type)
 
 Multiplicative
 
 Multiply: * Divide: / Modulus: %
 
 Additive
 
 Add: + Subtract: -
 
 Bitwise shifts
 
 Left shift: >
 
 Relational
 
 Less than: < Greater than: > Less than or equal to: = Type compatible: is Type compatible with cast: as
 
 Equality
 
 Equal to: == Not equal to: !=
 
 Continued on next page
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 Table 3.14: Operator Precedence (continued) Category
 
 Operators
 
 Bitwise AND
 
 &
 
 Bitwise exclusive OR
 
 ^
 
 Bitwise OR
 
 |
 
 Boolean logical AND
 
 &&
 
 Boolean logical OR
 
 ||
 
 Ternary
 
 ?:
 
 Assignment
 
 = *= /= %= += -= = &= ^= !=
 
 When an operand is placed between two operators with the same precedence, the associativity of the operators determines the order that the operations are performed. With the exception of the assignment operators, the operators that use two operands (the addition operator, for example) are left-associative—which means that the operations are performed from the left to the right. The assignment operators and the ternary operator are right-associative—which means the operations are performed from right to left. You saw how to use most of the operators in Table 3.14 in this chapter; you’ll see the use of the other operators as this book progresses.
 
 Summary This chapter introduced you to expressions and operators. An expression is typically a statement that performs some kind of calculation and returns a value. An expression consists of one or more operands—which may be variables, constants, or literal values—along with one or more operators. C# contains many operators that allow you to perform assignments, arithmetic, logical operations, and so on. For example, you use the addition operator (+) to add numbers, the multiplication operator (*) to multiply numbers, and the Boolean logical AND operator (&&) to compare two Boolean values. In the next chapter, you’ll look at decisions, loops, and preprocessor directives.
 
 Chapter 4
 
 Decisions, Loops, and Preprocessor Directives So far, all the sample programs you’ve seen contain statements performed in sequence, one after another, until the program ends. In this chapter, you’ll learn how to execute different branches of code based on decisions and how to repeat statements using loops. You’ll also learn about the preprocessor, which is program that reads your program source files prior to compilation—you can give the preprocessor instructions, known as directives, which can affect what parts of your program are actually compiled. Featured in this chapter: ◆
 
 Implementing the if and switch Statements
 
 ◆
 
 Using Loop and Jump Statements
 
 ◆
 
 Creating Preprocessor Directives
 
 Using the if Statement The if statement enables you to test for a Boolean logical condition in your program, and if that condition is true, execute some code contained in that branch. The syntax for the if statement is as follows: if (condition) statement1 [else statement2]
 
 If condition is true, then statement1 will be executed. The optional else keyword allows your program to execute code if the condition is false. So, in the previous syntax, statement2 will be executed if condition is false. Now, condition can be any expression that returns a Boolean true or false value. Listing 4.1 illustrates how to use the if statement to compare two int variables.
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 Listing 4.1: The if Statement /* Example4_1.cs illustrates the use of the if statement */ class Example4_1 { public static void Main() { int smallNumber = 5; int bigNumber = 100; if (bigNumber > smallNumber) System.Console.WriteLine(bigNumber + “ is greater than “ + smallNumber); else System.Console.WriteLine(bigNumber + “ is less than “ + smallNumber); } }
 
 Because bigNumber is greater than smallNumber, the logical condition bigNumber used in the if statement is true and the output from this program is therefore:
 
 > smallNumber
 
 100 is greater than 5
 
 Replacing a Single Statement with a Block In Chapter 2, “Basic C# Programming,” we introduced the concept of blocks—a block consists of a group of statements surrounded by curly brackets ({ and }). You can replace a single statement with a block. For example, you may use the if statement to execute a block: if (condition) { statements1 } [else { statements2 }]
 
 If condition is true, then statements1 are executed; if condition is false, then statements2 are executed—statements1 and statements2 represent one or more statements.
 
 USING THE IF STATEMENT
 
 Tip It is considered good programming practice to use blocks even when there is only one statement. That way, if you want to add another statement, your block is already in place—if you didn’t have a block, you might make the mistake of adding a new statement but forgetting to add the block!
 
 The curly brackets that mark the beginning and the end of the block may also appear on their own lines: if (condition) { statements1 } [else { statement2 }]
 
 In this book, we use the previous style: placing curly brackets on the same lines as the statements. Note You can use whichever style you prefer as long as you use it consistently.
 
 Listing 4.2 illustrates using an if statement to execute a block. Listing 4.2: An if Statement That Executes a Block /* Example4_2.cs illustrates the use of an if statement that executes a block */ class Example4_2 { public static void Main() { int smallNumber = 5; int bigNumber = 100; if (bigNumber < smallNumber) { System.Console.Write(bigNumber); System.Console.Write(“ is less than “); System.Console.Write(smallNumber); } else { System.Console.Write(smallNumber); System.Console.Write(“ is less than “);
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 System.Console.Write(bigNumber); } } }
 
 Because bigNumber is not less than smallNumber, the logical condition used in the if statement is false, and so the statements in the else branch are executed. The output from this program is therefore: 5 is less than 100
 
 Using Nested if Statements You can place an if statement within another if statement—the inner if statement is said to be nested within the other. Nested if statements enable you to build up quite complicated logical conditions from simple if statements. The following syntax shows a nested if statement: if (condition1) { statements1 } else { if (condition2) { // nested if statements2 } else { statements3 } }
 
 If condition1 is true, then statements1 are executed. If condition1 is false, and condition2 is true, then statements3 are executed. If condition1 is false, and condition2 is false, then statements3 are executed. Listing 4.3 illustrates the use of a nested if statement. Listing 4.3: A Nested if Statement /* Example4_3.cs illustrates the use of a nested if statement */ class Example4_3 {
 
 USING THE IF STATEMENT
 
 public static void Main() { int reactorTemp = 1500; string emergencyValve = “closed”; if (reactorTemp 1000) && (emergencyValve == “closed”)) { System.Console.WriteLine(“Reactor meltdown in progress!”); } } }
 
 The logical condition used in the if statement is (reactorTemp > 1000) && (emergencyValve == “closed”). This means that both the expression reactorTemp > 1000 and the expression emergencyValve == “closed” must be true for the reactor to meltdown—and because reactorTemp is set to 1500 and emergencyValve is set to “closed”, the reactor does indeed meltdown again, as shown by the output of this program: Reactor meltdown in progress!
 
 With all these meltdowns, it looks like we need to get someone else to manage the reactor!
 
 Implementing the switch Statement The switch statement enables you to pick one branch of code for execution from a list of many options. The syntax for the switch statement is as follows: switch (expression) { case value1: statements1 break; case value2: statements2 break; ... [default: default-statements break;] }
 
 In the switch statement, the value returned by expression is compared to each value that follows the case keyword. If there is a match between any two values, then the statements for that case branch are executed. For example, if the value returned by expression matches value2, then statements2 are
 
 IMPLEMENTING THE SWITCH STATEMENT
 
 executed. If no matches are found, and if the optional default branch is included, then defaultstatements are executed. The break statement marks the end of
 
 each branch—break causes execution of the switch statement to end, and program flow continues from the statement that follows the switch. Listing 4.5 illustrates the use of the switch statement—the program displays the name of the planet based on its specified position from the Sun. Listing 4.5: The switch Statement /* Example4_5.cs illustrates the use of the switch statement */ class Example4_5 { public static void Main() { int planetPosition = 4; // Mars switch (planetPosition) { case 1: // Mercury System.Console.WriteLine(“Mercury”); break; case 2: // Venus System.Console.WriteLine(“Venus”); break; case 3: // Earth System.Console.WriteLine(“Earth”); break; case 4: // Mars System.Console.WriteLine(“Mars”); break; case 5: // Jupiter System.Console.WriteLine(“Jupiter”); break; case 6: // Saturn System.Console.WriteLine(“Saturn”); break; case 7: // Uranus System.Console.WriteLine(“Uranus”); break; case 8: // Neptune System.Console.WriteLine(“Neptune”); break;
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 case 9: // Pluto System.Console.WriteLine(“Pluto”); break; default: // Planet unknown System.Console.WriteLine(“Planet unknown”); break; } } }
 
 Because the fourth planet from the Sun is Mars, the switch statement matches the planetPosition variable’s value of 4 with the case branch that has the value 4, and “Mars” is displayed on the screen: Mars
 
 When the break is executed, program control leaves the switch and the program ends.
 
 Comparing String Values Using a switch Statement You aren’t limited to comparing integer values in a switch statement; you can also use a switch statement to compare string values. Listing 4.6 illustrates the use of a switch statement to compare string values, and it displays a planet’s position based on that planet’s name. Listing 4.6: The switch Statement Comparing String Values /* Example4_6.cs illustrates the use of the switch statement to compare string values */ class Example4_6 { public static void Main() { string planetName = “Saturn”; // sixth planet from the Sun switch (planetName) { case “Mercury”: System.Console.WriteLine(1); break; case “Venus”: System.Console.WriteLine(2); break;
 
 IMPLEMENTING THE SWITCH STATEMENT
 
 case “Earth”: System.Console.WriteLine(3); break; case “Mars”: System.Console.WriteLine(4); break; case “Jupiter”: System.Console.WriteLine(5); break; case “Saturn”: System.Console.WriteLine(6); break; case “Uranus”: System.Console.WriteLine(7); break; case “Neptune”: System.Console.WriteLine(8); break; case “Pluto”: System.Console.WriteLine(9); break; default: System.Console.WriteLine(“Planet unknown”); break; } } }
 
 The planetName string, which is set to “Saturn” matches the case branch for Saturn, and therefore the output from this program is this: 6
 
 Introducing Fall-Through If you don’t include any statements for a particular case branch, then program control will continue on to the next case branch and execute any statements it finds until a break is reached. This is known as a fall-through because although a match was made for a particular case branch, program control went through it and into the next case branch. Listing 4.7 illustrates a switch statement with a fall-though. Listing 4.7: A switch Statement with a Fall-Through /* Example4_7.cs illustrates the use of
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 the switch statement containing a branch with no statements: causes a “fall-through” to the next branch */ class Example4_7 { public static void Main() { int value = 1; switch (value) { case 0: System.Console.WriteLine(“Zero”); break; case 1: case 2: System.Console.WriteLine(“One or two”); break; case 3: System.Console.WriteLine(“Three”); break; default: System.Console.WriteLine(“Other number”); break; } } }
 
 The int variable value is set to 1, but because the branch for the case of 1 doesn’t contain any statements, program control falls through to the next branch—the case for 2, which displays this value: One or two
 
 Warning Make sure you don’t accidentally have fall-throughs in your programs. There are in fact only a few cases where a fall-through is valid, and the compiler will report any invalid fall-throughs in your code. For example, if you comment out the break in the Case 0 branch of the previous program, you’ll get a compilation error.
 
 USING LOOP STATEMENTS
 
 Using Loop Statements Sometimes you might need your program to run the same basic statements repeatedly, until a certain condition is satisfied. For example, you might need to add up a list of numbers or perform a complex calculation on a table of data. Loops allow you to do these kinds of tasks, and C# has a number of statements for writing loops.
 
 The while Loop You use a while loop when you want to repeat one or more statements while a specified logical condition is true. The syntax for the while loop statement is as follows: while (condition) statement
 
 The condition expression must return a Boolean true or false value; condition is tested before each iteration of the loop, and if true, the loop statement is executed—if condition is false, then the loop terminates. Because condition is checked at the start of the loop, this means that the code inside the while loop may never execute. The statement may be replaced with a block containing multiple statements. Listing 4.8 illustrates using while loop to display the numbers 1 to 5. Listing 4.8: A while Loop /* Example4_8.cs illustrates the use of a while loop to display 1 to 5 */ class Example4_8 { public static void Main() { int counter = 1; while (counter 1 returns false and the loop terminates. Thus, the statements in the loop are executed only once. The output from this program is as follows: counter = 1
 
 The for Loop The for loop is basically a shorthand way of writing a while loop that uses a variable value to determine when the loop is terminated, and in that loop the variable’s value is incremented or decremented. For example, the program shown in Listing 4.8 declared and initialized a variable named counter and used a while loop to check that the counter variable was less than or equal to 5—at the end of this loop, counter was incremented by 1: int counter = 1; while (counter Example17_6 Example17_5c.dll Class NewRandom in Example17_5c.dll returned 98
 
 As you can see, this code has satisfied our original goal: to be able to call a method of an arbitrary class from a library, without knowing at the time you compiled the code anything more about the method than the name of a custom attribute that marks it.
 
 What You Can Find with Reflection The System.Reflection namespace contains a great many classes. That makes sense because it must be able to represent anything you can create in .NET code. These classes are broadly similar to the Assembly and MethodInfo classes you saw earlier in the chapter. Each contains properties to describe instances of the class and methods to return arrays and single instances of associated types. Rather than exhaustively list the members of these classes (you’ll find them in the .NET Framework Class Library reference, of course), Table 17.11 lists the major classes and their purposes.
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 Table 17.11: Important Classes from System.Reflection Class
 
 Description
 
 Assembly
 
 Represents a single assembly
 
 ConstructorInfo
 
 Represents a constructor for a class
 
 EventInfo
 
 Represents an event of a class
 
 FieldInfo
 
 Represents a field of a class
 
 MemberInfo
 
 Represents a single member (event, field, property, method, or type) within a class
 
 MethodBase
 
 Represents a method or a constructor
 
 MethodInfo
 
 Represents a method of a class
 
 Module
 
 Represents a single module of code
 
 ParameterInfo
 
 Represents a parameter of a member
 
 PropertyInfo
 
 Represents a property of a class
 
 Creating Types at Run-Time There’s one use of reflection that we haven’t covered yet. You can actually create new types at run-time. That’s right: If the code you want doesn’t exist yet, your program can write it. This is an extremely advanced use of the .NET Framework, and one that many developers will never need. It’s worth knowing that it exists, though, if only because it’s such an interesting technique. In this section you’ll see an example of run-time type creation and learn how it works. The classes in the System.Reflection.Emit namespace handle run-time type creation. Table 17.12 lists some of the classes from this namespace. Table 17.12: Important Classes from System.Reflection.Emit Class
 
 Description
 
 AssemblyBuilder
 
 Defines a new assembly
 
 ConstructorBuilder
 
 Defines a new constructor
 
 EnumBuilder
 
 Defines a new enumeration
 
 EventBuilder
 
 Defines a new event
 
 FieldBuilder
 
 Defines a new field
 
 ILGenerator
 
 Generates MSIL instructions
 
 LocalBuilder
 
 Defines a new local variable
 
 MethodBuilder
 
 Defines a new method
 
 MethodRental
 
 Provides a new body for an existing method
 
 Continued on next page
 
 CREATING TYPES AT RUN-TIME
 
 Table 17.12: Important Classes from System.Reflection.Emit (continued) Class
 
 Description
 
 ModuleBuilder
 
 Defines a new module
 
 OpCodes
 
 Provides field representations of MSIL instructions
 
 ParameterBuilder
 
 Defines a new parameter
 
 PropertyBuilder
 
 Defines a new property
 
 TypeBuilder
 
 Defines a new type
 
 If you compare Table 17.12 with Table 17.11, you’ll see there are many correspondences between the System.Reflection and System.Reflection.Emit namespaces. In general, System.Reflection.Emit can build anything that System.Reflection can discover. Listing 17.10 shows an example.
 
 Listing 17.10: Using System.Reflection.Emit /* Example17_7 illustrates runtime type creation */ using System; using System.Reflection; using System.Reflection.Emit; class Example17_7 { public static void Main() { // get the current appdomain AppDomain ad = AppDomain.CurrentDomain; // create a new dynamic assembly AssemblyName an = new AssemblyName(); an.Name = “DynamicRandomAssembly”; AssemblyBuilder ab = ad.DefineDynamicAssembly( an, AssemblyBuilderAccess.Run); // create a new module to hold code in the assembly ModuleBuilder mb = ab.DefineDynamicModule(“RandomModule”); // create a type in the module TypeBuilder tb = mb.DefineType( “DynamicRandomClass”,TypeAttributes.Public);
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 // create a method of the type Type returntype = typeof(int); Type[] paramstype = new Type[0]; MethodBuilder methb=tb.DefineMethod(“DynamicRandomMethod”, MethodAttributes.Public, returntype, paramstype); // generate the MSIL ILGenerator gen = methb.GetILGenerator(); gen.Emit(OpCodes.Ldc_I4, 1); gen.Emit(OpCodes.Ret); // finish creating the type and make it available Type t = tb.CreateType(); // create an instance of the new type Object o = Activator.CreateInstance(t); // create an empty arguments array Object[] aa = new Object[0]; // get the method and invoke it MethodInfo m = t.GetMethod(“DynamicRandomMethod”); int i = (int) m.Invoke(o, aa); Console.WriteLine(“Method {0} in Class {1} returned {2}”, m, t, i); } }
 
 The output of this program is as follows: Method Int32 DynamicRandomMethod() in Class DynamicRandomClass returned 1
 
 This is not all that impressive an output until you realize it came from code that didn’t exist until you ran the program. The code starts by retrieving the current application domain. An application domain is the unit of code isolation for the CLR. All assemblies execute within an application domain. As you can see, you can retrieve the current application domain by calling the static CurrentDomain method of the AppDomain object. The next step is to create a new assembly. The AppDomain object supplies a DefineDynamicAssembly method to create dynamic assemblies. This method takes as parameters an AssemblyName object (which, not surprisingly, defines the name of the assembly) and a constant defining access modes for the assembly (in this case, that it will be run but not saved). This method returns an AssemblyBuilder object. The code then calls the DefineDynamicModule method of the AssemblyBuilder to create a module, represented by a ModuleBuilder object. There’s a pattern here, of course: The code starts with an AppDomain and then creates increasingly specific objects.
 
 CREATING TYPES AT RUN-TIME
 
 The next step is to use the DefineType method of the ModuleBuilder to create a new type, represented by a TypeBuilder object. The parameters of this method are the name of the new class and a set of flags indicating its attributes. The DefineMethod method of the TypeBuilder object takes four parameters: ◆
 
 The name of the new method
 
 ◆
 
 The attributes of the new method
 
 ◆
 
 A Type object that defines the return type of the new method
 
 ◆
 
 An array of
 
 Type objects that define the parameter types of
 
 the new method
 
 DefineMethod returns a MethodBuilder object. Now there’s only one step left: writing the actual code. This requires you to supply MSIL instructions. How do you get those instructions? The easiest way is to compile the code you’d like to create and then use ILDasm to look at the resulting assembly. In this case, we wrote a very small C# program: using System; public class DynamicRandomClass { public int DynamicRandomMethod() { return 1; } }
 
 Then we compiled the program to a library, and used ILDasm to load the library. Figure 17.2 shows the results. Figure 17.2 Inspecting MSIL instructions
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 The MSIL that we’re interested in is the section in the middle of the disassembly (the actual instructions, not the directives and signature information surrounding them). Here’s the MSIL code that the C# compiler created for the DynamicRandomMethod method: IL_0000: IL_0001: IL_0002: IL_0004: IL_0005:
 
 ldc.i4.1 stloc.0 br.s ldloc.0 ret
 
 IL_0004
 
 A step-by-step translation of this MSIL might be as follows: 1. Place a 4-byte integer with the value of 1 on top of the stack. 2. Store the value from the top of the stack into the first local variable. 3. Jump to instruction 4. 4. Load the value of the first local variable to the top of the stack. 5. Return the top of the stack to the calling program.
 
 If you think about it, you can see that this code is doing too much work. The net result is to put the value of 1 on the top of the stack and then return it. So, in Listing 17.10, we’ve only generated the MSIL for those two steps: // generate the MSIL ILGenerator gen = methb.GetILGenerator(); gen.Emit(OpCodes.Ldc_I4, 1); gen.Emit(OpCodes.Ret);
 
 The ILGenerator object knows how to write MSIL instructions to a method. Getting an ILGenerator object from the GetILGenerator method of a MethodBuilder object gives you an ILGenerator to build the body of the method to which the MethodBuilder refers. Then it’s just a matter of calling the Emit method of the ILGenerator object once for each instruction that you want to put into the body of the method. The OpCodes object has fields representing every possible MSIL instruction. After all of the instructions have been written, the code calls the TypeBuilder.CreateType method. This method actually creates the type, together with the method that it contains (and any other members, if the code had built other members). With the type in hand, the code to instantiate it and call its method is the same as it would be for a type permanently stored in a library assembly. If you find this code confusing, you’re not alone. As mentioned earlier, creating types at run-time is an advanced use of the .NET Framework. If you just remember that the capability is there, you can look up the details when and if you need them.
 
 SUMMARY
 
 Summary The .NET Framework includes powerful capabilities for working with metadata—the data within .NET assemblies that describes the contents of those assemblies. One important part of this metadata is the set of attributes that describe types, members, modules, and assemblies. The .NET Framework supplies a number of intrinsic attributes. You can also create your own custom attributes and retrieve their values at run-time from code. Retrieving attribute values at run-time is one example of the more general technique of reflection. Reflection lets your .NET code find out almost anything about other .NET code. The classes in the System.Reflection namespace let you discover information about existing types and their members in detail. You can use these classes to enable late binding of code, even when you don’t know the type names when you write the calling code. The System.Reflection.Emit namespace rounds out the reflection picture. This namespace lets you create entirely new types at run-time and to specify the exact MSIL instructions that will be executed when you invoke their methods.
 
 601
 
 This page intentionally left blank
 
 Chapter 18
 
 Remoting The .NET Framework is designed to function in a world of distributed componentized software. You already know that classes defined in one file can be used by code in another file, but the distributed architecture of .NET goes much deeper than that. In this chapter, you’ll learn about remoting, the generalized means by which objects in one application can communicate with objects in another application. Remoting can function between applications running on a single computer, between applications running on different computers on the same LAN, or even across the Internet. We’ll start by discussing application domains, which form a logical boundary for applications within .NET. Then you’ll look at the concepts and code involved in marshaling an object through a proxy, which forms the basis for .NET remoting. Contexts provide a means for isolating objects from one another even within a single domain, and channels are the means for communication between applications. Finally, we’ll put all of the pieces together to show how you can invoke methods on remote objects. Featured in this chapter: ◆
 
 Introducing Application Domains
 
 ◆
 
 Understanding Marshaling with Proxies
 
 ◆
 
 Understanding Contexts and Channels
 
 ◆
 
 Using Remoting
 
 Understanding Application Domains Every application runs in a process. A process is the operating system’s way of keeping applications separate. For example, if you’re running Word and Excel on your computer, they’re running in two separate processes. As you saw in Chapter 14, “Threads,” a process can contain more than one thread of execution, each represented by a Thread object in the .NET Framework. An application domain is an intermediate level of aggregation between the process and the thread, which is created and maintained by the Common Language Runtime (CLR). A process must contain at least one application domain, but it can contain more. An application domain must contain at least one thread, but it can contain more.
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 Note Threads do not cross application domain boundaries. Each thread is associated with a particular application domain. The GetDomain method of the Thread object returns a reference to the application domain in which the thread is executing.
 
 By default the CLR creates a single application domain within the operating system process when you launch an application. All of your code executes within this single application domain. But if you like, you can create additional application domains within a single process. In this section, you’ll see how to create an application domain and how to use an object in one application domain from another application domain, both within the same process.
 
 Creating an Application Domain The CLR creates a default application domain when you run an application. If you want to use additional application domains within that application, you’ll need to create them yourself. Listing 18.1 shows how you can create an application domain. Listing 18.1: Creating an Application Domain /* Example18_1.cs illustrates creation of an application domain */ using System; class Example18_1 { public static void Main() { AppDomain d = AppDomain.CreateDomain(“NewDomain”); Console.WriteLine(AppDomain.CurrentDomain.FriendlyName); Console.WriteLine(d.FriendlyName); } }
 
 The output from this application is as follows: Example18_1.exe NewDomain
 
 As you can see, creating a new application domain is the job of the static CreateDomain method of the AppDomain object (which is a member of the System namespace). You can use this object to manage application domains in general. Table 18.1 shows the public AppDomain properties.
 
 UNDERSTANDING APPLICATION DOMAINS
 
 Table 18.1: AppDomain Properties Property
 
 Type
 
 Description
 
 BaseDirectory
 
 String
 
 Gets the base directory used to locate assemblies for this AppDomain
 
 CurrentDomain
 
 AppDomain
 
 Static property that returns the AppDomain for the current Thread
 
 DynamicDirectory
 
 String
 
 Gets the directory used to locate dynamic assemblies for this Appdomain
 
 Evidence
 
 Evidence
 
 Gets the Evidence used for security policy for this AppDomain
 
 FriendlyName
 
 String
 
 Gets the name of the AppDomain
 
 RelativeSearchPath
 
 String
 
 Gets the path from the BaseDirectory to a directory to hold private assemblies
 
 SetupInformation
 
 AppDomainSetup
 
 A class that contains configuration information for this AppDomain
 
 ShadowCopyFiles
 
 Boolean
 
 Indicates whether assemblies loaded into this domain should be shadow copied
 
 Table 18.2 shows the public AppDomain methods. Table 18.2: AppDomain Methods Method
 
 Static?
 
 Description
 
 AppendPrivatePath()
 
 No
 
 Adds a new directory to the private search path
 
 ClearPrivatePath()
 
 No
 
 Resets the private search path to the empty string
 
 ClearShadowCopyPath()
 
 No
 
 Resets the list of directories containing shadow-copied assemblies to the empty string
 
 CreateComInstanceFrom()
 
 No
 
 Creates an instance of a COM type in the AppDomain
 
 CreateDomain()
 
 Yes
 
 Creates a new AppDomain
 
 CreateInstance()
 
 No
 
 Create an instance of a class in the AppDomain
 
 CreateInstanceAndUnwrap()
 
 No
 
 Creates an instance of a class in the AppDomain and prepares it for remote marshaling
 
 CreateInstanceFrom()
 
 No
 
 Creates an instance of a class from an assembly file in the AppDomain
 
 CreateInstanceFromAndUnwrap() No
 
 Creates an instance of a class from an assembly file in the AppDomain and prepare it for remote marshaling
 
 Continued on next page
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 Table 18.2: AppDomain Methods (continued) Method
 
 Static?
 
 Description
 
 CreateObjRef()
 
 No
 
 Creates an object that can be used as a proxy
 
 DefineDynamicAssembly()
 
 No
 
 Creates a new dynamic assembly in the AppDomain
 
 DoCallback()
 
 No
 
 Executes code identified by a specific delegate object
 
 ExecuteAssembly()
 
 No
 
 Executes an assembly in the AppDomain
 
 GetAssemblies()
 
 No
 
 Gets the Assembly objects from this AppDomain
 
 GetCurrentThreadID()
 
 Yes
 
 Gets the current Thread identifier
 
 GetData()
 
 No
 
 Gets a data item stored in this AppDomain
 
 GetLifetimeService()
 
 No
 
 Gets an object that controls the lifetime policy for this AppDomain
 
 GetType()
 
 No
 
 Gets the type of the current instance
 
 InitializeLifetimeService()
 
 No
 
 Gives the AppDomain an infinite lifetime
 
 IsFinalizingForUnload()
 
 No
 
 Indicates whether this AppDomain is in the process of being unloaded
 
 Load()
 
 No
 
 Loads an Assembly into the AppDomain
 
 SetAppDomainPolicy()
 
 No
 
 Sets the security policy for this AppDomain
 
 SetCachePath()
 
 No
 
 Sets a path for caching shadow copied assemblies
 
 SetData()
 
 No
 
 Stores a data item in this AppDomain
 
 SetDynamicBase()
 
 No
 
 Sets the base directory for dynamic assemblies
 
 SetPrincipalPolicy()
 
 No
 
 Sets default authentication properties for threads in the AppDomain
 
 SetShadowCopyFiles()
 
 No
 
 Turns on shadow copying
 
 SetShadowCopyPath()
 
 No
 
 Specifies the folder for shadow copying
 
 SetThreadPrincipal()
 
 No
 
 Sets a default Principal object that threads will bind to in this AppDomain
 
 ToString()
 
 No
 
 Obtains a String representing the AppDomain
 
 Unload()
 
 No
 
 Unloads the AppDomain
 
 Using an Object in an Application Domain By itself, a fresh application domain isn’t very useful. To do anything with it, you’ll need to load some code. As you saw in Table 18.2, there are a variety of methods to load things into an AppDomain object.
 
 UNDERSTANDING APPLICATION DOMAINS
 
 The one that you’ll probably find most useful is CreateInstance, which can load an assembly and instantiate an object from that assembly in a single operation. Of course, before you can create an object, you need a class to instantiate. Listing 18.2 shows a simple class that we’ll use for this purpose. Listing 18.2: Creating a Simple Object /* Example18_2.cs defines a simple object to create */ using System; [Serializable] public class SimpleObject { public String ToUpper(String inString) { return(inString.ToUpper()); } }
 
 Note You’ll see the reason that we’ve marked this class with the Serializable attribute in the section “Understanding Marshaling with Proxies” later in the chapter.
 
 To compile this example into a library assembly, use this command line: csc /t:library /out:Example18_2.dll Example18_2.cs
 
 Now that you have an object to use, you can see the mechanics of using it in another application domain (see Listing 18.3). Listing 18.3: Using an Object in an Application Domain /* Example18_3.cs uses an object in another application domain */ using System; using System.Runtime.Remoting; using System.Reflection; class Example18_3 {
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 public static void Main() { // create a new appdomain AppDomain d = AppDomain.CreateDomain(“NewDomain”); // load an instance of the System.Rand object ObjectHandle hobj = d.CreateInstance(“Example18_2”, “SimpleObject”); // use a local variable to access the object SimpleObject so = (SimpleObject) hobj.Unwrap(); Console.WriteLine(so.ToUpper(“make this uppercase”)); } }
 
 After you’ve created an application domain, you can create an object in that application domain by calling the CreateInstance method. This method has several overloaded forms. The simplest form (which is the one we’re using here) takes an assembly name and an object name and creates an instance of that object from that assembly. The CreateInstance method returns an object handle (a pointer through which you can access the object), which is itself an instance of the ObjectHandle class. You can unwrap an object handle by calling its Unwrap method to get back the original object. Because this code uses the SimpleObject class, you need to compile it with a reference to the library that contains that class: csc /r:Example18_2.dll Example18_3.cs
 
 The output of this program is as follows: MAKE THIS UPPERCASE
 
 As you can see, after unwrapping the object handle you can use any of the native methods of the object that’s in the other application domain.
 
 Unloading an Application Domain When you’re done working with an application domain, you can unload it, destroying all of the objects it contains (see Listing 18.4). Listing 18.4: Unloading an Application Domain /* Example18_4.cs illustrates unloading an application domain */ using System; using System.Runtime.Remoting; using System.Reflection;
 
 UNDERSTANDING MARSHALING WITH PROXIES
 
 class Example18_4 { public static void Main() { // create a new appdomain AppDomain d = AppDomain.CreateDomain(“NewDomain”); // load an instance of the SimpleObject class ObjectHandle hobj = d.CreateInstance(“Example18_2”, “SimpleObject”); // use a local variable to access the object SimpleObject so = (SimpleObject) hobj.Unwrap(); Console.WriteLine(so.ToUpper(“make this uppercase”)); // unload the application domain AppDomain.Unload(d); Console.WriteLine(so.ToUpper(“make this uppercase”)); } }
 
 Because this code uses the SimpleObject class, you need to compile it with a reference to the library that contains that class: csc /r:Example18_2.dll Example18_4.cs
 
 The output of this program is as follows: MAKE THIS UPPERCASE MAKE THIS UPPERCASE
 
 If you’ve been following the discussion to this point, you may be surprised by that output. It seems that the instance of the SimpleObject object was able to execute its ToUpper method even after the application domain in which it was created was destroyed! To understand how this can be, you need to understand the difference between marshaling an object by value and marshaling it by reference. That’s the subject of the next section of the chapter.
 
 Understanding Marshaling with Proxies Marshaling is the process of preparing an object to cross the boundary between two application domains. There’s a great deal of “plumbing” involved in this process, but fortunately the .NET Framework hides most of this complexity from you. However, it’s imperative that you understand the difference between marshaling by value and marshaling by reference.
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 Marshaling by Value When you marshal an object by value, you’re making an exact copy of the object. The .NET Framework records all the type information about the object in its original application domain and sends that information to the calling application domain. There the information is used to reconstitute an exact copy of the original object. The simplest way to cause an object to be marshaled by value is to mark the class with the Serializable attribute. As you’ll recall from Chapter 15, “Streams and Input/Output,” serialization refers to the process of writing the information about an object to a backing store. In this case, the .NET Framework seamlessly handles the process of serializing the object, passing the store to the calling domain and deserializing the store into a new object when it’s delivered. You can also cause an object to be marshaled by value by implementing the ISerializable interface so that the object performs its own serialization. Now you can understand the results of the code from Listing 18.4. This code uses the SimpleObject object from Example18_2.cs. If you refer back to Listing 18.2, you’ll see this class is marked as serializable. So when you call the CreateInstance method to make an instance of the object and then unwrap the object handle, what you get is a copy of the object that was marshaled by value across the application domain boundary. When the code in Listing 18.4 unloads the second application domain, the SimpleObject object that it contains is destroyed, but the copy continues to exist and its methods can still be invoked.
 
 Marshaling by Reference By contrast, when you marshal an object by reference, you tell the .NET Framework to create a proxy object. The proxy object has the same interfaces as the original, but it doesn’t do any actual work. Instead, it uses the communications infrastructure built into .NET to communicate with the original object. When you set a property on the proxy object, the change is made on the original object in its original application domain. When you call a method on the proxy object, it invokes the same method on the original object and returns the results back from the proxy to the calling code. The simplest way to force a class to marshal by reference is to derive it from the MarshalObjByRef class. Listing 18.5 shows a sample class that will be marshaled by reference. Listing 18.5: Defining a Class to Marshal by Reference /* Example18_5.cs defines a simple object to create */ using System; public class SimpleObject : MarshalByRefObject { public String ToUpper(String inString) {
 
 UNDERSTANDING MARSHALING WITH PROXIES
 
 return(inString.ToUpper()); } }
 
 To compile this code into a library, use this command line: csc /out:Example18_5.dll /t:library Example18_5.cs
 
 Listing 18.6 shows how you might call this object from one application domain to another. Listing 18.6: Marshaling an Object by Reference /* Example18_6.cs illustrates unloading an application domain */ using System; using System.Runtime.Remoting; using System.Reflection; class Example18_6 { public static void Main() { // create a new appdomain AppDomain d = AppDomain.CreateDomain(“NewDomain”); // load an instance of the SimpleObject class ObjectHandle hobj = d.CreateInstance(“Example18_5”, “SimpleObject”); // use a local variable to access the object SimpleObject so = (SimpleObject) hobj.Unwrap(); Console.WriteLine(so.ToUpper(“make this uppercase”)); // unload the application domain AppDomain.Unload(d); Console.WriteLine(so.ToUpper(“make this uppercase”)); } }
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 To compile this code, you need to tell it where to find the SimpleObject class: csc /r:Example18_5.dll Example18_6.cs
 
 The output from this program is as follows: MAKE THIS UPPERCASE Unhandled Exception: System.AppDomainUnloadedException: ➥ The target application domain has been unloaded. Server stack trace: at System.Threading.Thread.EnterContextInternal(Context ctx, ➥ Int32 id, Int32 appDomainID, ContextTransitionFrame& frame) at System.Runtime.Remoting.Channels.CrossAppDomainSink. ➥ DoTransitionDispatch(Byte[] reqStmBuff, SmuggledMethodCallMessage ➥ smuggledMcm, SmuggledMethodReturnMessage& smuggledMrm) at System.Runtime.Remoting.Channels.CrossAppDomainSink. ➥ SyncProcessMessage(IMessage reqMsg) Exception rethrown at [0]: at System.Runtime.Remoting.Proxies.RealProxy.HandleReturnMessage( ➥ IMessage reqMsg, IMessage retMsg) at System.Runtime.Remoting.Proxies.RealProxy.PrivateInvoke( ➥ MessageData& msgData, Int32 type) at SimpleObject.ToUpper(String inString) at Example18_6.Main()
 
 As you can see, the first call to the SimpleObject.ToUpper method succeeded, but the second call to the same method failed because the object was destroyed when its application domain was unloaded.
 
 Understanding Contexts Another issue complicates remoting: objects have a context in which they execute. You can think of a context as being a set of rules within an application domain. Every application domain has a default context, and for the most part every object executes within that default context. An application domain, however, can have more than one context. For example, suppose that some objects in your application perform database transactions. When you call the BeginTransaction method of the System.Data.SqlClient object, for example, you’re creating a new context within the application domain. Objects that enlist in the transaction execute in the new context. Another case in which contexts are used is synchronization. When you apply the Synchronization attribute to an object so that multiple threads accessing the object take turns, this creates a new set of rules that in turn leads to a new context. In the case of remoting, there are two contexts involved: the context of the calling code and the context of the object being called. Objects are either context-bound or context-agile. A context-bound object will only function within its own context; a context-agile object operates within the context of the calling code. You can create a context-bound object by deriving it from the ContextBoundObject class.
 
 UNDERSTANDING CHANNELS
 
 The following rules control marshaling and agility across application domains and contexts. These rules apply to objects that are entirely contained within a single application: ◆
 
 By default, objects are not marshaled. They are context-agile within application domains, and do not cross application domains.
 
 ◆
 
 Objects marked with the Serializable attribute are marshaled by value across application domains and are context-agile.
 
 ◆
 
 Objects derived from MarshalByRefObject are marshaled by reference across application domains and are context-agile.
 
 ◆
 
 Objects derived from ContextBoundObject are marshaled by reference across application domains and are context-bound.
 
 Understanding Channels So far, the examples in this chapter have crossed application domains, but they’re not true remoting. Remoting refers specifically to calling an object from another process (either on the same machine or on a different machine). There’s one more concept you need to understand before looking at full-blown remoting code: channels. A channel is a transport mechanism that moves messages between applications across remoting boundaries. Although the .NET Framework will take care of much of this “plumbing” for you, it’s a process you can also customize and modify if you want. In the .NET Framework, a channel is an object that implements the IChannel interface. This interface has two public properties: ◆
 
 ChannelName is an arbitrary string that is the name of
 
 ◆
 
 ChannelPriority is an integer indicating the priority of
 
 the channel.
 
 the channel when compared to other channels working with the same object. Higher numbers indicate a higher priority.
 
 The .NET Framework supplies several classes that implement IChannel. The two that you’re most likely to use for remoting are HttpChannel and TcpChannel. The HttpChannel class transports messages between objects by formatting the messages using the Simple Object Access Protocol (SOAP) and transporting them with the Hypertext Transfer Protocol (HTTP). This provides you with a general-purpose remoting channel that requires a minimum amount of setup. One potential problem with the HttpChannel class is that it’s not compatible with the Internet Explorer automatic configuration of proxy server settings. If you’re using HttpChannel and your computer uses a proxy server, you must explicitly set the proxy information in Internet Explorer. For more flexible remoting, you can use the TcpChannel class. The TcpChannel class transports messages by formatting the messages as a binary stream and transporting them using the TCP protocol. Tip If you attempt to mismatch channel types (for example, by using a TcpChannel on the server and an HttpChannel on the client), you’ll receive this error message: “The underlying connection was closed: An unexpected error occurred on a receive.”
 
 Channels work in conjunction with sinks. A sink is an object that can perform an operation on the message being transported. Sinks are organized into sink chains because one channel can contain multiple sinks. Each sink processes the message and then passes it on to the next sink. For example, a
 
 613
 
 614
 
 Chapter 18 REMOTING
 
 channel always contains a formatting sink that’s responsible for translating from the original message format to the transport format or vice versa. You can also use sinks for functions such as logging, encryption, or filtering.
 
 Using Remoting Now it’s time to see remoting in action. In this section, you’ll see how to build a server that listens for client connections on an HTTP channel, and then you’ll see how to call an object on that server remotely from a client. Server objects come in three variations: ◆
 
 Server-activated singleton objects are directly controlled by the server, and only one instance of the object can exist at one time. All client requests are handled by this one instance.
 
 ◆
 
 Server-activated SingleCall objects are directly controlled by the server, which creates a new instance to handle each call from the client.
 
 ◆
 
 Client-activated objects are objects whose lifetime is controlled by the client (this is exactly how local client objects are controlled). With client-activated objects (as opposed to server-activated objects), the client maintains a permanent connection to the object for the life of the object.
 
 Server-activated objects are sometimes called well-known objects. For the remainder of the chapter, you’ll work through the steps involved in creating a well-known singleton object on the server and then calling it from the client: ◆
 
 Defining an interface
 
 ◆
 
 Building the server
 
 ◆
 
 Building the client
 
 Defining an Interface Rather than implement the server as a simple object (as earlier in the chapter with the SimpleObject class), for this example we’ll define an interface first and then implement this interface in an object. The benefit of this approach is that the client object need only consume the interface, and so it will not need to be recompiled if the server implementation changes (so long as the server interface remains constant). If the client used the server object directly, then the definition of that object’s class would need to be compiled into the client (otherwise the client couldn’t declare a remote instance of the server object). Listing 18.7 shows the definition of the interface for this example. Listing 18.7: Defining an Interface for a Well-Known Server Object /* Example18_7.cs defines an interface for a simple object */ using System;
 
 USING REMOTING
 
 public interface ISimpleObject { String ToUpper(String inString); }
 
 This code defines an interface that exposes a single method. To compile this into a library that can be used by both the server and the client, use this command line: csc /t:library Example18_7.cs
 
 Building the Server Listing 18.8 shows the code for a server that will provide an implementation of the ISimpleObject interface that can be invoked remotely. Listing 18.8: A Server for ISimpleObject /* Example18_8.cs provides a server for a well-known singleton object */ using using using using
 
 System; System.Runtime.Remoting; System.Runtime.Remoting.Channels; System.Runtime.Remoting.Channels.Http;
 
 // implementation of ISimpleObject public class SimpleObject : MarshalByRefObject, ISimpleObject { public String ToUpper(String inString) { return(inString.ToUpper()); } } class Example18_8 { public static void Main() { // create and register a channel HttpChannel hchan = new HttpChannel(54321); ChannelServices.RegisterChannel(hchan);
 
 615
 
 616
 
 Chapter 18 REMOTING
 
 // get the type that we’re managing Type SimpleObjectType = Type.GetType(“SimpleObject”); // register this type and set up an endpoint RemotingConfiguration.RegisterWellKnownServiceType(SimpleObjectType, “SOEndPoint”, WellKnownObjectMode.Singleton); // wait for user input to terminate the server Console.WriteLine(“Press Enter to halt server”); Console.ReadLine(); } }
 
 To compile this server, you need to link in the library that defines the interface: csc /r:Example18_7.dll Example18_8.cs
 
 The server code starts by defining a class, SimpleObject, which implements the ISimpleObject interface. It’s this class that will be invoked by the client. When you run the server, of course, execution starts with the Main procedure. The first thing that Main does is declare a new HttpChannel object. The constructor for HttpChannel takes as its parameter a port number on which this channel will listen. Generally, you should select a port number in the private port range from 49152 to 65536 to avoid any chance of conflict with other applications. The next step is to register the channel, using the static RegisterChannel method of the ChannelServices class. The ChannelServices class is responsible for managing all transport channels on the computer. Its RegisterChannel method tells the remoting infrastructure to start accepting messages on that channel and to direct the messages to this server. The last step of setting up the server is to call the RegisterWellKnownServiceType static method of the RemotingConfiguration class. This method tells the remoting infrastructure that this server can create objects of the specified type, and that this will be a singleton server. It also supplies a name for the endpoint that will process results for this object. On the server side, multiple applications can share a single channel. The endpoint name allows the remoting infrastructure to determine which server-side application will service a particular request. The remainder of the code in the server application causes this application to remain in memory (and thus capable of creating objects) until you press a key. Tip You will probably choose to implement a production server as a Windows Service so that you can manage it from the Services application and so that it can be started without a user logging on to the server computer.
 
 Building the Client Listing 18.9 shows the code for a client that can invoke the remote server object.
 
 USING REMOTING
 
 Listing 18.9: Invoking an Object via Remoting /* Example18_9.cs uses an object via remoting */ using using using using
 
 System; System.Runtime.Remoting; System.Runtime.Remoting.Channels; System.Runtime.Remoting.Channels.Http;
 
 class Example18_3 { public static void Main() { // create and register an HttpChannel HttpChannel hchan = new HttpChannel(0); ChannelServices.RegisterChannel(hchan); // Get an object from the other end of the channel Object remoteObject = RemotingServices.Connect(typeof(ISimpleObject), “http://localhost:54321/SOEndPoint”); // Cast it back to the shared interface ISimpleObject so = remoteObject as ISimpleObject; // and use the object Console.WriteLine(so.ToUpper(“make this uppercase”)); } }
 
 Once again, this code needs to be compiled with a reference to the library that contains the ISimpleObject interface: csc /r:Example18_7.dll Example18_9.cs
 
 Just like the server, the client starts by declaring a channel for communications. Because the client won’t be listening on the channel, though, it doesn’t need to register a port number. The next step is the one that actually creates and returns the server object. The call to the Connect static method of the RemotingServices class takes two parameters. The first is the type of the object to get from the server. The second is the URL to use to get the object. The URL is made up of the server name (the special name localhost means that the HTTP server and the client will be running on the same computer), the port number where the HttpChannel object is listening, and the name of the endpoint.
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 The Connect method returns a generic Object instance. The code then proceeds to cast this to the expected ISimpleObject interface. Once that’s been done, as far as the local code is concerned the object functions just as if it had been created locally. And that, after all, is the entire point of remoting.
 
 Testing the Code The final step is to find out whether everything works. To do so, you can open two command prompts. In the first one, run the server application, Example18_8. You’ll get this output: Press Enter to halt server
 
 That shows that the server has successfully initialized and is listening for client object requests. In the second command prompt, run the client application, Example18_9. You’ll see this output: MAKE THIS UPPERCASE
 
 Although it doesn’t look like much on screen, this is actually fairly amazing. It means that the client code sent a message encapsulated as SOAP over HTTP to the server. This message told the server to instantiate an object and return a proxy to the client. The client then called a method on the server object and transparently received the result, which it printed to the client’s output. In most previous programming environments, this would have taken hundreds, perhaps thousands, of lines of code. With the .NET Framework providing the infrastructure, we were able to write the entire application in fewer than 100 lines of code, including blank lines.
 
 Summary In this chapter, you learned the basics of remoting. First, you saw application domains, which provide a boundary between different parts of the same application. You learned how to create and unload application domains, and you saw how to use code in one application domain to call an object located in another application domain. You then learned the two methods available for marshaling: marshaling by value, which makes an exact copy of an object, and marshaling by reference, which returns a proxy that acts for the original object. Contexts provide another subdivision of applications. A context is a set of rules within an application domain. Some objects are bound to their original context, and others are agile and move between contexts. Channels provide the means of communication between objects across processes or even across machines. The .NET Framework implements the IChannel interface in the HttpChannel and TcpChannel objects. Finally, you saw how to use .NET remoting to call an object in a server process from code in a client process.
 
 Chapter 19
 
 Security The .NET Framework offers extensive security features. Indeed, it sometimes seems as if Microsoft tried to build in every possible security feature, which can make it difficult to understand the .NET approach to security. Broadly speaking, there are two main security areas in .NET: code-access security and role-based security. Code-access security focuses on the .NET source code. You can tell the .NET Framework about the permissions that your code needs to execute properly, and the .NET Framework will check for these permissions on the machine at run-time. Code-access security is very flexible, including the ability to define your own sets of necessary permissions. Also, administrators can use code-access security to make sure that undesired code never gets the chance to run on a system. Role-based security, in contrast, focuses on the user rather than the code. Using role-based security allows you to provide (or deny) access to resources based on an identity provided by the user who is running the code. The .NET Framework also provides support for securing data through encryption. You can use the CryptoStream class to plug encryption into the stream and backing store model that .NET uses for all input/output (I/O) operations. Featured in this chapter: ◆
 
 Understanding Code-Access security
 
 ◆
 
 Understanding Role-Based Security
 
 ◆
 
 Implementing Encryption
 
 Using Code-Access Security Code-access security controls the access that code itself has to resources. Code-access security revolves around the notion of permissions that can be granted or denied. In the following sections, you’ll learn about permissions and the factors that determine whether they’re granted. Code-access security is independent of the identity of the user who is running the code.
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 Note In general, the .NET security system functions completely only for type-safe code. Type-safe code is code that can only access memory that it’s supposed to access. You can run non-type-safe code in .NET, but only if you grant it permission to skip the verification step that would otherwise take place. All C# code is type-safe by design, so we won’t explore the details of skipping verification.
 
 Understanding Permissions For example, the ability to read or write files requires the FileIOPermission on the part of your code. In general, your code can request that it be granted a particular permission or demand that its callers have a particular permission. The Common Language Runtime (CLR) decides, based on a variety of factors (including the origin of the code and the local security policy), whether a particular permission will be granted. If a piece of code is unable to obtain all of the permissions that it requires, then that piece of code won’t execute. The security settings of the computer determine the maximum permissions that code can be granted, but code is allowed to request (and receive) fewer permissions than that maximum. Of course, the developer can use a try/catch block to decide whether code should still attempt to run if it can’t get all of the permissions that it requests. There are three distinct types of permissions in the .NET Framework: Code-Access Permissions Code-access permissions represent access to a protected resource or the ability to perform a protected operation. Identity Permissions Identity permissions represent access based on credentials that are a part of the code itself, such as the identity of the code’s publisher. Role-Based Permissions Role-based permissions represent access based on the user who is running the code. For the most part, code-access security depends on code-access permissions, but we’ll discuss all three types to give you an idea of the spectrum of available permissions. All of the code-access permissions are classes that derive from the System.Security.CodeAccessPermission class. Individual code-access permission classes are not contained within the System .Security namespace. Rather, they’re in the same namespaces as the objects to which they’re related. For example, the OleDbPermission class is a member of the System.Data.OleDb class. Table 19.1 lists the available code-access permission classes. Table 19.1: Code-Access Permission Classes Class
 
 Controls Access To…
 
 DirectoryServicesPermission
 
 The System.DirectoryServices namespace
 
 DnsPermission
 
 Domain Name System (DNS)
 
 EnvironmentPermission
 
 Environment variables
 
 EventLogPermission
 
 The Windows event log
 
 FileDialogPermission
 
 Files selected from the Open dialog box
 
 Continued on next page
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 Table 19.1: Code-Access Permission Classes (continued) Class
 
 Controls Access To…
 
 FileIoPermission
 
 Reading and writing files and directories
 
 IsolatedStorageFilePermission
 
 Private virtual file systems
 
 IsolatedStoragePermission
 
 Isolated storage
 
 MessageQueuePermission
 
 Message queuing via Microsoft Message Queue (MSMQ)
 
 OleDbPermission
 
 Data via the System.Data.OleDb namespace
 
 PerformanceCounterPermission
 
 Performance counters
 
 PrintingPermission
 
 Printers
 
 ReflectionPermission
 
 The reflection features of .NET
 
 RegistryPermission
 
 The Windows Registry
 
 SecurityPermission
 
 Unmanaged code
 
 ServiceControllerPermission
 
 Starting and stopping services
 
 SocketPermission
 
 Windows sockets
 
 SqlClientPermission
 
 Data via the System.Data.SqlClient namespace
 
 UiPermission
 
 The user interface
 
 WebPermission
 
 Making web connections
 
 Identity permissions are also derived from the System.Security.CodeAccessPermissions class, but unlike code-access permissions, identity permissions are granted based on facts about the code. Although an application must request code-access permissions, identity permissions are automatically granted by the CLR based on a set of factors that are referred to as the evidence of the code. Table 19.2 lists the available identity permission classes. Table 19.2: Identity Permission Classes Class
 
 Represents
 
 PublisherIdentityPermission
 
 The identity of the publisher, as determined by the code’s digital signature.
 
 SiteIdentityPermission
 
 The website from which the code was downloaded.
 
 StrongNameIdentityPermission
 
 The strong name of the assembly.
 
 URLIdentityPermission
 
 The exact Uniform Resource Locator (URL) where the code originated.
 
 ZoneIdentityPermission
 
 The security zone where the code originated. You can view security zones on the Security tab of the Internet Explorer Options dialog box.
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 Finally, there is a single role-based permission class, PrincipalPermission. The class can determine whether a particular set of credentials for a user and a role match those required by a particular piece of code. Note If the permissions supplied by the .NET Framework aren’t quite right for your application, you can design your own permission class by implementing the IPermission and IUnrestrictedPermission interfaces. Custom permissions are used in code just like built-in permissions.
 
 Requesting Minimum Permissions To begin participating in the .NET security structure, your code can request the minimum permissions that it requires to run successfully (see Listing 19.1). Listing 19.1: Requesting Minimum Permissions /* Example19_1.cs illustrates requesting minimum permissions */ using System; using System.IO; using System.Security.Permissions; [assembly:FileIOPermissionAttribute(SecurityAction.RequestMinimum, All=@”c:\\temp”)] class Example19_1 { public static void Main() { // Create a new file to work with FileStream fsOut = File.Create(@”c:\\temp\\test.txt”); // Create a StreamWriter to handle writing StreamWriter sw = new StreamWriter(fsOut); // And write some data sw.WriteLine(“‘Twas brillig, and the slithy toves”); sw.WriteLine(“Did gyre and gimble in the wabe.”); sw.Flush(); sw.Close(); } }
 
 USING CODE-ACCESS SECURITY
 
 To request a permission, you apply an attribute to a class or an assembly. Each possible code-access permission has its own attribute with a set of properties. Specifying the SecurityAction.RequestMinimum action tells the CLR that your application needs this particular permission to function at all. The All property in the case of the FileIOPermissionAttribute requests all access to files in the specified directory. Note The technique used in this example (and in the rest of the examples in this section) of handling permissions through attributes is called declarative security. There is also a second security syntax (using instances of the Permission objects) called imperative security. Imperative security is only necessary if you want to assign permissions based on information known only at run-time (for example, the name of a file to be opened). For more information, refer to the “Security Syntax” section of the .NET Framework help file.
 
 If you compile and run this application, you won’t see any output, but it will create the specified file in your c:\Temp directory. That’s because by default you have full permissions to run any code that originates on your own computer. To see code-access security in action, you’ll have to learn how to manage the permissions granted to code on your computer. Before you can manage permissions, you need to understand the concepts of code groups and permission sets.
 
 Code Groups A code group is a logical grouping of code. As part of the process of determining the permissions that apply to a particular piece of code, the CLR determines which code groups have the code in question as a member. Permissions are assigned to code groups, rather than to individual pieces of code. This is analogous to assigning operating system permissions to groups rather than users and has the same major benefit: It makes things easier to understand. You define code groups by specifying the membership condition for the group; each code group has precisely one membership condition. Table 19.3 shows the membership conditions you can use to define code groups. Table 19.3: Code Group Membership Conditions Condition
 
 Group Includes…
 
 All code
 
 All code.
 
 Application directory
 
 All code in the installation directory of the running application.
 
 Cryptographic hash
 
 All code matching a particular cryptographic hash.
 
 Software publisher
 
 All code from a particular publisher, as validated by an Authenticode signature.
 
 Site membership
 
 All code from a particular Internet site (includes HTTP, HTTPS, and FTP URLs).
 
 Strong name
 
 All code with a particular strong name.
 
 URL
 
 All code that originates from a particular URL.
 
 Zone
 
 All code that originates from a particular security zone. The available zones include Internet, Local Intranet, Trusted Sites, My Computer, and Untrusted Sites.
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 Tip To define a code group that includes a single application, you can use a strong name membership condition if the application has been signed with a strong name or a cryptographic hash membership condition.
 
 Permission Sets Permissions are granted in permission sets. A permission set is a set of one or more code-access permissions that can be granted as a unit. The .NET Framework supplies six built-in permission sets (see Table 19.4). You can also create your own permission sets, as you’ll see later in this chapter. Table 19.4: Built-in Permission Sets Permission Set Name
 
 Description
 
 Nothing
 
 No permissions
 
 Execution
 
 Permission to run but not to access protected resources
 
 Internet
 
 Limited permissions designed for code of unknown origin
 
 LocalIntranet
 
 High permissions designed for code within an enterprise
 
 Everything
 
 All permissions except the permission to skip verification
 
 FullTrust
 
 Full access to all resources
 
 Granting Permissions The .NET Framework supplies two tools for managing permissions: ◆
 
 The Code Access Security Policy tool (caspol.exe) is a command-line tool.
 
 ◆
 
 The .NET Framework Configuration tool is a tool that works within the Microsoft Management Console (MMC).
 
 Although the Code Access Security Policy tool has benefits in some situations (for example, you can call it from a batch file), it’s generally easier to work with the .NET Framework Configuration tool, especially when you’re first learning about .NET security. To demonstrate the effect of setting a more restrictive security policy on the Example19_1 application, follow these steps: 1. Select Start ➢ Program Files ➢ Administrative Tools ➢ Microsoft .NET Framework
 
 Configuration Tool. 2. Expand the Runtime Security Policy node, and then the User node, to see the security settings
 
 that apply to the current user on the computer, as shown in Figure 19.1. As you can see, there are also security settings for the machine and the enterprise. The “Computing Permissions” section later in the chapter discusses those settings.
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 Figure 19.1 Security settings in the .NET Framework Configuration tool
 
 3. Right-click the Everything permission set and select Duplicate to create an exact copy of the
 
 permission set. The tool will name this permission set Copy of Everything. 4. Select the Copy of Everything permission set and click the Rename Permission Set link in the
 
 right panel of the tool. Change the permission set name to No File IO and then click OK. 5. Click the Change Permissions link. Select the File IO permission in the list of assigned per-
 
 missions and click Remove to remove File IO permission from this permission set. Click Finish to save your changes. 6. Click the All Code code group. 7. Click the Add a Child Code Group link. Select the option button for Create a New Code
 
 Group. Name the new code group Example19_1 and supply a description. Click Next. 8. Choose the Hash Condition for Membership in this code group. Select the SHA1 hash
 
 algorithm. Click the Import button and browse to Example19_1.exe. This will compute the hash for this file and insert the results into the Hash textbox. Click Next. 9. Select the No File IO permission set as the permission set for this code group. Click Next. 10. Click Finish to create the new code group. It will be created as a child of the Example19_1
 
 code group. 11. Right-click the new code group and select Properties. Check the box to assign only permis-
 
 sions from this code group on this policy level. Click OK. Now run Example19_1.exe again. The Just-In-Time debugging dialog box will open. Click No to dismiss the dialog box. The output will be as follows: Unhandled Exception: System.Security.Policy.PolicyException: Required permissions cannot be acquired.
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 Computing Permissions Computing the actual permissions applied to any given piece of code is a complex process. To begin the process, think about permissions at the Enterprise level only. The CLR starts by examining the evidence that a particular piece of code presents to determine its membership in code groups at that level. Evidence is just an overall term for the various factors (publisher, strong name, hash, and so on) that can go into code group membership. As you saw in the previous section, code groups are organized into a hierarchy. In general, the CLR will examine all of the code groups in the hierarchy to determine membership. However, any code group in the hierarchy may be marked as Exclusive (that’s the effect of the check box you selected when creating the code group for Example19_1). When code is found to be a member of an Exclusive code group, then the CLR stops checking for group membership. The next step is to determine the permission set for each relevant code group. If the code is a member of an Exclusive code group, then only the permission set of that code group is taken into account. If the code is a member of more than one code group, and none of them is an Exclusive code group, then all of the permission sets of those code groups are taken into account. The permission set for the code is the union of the permission sets of all relevant code groups. That is, if code is a member of Code Group A and Code Group B, and Code Group A grants Registry permission but Code Group B does not, then the code will have Registry permission. That accounts for the permissions at one level (the Enterprise level). But there are actually four levels of permissions: ◆
 
 Enterprise
 
 ◆
 
 Machine
 
 ◆
 
 User
 
 ◆
 
 Application Domain
 
 Only the first three of these levels can be managed within the .NET Framework Configuration tool, but if you need specific security checking within an application domain you can do this in code. An application domain can reduce the permissions granted to code within that application domain, but it cannot expand them. The CLR determines which of the four levels are relevant by starting at the top (the Enterprise level) and working down. Any given code group can have the LevelFinal property, in which case the examination stops there. For example, if code is a member of a code group on the Machine level that has the LevelFinal property, then only the Enterprise and Machine levels are relevant. The CLR computes the permissions for each level separately, and then assigns the code the intersection of the permissions of all relevant levels. That is, if code is granted Registry permission on the Enterprise level, but is not granted Registry permission on the Machine level, then the code will not have Registry permission. At this point, the CLR knows what permissions should be granted to the code in question, considered in isolation. But code does not run in isolation; it runs as part of an application. The final step of evaluating code-access permissions is to perform a stack walk. In a stack walk, the CLR examines all code in the calling chain from the original application to the code being evaluated. The final permission set for the code is the intersection of the permission sets of all code in the calling chain. That is, if code is granted Registry permission but the code that called it was not granted Registry permission, then the code will not be granted Registry permission.
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 The .NET Framework Configuration tool includes a wizard that will help you determine the permission set for any given piece of code. To use this tool, click the Runtime Security Policy node within the Configuration tool and then click the Evaluate Assembly link. Browse to the file you’d like to evaluate and then select whether to evaluate code group membership or permissions. Decide whether to evaluate all levels or only a selected level and click Next. The wizard will show you the results. For example, Figure 19.2 shows the code groups to which the Example19_1.exe assembly belongs. Figure 19.2 Checking code group membership
 
 When you install the .NET Framework, it includes a default set of code groups and permission sets. On the Enterprise and User level, there is a single code group that uses the All Code membership condition. This code group is assigned the Full Trust permission set. The net effect of this is that the Enterprise and User levels grant all code rights to do anything. Because of the intersection rules, this means that the code groups on the Machine level control everything by default. Table 19.5 shows the default code groups at the Machine level. Table 19.5: Default .NET Security Settings at the Machine Level Code Group
 
 Membership Condition
 
 Permission Set
 
 My Computer Zone Code Group
 
 Zone=My Computer
 
 Full Trust
 
 Microsoft Strong Name Code Group
 
 Strong name uses Microsoft’s public key
 
 Full Trust
 
 ECMA Strong Name Code Group
 
 Strong name uses ECMA public key
 
 Full Trust
 
 Local Intranet Code Group
 
 Zone=Local Intranet
 
 Local Intranet
 
 Internet Code Group
 
 Zone=Internet
 
 Internet
 
 Trusted Zone Code Group
 
 Zone=Trusted Sites
 
 Internet
 
 All Code Group
 
 All Code
 
 Nothing
 
 Restricted Zone Code Group
 
 Zone=Untrusted Sites
 
 Nothing
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 Requesting Optional Permissions In addition to requesting the minimum permissions that it must have to run, a block of code can request optional permissions that it would like to have but doesn’t necessarily need. Listing 19.2 shows an example. Listing 19.2: Requesting Optional Permissions /* Example19_2.cs illustrates requesting optional permissions */ using System; using System.IO; using System.Security.Permissions; [assembly:FileIOPermissionAttribute(SecurityAction.RequestOptional, All=@”c:\\temp”)] class Example19_2 { public static void Main() { // Create a new file to work with FileStream fsOut = File.Create(@”c:\\temp\\test.txt”); // Create a StreamWriter to handle writing StreamWriter sw = new StreamWriter(fsOut); // And write some data sw.WriteLine(“‘Twas brillig, and the slithy toves”); sw.WriteLine(“Did gyre and gimble in the wabe.”); sw.Flush(); sw.Close(); } }
 
 If you compile this example and set up a code group to assign it the No File IO permission set, you’ll find that it still throws a security exception when it requests the permission, even though the permission is marked as optional. The difference between minimum and optional permissions is that with an optional permission your code can catch the exception and continue execution; the CLR won’t force the application to exit just because an optional permission cannot be granted.
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 Requesting Permission Sets Instead of requesting individual permissions, your code can request one of the built-in permission sets. This is done using the PermissionSetAttribute attribute (see Listing 19.3). Listing 19.3: Requesting a Permission Set /* Example19_3.cs illustrates requesting a permission set */ using System; using System.IO; using System.Security.Permissions; [assembly:PermissionSetAttribute(SecurityAction.RequestMinimum, Name=”FullTrust”)] class Example19_3 { public static void Main() { // Create a new file to work with FileStream fsOut = File.Create(@”c:\\temp\\test.txt”); // Create a StreamWriter to handle writing StreamWriter sw = new StreamWriter(fsOut); // And write some data sw.WriteLine(“‘Twas brillig, and the slithy toves”); sw.WriteLine(“Did gyre and gimble in the wabe.”); sw.Flush(); sw.Close(); } }
 
 You can’t use this syntax to request a custom permission set because the permissions contained in a custom permission set can vary.
 
 Refusing Permissions Your code can also tell the CLR what permissions it does not want to have. Listing 19.4 shows code that refuses a particular permission.
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 Listing 19.4: Refusing Permissions /* Example19_4.cs illustrates refusing permissions */ using System; using System.IO; using System.Security.Permissions; [assembly:FileIOPermissionAttribute(SecurityAction.RequestRefuse, Unrestricted=true)] class Example19_4 { public static void Main() { // Create a new file to work with FileStream fsOut = File.Create(@”c:\\temp\\test.txt”); // Create a StreamWriter to handle writing StreamWriter sw = new StreamWriter(fsOut); // And write some data sw.WriteLine(“‘Twas brillig, and the slithy toves”); sw.WriteLine(“Did gyre and gimble in the wabe.”); sw.Flush(); sw.Close(); } }
 
 This code tells the CLR that it does not want to run if it’s granted unrestricted file I/O permissions. You might use permission refusal to limit the amount of damage that your code can do if an attacker were able to exploit a bug in the code.
 
 Demanding Permissions Finally, you can use code within .NET to demand permissions. Demanding permissions establishes the permissions that calling code must have to use your code. Listing 19.5 shows a class that demands permissions.
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 Listing 19.5: Demanding Permissions /* Example19_5.cs illustrates demanding permissions */ using System; using System.IO; using System.Security.Permissions; [FileIOPermissionAttribute(SecurityAction.Demand, All=@”c:\\temp”)] class Example19_5 { public static void MakeFile() { // Create a new file to work with FileStream fsOut = File.Create(@”c:\\temp\\test.txt”); // Create a StreamWriter to handle writing StreamWriter sw = new StreamWriter(fsOut); // And write some data sw.WriteLine(“‘Twas brillig, and the slithy toves”); sw.WriteLine(“Did gyre and gimble in the wabe.”); sw.Flush(); sw.Close(); } }
 
 Note that the demand is made on the level of the class in this case; you can’t demand permissions on the assembly level. You can also place a security demand at the method level in your code. You should only need to demand permissions if you’re using custom permissions. The .NET Framework classes already demand the permissions that they need to properly function. For example, the StreamWriter class demands file I/O permissions, so there’s no need to demand the same permissions in your code that calls the StreamWriter class.
 
 Using Role-Based Security So far, all of the security features you’ve seen depend on the code itself. The code requests, refuses, or demands features regardless of who is running the application. But there’s a second security system built into the .NET Framework. This role-based security lets you assign privileges based not on the code but on the user who is running the code.
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 In the following sections, you’ll learn the terminology that applies to role-based security and see how you can use role-based security to assign permissions to code. Note We’ll use security based on Windows user accounts in this section. The .NET Framework also supports custom role-based security in which you define all of the applicable permissions of the security objects, allowing you to develop your own logon system that’s independent of the Windows logon system. This is an advanced use of the security objects that we won’t cover in this book.
 
 Identity and Principal Objects Role-based security is based largely on two interfaces: IIdentity and IPrincipal. For applications that use Windows accounts in role-based security these interfaces are implemented in the WindowsIdentity and WindowsPrincipal objects, respectively. The simpler of these two objects is the WindowsIdentity object, which represents the user running the current block of code. Properties of this object allow you to retrieve the username and authentication method that they used, among other things. The WindowsPrincipal object builds on the WindowsIdentity object. This object represents the entire security context of the user who is running the current code, including their identity and any roles to which they belong. The WindowsPrincipal object is the object that the CLR inspects when deciding which role-based permissions to assign to your code. Listing 19.6 shows some of the properties you can retrieve from these two objects. Listing 19.6: WindowsIdentity and WindowsPrincipal Objects /* Example19_6.cs demonstrates principal & identity objects */ using System; using System.Security.Principal;
 
 class Example19_6 { public static void Main() { // get the current identity WindowsIdentity wi = WindowsIdentity.GetCurrent(); Console.WriteLine(“Identity information:”); Console.WriteLine(“ Authentication Type: {0}”,wi.AuthenticationType); Console.WriteLine(“ Is Anonymous: {0}”, wi.IsAnonymous); Console.WriteLine(“ Is Authenticated: {0}”, wi.IsAuthenticated); Console.WriteLine(“ Is Guest: {0}”, wi.IsGuest); Console.WriteLine(“ Is System: {0}”, wi.IsSystem);
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 Console.WriteLine(“ Console.WriteLine(“
 
 Name: {0}”, wi.Name); Token: {0}”, wi.Token);
 
 // get the associated principal WindowsPrincipal prin = new WindowsPrincipal(wi); Console.WriteLine(“Principal information:”); Console.WriteLine(“ Authentication Type: {0}”, prin.Identity.AuthenticationType); Console.WriteLine(“ Is authenticated: {0}”, prin.Identity.IsAuthenticated); Console.WriteLine(“ Name: {0}”, prin.Identity.Name); } }
 
 The output from this program might be as follows: Identity information: Authentication Type: NTLM Is Anonymous: False Is Authenticated: True Is Guest: False Is System: False Name: LARKGROUP\Mike Token: 532 Principal information: Authentication Type: NTLM Is authenticated: True Name: LARKGROUP\Mike
 
 Table 19.6 shows the public WindowsIdentity properties. Table 19.6: WindowsIdentity Properties Property
 
 Type
 
 Description
 
 AuthenticationType
 
 String
 
 Type of authentication used to identify the user
 
 IsAnonymous
 
 Boolean
 
 Indicates whether this is an anonymous user
 
 IsAuthenticated
 
 Boolean
 
 Indicates whether this is an authenticated user
 
 IsGuest
 
 Boolean
 
 Indicates whether this is a guest user
 
 IsSystem
 
 Boolean
 
 Indicates whether this is a system account
 
 Name
 
 String
 
 User’s Windows login name
 
 Token
 
 IntPtr
 
 The Windows account token for the user
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 Table 19.7 shows the public WindowsIdentity methods. Table 19.7: WindowsIdentity Methods Method
 
 Static?
 
 Description
 
 GetAnonymous()
 
 Yes
 
 Returns a WindowsIdentity object representing an anonymous user
 
 GetCurrent()
 
 Yes
 
 Returns a WindowsIdentity object representing the current user
 
 Impersonate()
 
 No
 
 Allows code to impersonate a different Windows user
 
 Table 19.8 shows the public WindowsPrincipal property. Table 19.8: WindowsPrincipal Property Property
 
 Type
 
 Description
 
 Identity
 
 WindowsIdentity
 
 Gets the WindowsIdentity object representing the user for this Principal
 
 Table 19.9 shows the public WindowsPrincipal method. Table 19.9: WindowsPrincipal Method Method
 
 Static?
 
 Description
 
 IsInRole()
 
 No
 
 Determines whether the current Principal belongs to a specified Windows group
 
 Verifying Role Membership The simplest use of role-based security is to determine whether the current user is a member of a particular Windows group. Listing 19.7 shows an example. Listing 19.7: Determining Group Membership /* Example19_7.cs demonstrates determining group identity */ using System; using System.Security.Principal;
 
 USING ROLE-BASED SECURITY
 
 class Example19_6 { public static void Main() { // get the current identity WindowsIdentity wi = WindowsIdentity.GetCurrent(); // get the associated principal WindowsPrincipal prin = new WindowsPrincipal(wi); if (prin.IsInRole(WindowsBuiltInRole.PowerUser)) { Console.WriteLine(“You are a member of the Power User group”); } else { Console.WriteLine(“You are not a member of the Power User group”); } } }
 
 There are three available overloaded forms of the IsInRole method. The first, shown in Listing 19.7, uses one of the WindowsBuiltInRole constants to check for membership in the standard Windows groups. The second accepts a string parameter, which can be the name of any group, whether built-in or custom. The third accepts a string parameter, which can be the role identifier (RID) of any group. RIDs are assigned by the operating system and provide a language-independent way to identify groups.
 
 Using the PrincipalPermission Class You can also perform security checking with role-based security by using the PrincipalPermission class or the PrincipalPermissionAttribute attribute. Listing 19.8 shows an example of this technique with declarative security checking. Listing 19.8: Declarative Role-Based Security /* Example19_8.cs illustrates declarative role-based security */ using System; using System.IO; using System.Security.Permissions;
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 [PrincipalPermissionAttribute(SecurityAction.Demand, Role=”Administrators”)] class Example19_8 { public static void Main() { // Create a new file to work with FileStream fsOut = File.Create(@”c:\\temp\\test.txt”); // Create a StreamWriter to handle writing StreamWriter sw = new StreamWriter(fsOut); // And write some data sw.WriteLine(“‘Twas brillig, and the slithy toves”); sw.WriteLine(“Did gyre and gimble in the wabe.”); sw.Flush(); sw.Close(); } }
 
 Checking permissions with role-based security is similar to checking permissions with code-access security. The difference lies in what you are checking. Listing 19.8 checks to see whether the user running the code is in the local Administrators group. If so, the code will run; if not, a security exception will be thrown. You can also use the Name property of the PrincipalPermissionAttribute class to check whether a user has a particular logon name.
 
 Using Encryption Besides code-access and role-based permissions, the .NET Framework offers one more important security feature: encryption. Classes in the .NET Framework support both symmetric and asymmetric cryptography. In this section, you’ll see how to use the built-in support for both types of cryptography. Note The .NET cryptography model also includes classes to handle digital signatures (which let you verify the origin of messages) and hash values (which let you verify that a message has not been altered illicitly). For more details on these classes, refer to the “Cryptographic Services” section of the .NET Framework documentation.
 
 Symmetric and Asymmetric Cryptography To effectively use encryption, you need to understand the difference between symmetric cryptography (sometimes called private-key cryptography) and asymmetric cryptography (sometimes called public-key cryptography). In symmetric cryptography, the same key encrypts and decrypts data. Anyone who has the encrypted data as well as the key can decrypt the data and read it. The .NET Framework uses a slightly more complicated form of symmetric encryption called cipher-block chaining, in which you must know both the key and the initialization vector (IV) to decrypt the encrypted message. Over the years, cryptographers have
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 developed many different algorithms to perform symmetric cryptography. These algorithms are designed to be difficult to break by brute-force attacks (such as trying to decrypt a message using every possible key). The .NET Framework includes implementations of four of these algorithms: ◆
 
 DES
 
 ◆
 
 RC2
 
 ◆
 
 Rijndael
 
 ◆
 
 Triple DES
 
 Asymmetric cryptography uses two keys: a public key and a private key. Data encrypted with the public key can only be decrypted with the matching private key. If you distribute your public key widely, anyone can encrypt a message that only you can decrypt (as long as you keep your private key a secret). The .NET Framework includes implementations of two asymmetric algorithms: ◆
 
 DSA
 
 ◆
 
 RSA
 
 In practice, asymmetric encryption is much harder to break without the private key than symmetric encryption. But asymmetric encryption also requires much more computational effort to encrypt a message. To communicate securely with another person, you can use a combination of asymmetric and symmetric encryption to balance security against computation: 1. Your friend generates a key pair (consisting of a public key and a private key) for asymmetric
 
 cryptography. She publicizes her public key. 2. To initiate a conversation, you generate a key and an IV for a symmetric algorithm. Encrypt
 
 this information with your friend’s public key and send it to her. 3. Your friend can now decrypt the symmetric key and IV by using her own private key, and the
 
 remainder of the conversation can consist of messages encrypted with the symmetric key. This technique uses asymmetric cryptography to transmit the symmetric key and then allows the participants to continue the conversation using the faster symmetric cryptography.
 
 Encrypting a File The .NET Framework uses a stream-based approach to encryption. Encryption is managed through the CryptoStream object. You’ll recall from Chapter 15, “Streams and Input/Output,” that you can use the output of one stream as the input to the next stream, so the CryptoStream object is a natural way to plug into file or network operations (see Listing 19.9). Listing 19.9: Creating an Encrypted File /* Example19_9.cs illustrates encrypting a file */
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 using System; using System.IO; using System.Security.Cryptography; class Example19_9 { public static void Main() { // Create a new file to work with FileStream fsOut = File.Create(@”c:\temp\encrypted.txt”); // Create a new crypto provider TripleDESCryptoServiceProvider tdes = new TripleDESCryptoServiceProvider(); // Create a cryptostream to encrypt to the filestream CryptoStream cs = new CryptoStream(fsOut, tdes.CreateEncryptor(), CryptoStreamMode.Write); // Create a StreamWriter to format the output StreamWriter sw = new StreamWriter(cs); // And write some data sw.WriteLine(“‘Twas brillig, and the slithy toves”); sw.WriteLine(“Did gyre and gimble in the wabe.”); sw.Flush(); sw.Close(); // save the key and IV for future use FileStream fsKeyOut = File.Create(@”c:\temp\encrypted.key”); // use a BinaryWriter to write formatted data to the file BinaryWriter bw = new BinaryWriter(fsKeyOut); // write data to the file bw.Write( tdes.Key ); bw.Write( tdes.IV ); // flush and close bw.Flush(); bw.Close(); } }
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 The System.Security.Cryptography framework contains the cryptographic classes. This framework includes a hierarchy of objects at three levels: ◆
 
 Algorithm type classes, such as SymmetricAlgorithm, are abstract classes that represent particular types of cryptography.
 
 ◆
 
 Algorithm classes, such as TripleDES, inherit from the algorithm type classes. Algorithm classes are abstract classes that describe a particular algorithm.
 
 ◆
 
 Implementation classes, such as TripleDESCryptoServiceProvider, inherit from algorithm classes and provide an implementation of the inherited algorithm.
 
 This code starts by creating an instance of the TripleDESCryptoServiceProvider class to supply the actual encryption service. When you instantiate an implementation class, the constructor automatically creates a new, random key for the class to use. The TripleDESCryptoServiceProvider is representative of all the implementation classes. Table 19.10 shows the public properties of this class. Table 19.10: TripleDESCryptoServiceProvider Properties Property
 
 Type
 
 Description
 
 BlockSize
 
 int
 
 The number of bits encrypted or decrypted in a single operation.
 
 FeedbackSize
 
 int
 
 The amount of data from each block that is used in encrypting the next block.
 
 IV
 
 Byte[]
 
 The initialization vector used by this algorithm.
 
 Key
 
 Byte[]
 
 The key used by the algorithm.
 
 KeySize
 
 int
 
 The number of bits in the key.
 
 LegalBlockSizes
 
 KeySizes[]
 
 Block sizes supported by this algorithm.
 
 LegalKeySizes
 
 KeySizes[]
 
 Key sizes supported by this algorithm.
 
 Mode
 
 CipherMode
 
 Indicates details of the encryption algorithm. The .NET Framework automatically initializes this to the most secure value.
 
 Padding
 
 PaddingMode
 
 Determines the bytes to be added if the last block in the message is not long enough for the algorithm.
 
 Table 19.11 shows the public TripleDESCryptoServiceProvider methods. Table 19.11: TripleDESCryptoServiceProvider Methods Method
 
 Static?
 
 Description
 
 Clear()
 
 No
 
 Releases all resources used by the algorithm
 
 CreateDecryptor()
 
 No
 
 Creates an object that can be used to perform decryption operations
 
 Continued on next page
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 Table 19.11: TripleDESCryptoServiceProvider Methods (continued) Method
 
 Static?
 
 Description
 
 CreateEncryptor()
 
 No
 
 Creates an object that can be used to perform encryption operations
 
 GenerateIV()
 
 No
 
 Generates a new random initialization vector
 
 GenerateKey()
 
 No
 
 Generates a new random key
 
 ValidKeySize()
 
 No
 
 Determines whether the current key size is valid
 
 With the algorithm implementation available, the code can create a CryptoStream object to handle the actual encryption. In this case, the CryptoStream takes in bytes from the StreamWriter object, encrypts them, and writes the encrypted bytes out to the FileStream object. The CryptoStream constructor takes three parameters: ◆
 
 A stream object to use for input or output
 
 ◆
 
 An transform, which can be supplied by the CreateEncryptor or CreateDecryptor method of one of the algorithm implementation classes
 
 ◆
 
 A mode, which specifies whether this CryptoStream should read or write encrypted data
 
 In this case, the CryptoStream is initialized to write data, using the transform supplied by the tdes.CreateEncryptor method. The code then creates a StreamWriter to write to the CryptoStream, and writes some data out. The data goes from the StreamWriter to the CryptoStream, which encrypts it, and then to the FileStream, which writes it to a disk file. This program concludes its operations by using a BinaryWriter object to write the key and IV that were used for the encryption operations to a disk file. Tip The “pluggable” nature of the CryptoStream means you can use it in contexts other than disk files. For example, you can use a CryptoStream in conjunction with a NetworkStream to encrypt data being sent over the network.
 
 Figure 19.3 shows the encrypted file in a hex editor. As you can see, it bears no resemblance to the original data. Figure 19.3 Contents of an encrypted file
 
 Decrypting a File Decrypting a file uses many of the same objects as encrypting a file. Listing 19.10 shows an example.
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 Listing 19.10: Decrypting an Encrypted File /* Example19_10.cs illustrates decrypting a file */ using System; using System.IO; using System.Security.Cryptography; class Example19_10 { public static void Main() { // Create a new crypto provider TripleDESCryptoServiceProvider tdes = new TripleDESCryptoServiceProvider(); // open the file containing the key and IV FileStream fsKeyIn = File.OpenRead(@”c:\temp\encrypted.key”); // use a BinaryReader to read formatted data from the file BinaryReader br = new BinaryReader(fsKeyIn); // read data from the file and close it tdes.Key = br.ReadBytes(24); tdes.IV = br.ReadBytes(8); // Open the encrypted file FileStream fsIn = File.OpenRead(@”c:\temp\encrypted.txt”); // Create a cryptostream to decrypt from the filestream CryptoStream cs = new CryptoStream(fsIn, tdes.CreateDecryptor(), CryptoStreamMode.Read); // Create a StreamReader to format the input StreamReader sr = new StreamReader(cs); // And decrypt the data Console.WriteLine(sr.ReadToEnd()); sr.Close(); } }
 
 641
 
 642
 
 Chapter 19 SECURITY
 
 The output from this program is as follows: ‘Twas brillig, and the slithy toves Did gyre and gimble in the wabe.
 
 As you can see, reading an encrypted file is similar to writing it in the first place. The code constructs a TripleDESCryptoServiceProvider object, but it then overwrites the random Key and IV properties with the values saved in the encrypted.key file. Having created an implementation object with the same properties used to encrypt the file, the code then creates a CryptoStream object using the CreateDecryptor() method of this object. The data is read from the disk file by a FileStream object, decrypted by the CryptoStream object, and then passed by the StreamReader object to the Console object, which displays the result.
 
 Using Asymmetric Cryptography The code for using asymmetric cryptography is somewhat simpler than that for symmetric cryptography because asymmetric cryptography is intended to handle small amounts of data rather than data streams. As a result, you can call methods of the implementation class directly to perform encryption and decryption (see Listing 19.11). Listing 19.11: Using Asymmetric Cryptography /* Example19_11.cs illustrates asymmetric cryptography */ using System; using System.IO; using System.Security.Cryptography; class Example19_11 { public static void Main() { // Create a new crypto provider RSACryptoServiceProvider rsa = new RSACryptoServiceProvider(); // Data to encrypt Byte[] testData = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10}; // Encrypt the data Byte[] encryptedData = rsa.Encrypt(testData, false); Console.WriteLine(“Encrypted data:”); for(int i=0; iLaurence Lebihan Owner 12, rue des Bouchers Marseille 13008 France 91.24.45.40 91.24.45.41 
 
 One of the nice things about XML is that, like C#, it allows you to use whitespace to enhance readability or to rearrange the XML to your liking. Listing 20.2 shows another representation of the same XML document, which is exactly the same as far as an XML parser is concerned.
 
 UNDERSTANDING XML
 
 Listing 20.2: Cust.xml, Reformatted ALFKI Alfreds Futterkiste Maria Anders Sales Representative Obere Str. 57 Berlin 12209 Germany 030-0074321 030-0076545 BONAP Laurence Lebihan Owner
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 12, rue des Bouchers Marseille 13008 France 91.24.45.40 91.24.45.41 
 
 Even without knowing anything about the syntax of XML, you can probably learn some things from this rearrangement of the data. In particular, XML consists of tags (which are set off inside of angle brackets, ) and data. Tags are always arranged in pairs, with the closing tag being the same as the opening tag but prefixed with a forward slash. Note There’s a shorthand form you can use for tags that have no content. This form combines both the opening and closing tags in a single tag that ends with a slash. For example, 
 can be replaced by the shorthand form 
.
 
 The XML Declaration
 
 The first line of the sample XML file is the XML declaration: 
 
 This line specifies several things about the document: ◆
 
 It is an XML document.
 
 ◆
 
 It conforms to the XML version 1.0 specification.
 
 ◆
 
 It uses the UTF-8 character set.
 
 You’ll find an XML declaration at the start of any XML file that conforms to the XML standard, though it won’t necessarily have the version or encoding attributes.
 
 UNDERSTANDING XML
 
 Tags and Elements
 
 Most of the XML file consists of pairs of tags. There are three types of tags: ◆
 
 Start tags start with < and end with >.
 
 ◆
 
 End tags start with .
 
 ◆
 
 Empty tags start with < and end with /> (the sample document does not contain any empty tags).
 
 Within a tag you’ll find the name of an element. If you know HTML, you know that there are certain elements whose names are dictated by the language; for example, for a first-level heading. XML takes a different approach here. You can make up any name you like for an element, subject to some simple rules of naming: ◆
 
 Names can contain any alphanumeric character (English or otherwise).
 
 ◆
 
 Names can contain the special characters such as the underscore (_), hyphen (-), and period (.).
 
 ◆
 
 Names may not contain any whitespace.
 
 ◆
 
 Names must start with a letter or the underscore character.
 
 A start tag plus an end tag (or a single empty tag) defines an element. For example, this is a single element from the sample file: Berlin 
 
 The name of this element is City, and the value of this element is Berlin. Elements can be nested, but they cannot overlap. That is, the following is a legal XML structure, with an element named Customers containing three child elements: ALFKI Alfreds Futterkiste Maria Anders 
 
 But the following structure is not legal because the CompanyName and ContactName elements overlap: ALFKI Alfreds Futterkiste
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 Maria Anders 
 
 Every XML document contains a single root element. In the case of sample document in Listing 20.1, the root element has the name NewDataSet. The net effect of these rules (a single root element, no overlapping tags, nested elements) is that any XML file can be represented as a tree, where each element has precisely one parent and zero or more children. One way to see the structure of an XML document is to open it in a recent version of Internet Explorer. Figure 20.1 shows the Cust.xml document in Internet Explorer 6.0. Figure 20.1 XML document displayed by Internet Explorer
 
 When you use Internet Explorer to view an XML document, you can use the minus (–) signs to collapse the view of child elements—at which point they turn to plus (+) signs to expand the child elements again. XML Namespaces
 
 Listing 20.3 shows another XML document. Listing 20.3: An XML Document Containing Several Namespaces 
 
 This particular document is an XSD file; you’ll learn more about XSD later in the “XSD” section. For now, just focus on the starting tag for the schema element. This tag contains a set of XML namespace declarations: xmlns=”http://tempuri.org/Dataset1.xsd” xmlns:mstns=”http://tempuri.org/Dataset1.xsd” xmlns:xs=”http://www.w3.org/2001/XMLSchema” xmlns:msdata=”urn:schemas-microsoft-com:xml-msdata”
 
 An XML namespace declaration has three parts. First, xmlns tells the XML parser that there’s an XML namespace declaration coming. Next, there’s an optional prefix assigned to this namespace (in this case, mstns, xs, and msdata are the namespace prefixes). Finally, there is a resource indicator for the namespace. The resource indicator uniquely identifies the namespace and sets it apart from all other XML namespaces.
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 The use of an XML namespace is to allow tags in an XML document to be qualified with their namespace. This avoids the possibility of the same tag being used in a single document to mean two different things. For example, many different namespaces might have a tag named element, and you could risk using that tag for two different things in the same document. The elements in this particular document come from the xs namespace: 
 
 Tip Although the resource indicator may be the same format as a URL, it doesn’t actually have to point to a web page. It simply has to be unique. Just knowing there is a namespace does not help you determine which tags might exist in that namespace. Attributes
 
 So far, we’ve represented the individual fields in the data by using one element for each field. XML allows an alternate representation of information by using attributes. Listing 20.4 shows a more attribute-oriented view of the data with which we’ve been working. Listing 20.4: Cust2.xml 
 
 Comments may appear almost anywhere in an XML document. But they may not appear inside of a tag (like an attribute), and comments may not be nested. Comments are intended for human beings to read. The equivalent for programs to read is the processing instruction. You set off a processing instruction with the opening string . For example, this processing instruction would associate the style sheet named customers.css with the current document: 
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 Introducing XSLT XML is all about representing information. Think about the examples you’ve seen so far in this chapter: They describe customers, along with pertinent data for each customer. But that’s all that XML files contain. In particular, there is nothing in an XML file that dictates a presentation format for the information that the file contains. Of course, sooner or later this poses a problem when you want to see the information. To solve this problem, you can use the Extensible Stylesheet Language Transformation (XSLT). XSLT files (which usually have the extension .xsl) are combined with XML files by an XSLT processor, producing an output file. That output file might be HTML, pure text, a Word document, or just about anything else. Tip When you open an XML file in Internet Explorer, you’re actually using a default XSLT file that is built into Internet Explorer. This XSLT file transforms the XML into the color-coded treeview that IE then displays. Looking at an XSLT Example
 
 To see XSL in action, consider the XML file shown in Listing 20.5, Cust3.xml. Listing 20.5: Cust3.xml ALFKI Alfreds Futterkiste Maria Anders Sales Representative Obere Str. 57 Berlin 12209 Germany 030-0074321 030-0076545 BONAP Laurence Lebihan Owner 12, rue des Bouchers Marseille 13008 France 91.24.45.40 91.24.45.41 
 
 UNDERSTANDING XML
 
 The only difference between this XML file and Listing 20.1 is that this one has a processing directive that specifies a style sheet: 
 
 Any XSLT processor that is handed this XML file will read this processing directive. It specifies a style sheet of XSLT commands Cust.xsl, in the same folder as Cust3.xml (you could also use an absolute rather than a relative URL). Listing 20.6 shows the contents of Cust.xsl, the XSL file referred to by Cust3.xml. Listing 20.6: Cust.xsl Customer 
 
 
 As you can see, this particular XSLT file is sort of a cross between HTML and XML. Technically, this is known as an XHTML file, which is a form of XML that contains HTML tags. When this pair of files is run through an XSLT processor, the result in fact will be an HTML file. For example, if you open Cust3.xml with Internet Explorer (which contains a built-in XSLT processor), the result will be as shown in Figure 20.2. Figure 20.2 XML file displayed with XSLT style sheet
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 Understanding the Example
 
 The simplest way to understand the output of this process is to start with the XSLT file. Anything in this file that’s not tagged with the xsl: namespace prefix is simply copied verbatim to the output file. So in this case, the output (which is what Internet Explorer displays) starts with the following: 
 
 Note Note that the namespace information for XSLT is packed into the HTML tag. The XSLT processor can still find it there, and it has no effect on the output file’s presentation as HTML.
 
 The next thing in the XSLT file is the starting tag of a for-each element in the XSL namespace: 
 
 The /NewDataSet/Customers attribute in this element matches any Customers element that is a child of the NewDataSet element in the XML document. If you refer back to the XML document in Listing 20.5, you’ll see that there is one such tag for each customer. All of the code within the for-each element (which, of course, ends with the tag) is executed once for each instance of the Customers element in the XML file. This code starts by simply outputting some more literal text (which happens to be HTML, though of course the XSLT processor has no knowledge of how its output will be used): Customer 
 
 Next comes an XSLT value-of element: 
 
 The value-of element returns the value of the element to which it refers. The value of an XML element is just the text within that element, with all tags stripped away. For example, the value of the following: ALFKI
 
 is this: ALFKI
 
 For each customer, then, this XSLT file inserts the value of the CustomerID, CompanyName, and ContactName elements, with HTML break tags used to place them on separate lines when the HTML is displayed. Tip Note that the tags are terminated explicitly with tags. Although HTML doesn’t require the closing tag here, XML does, and XSLT files must be well-formed by the rules of XML. Alternatively, you can use the empty tag, which is legal for both XML and HTML.
 
 Finally, the XSLT file ends its output with two more literal HTML tags: 
 
 UNDERSTANDING XML
 
 Putting the pieces together, Listing 20.7 shows the generated HTML file that results from this process. Tip If you’re using Internet Explorer to view this example, the only way to see the generated HTML is to work it out for yourself. If you choose View ➢ Source in Internet Explorer, you’ll see the XML file, not the generated HTML.
 
 Listing 20.7: Output of Applying Cust.xsl to Cust3.xml 
CustomerALFKIAlfreds FutterkisteMaria Anders
 CustomerBONAPBon app’Laurence Lebihan
 
 
 Introducing XSD The third important XML standard to know about when working with the .NET Framework is the XML Schema Definition standard (XSD). XSD provides a way of describing the data contained in an XML file in terms of its underlying data types. This means that XSD files are good for carrying database schema information to go along with XML files. For example, Listing 20.8 shows an XSD file generated by Visual Studio .NET to represent the schema of the Customers table from the Northwind SQL Server sample database. Listing 20.8: Customers.xsd 
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 Starting at the top, you can see that this XSD file references several namespaces. This includes the xs namespace, which is the proposed XSD standard at the W3C’s website, and the mstns and msdata
 
 namespaces developed by Microsoft. This file provides a good example of how you can intermingle tags from two namespaces by using prefixes. The first thing that the XSD file defines is the contents of an element named DataSet1, which is marked (through an attribute from the msdata namespace) as representing a DataSet: 
 
 The DataSet1 element is identified as a complex type—that is, one that contains more than one piece of data. The xs:choice tag with the maxOccurs attribute set to “unbounded” says that the contents of the DataSet1 element can occur an unlimited number of times in the file that this XSD schema describes. The xsd:element tag shows that the Customers element is the element that can reoccur within the DataSet1 element. The Customers element is defined next. The start of this definition is as follows: 
 
 The xs:element tag supplies the name of the element. The XSD file then states that the Customers data type is a complex type consisting of a sequence of other types. A sequence in this context is a set of tags that must occur in a particular order. The other types contained within Customers are then defined in sequence. For example, this is the definition for CustomerName, the first of the contained types: 
 
 READING AND WRITING XML
 
 The CustomerID type is defined as a simple data type based on the XSD string data type. The definitions of the other elements within the Customers type are similar. When all of the elements in the Customers type have been defined, the file includes a section to define the unique key for the table: 
 
 Finally, the file is closed with tags to correspond to all of the opening tags. Note For the complete details on how the .NET Framework structures XSD files, refer to the “XSD Schema Reference” section in the .NET Framework General Reference (part of the online help for the .NET Framework).
 
 Reading and Writing XML After that whirlwind introduction to XML, you’re probably ready to find out what you can do with XML from the .NET Framework. We’ll start with the basics: reading and writing XML files. Reading and writing XML files are integrated into the streams and stores model of I/O that you saw in Chapter 15, “Streams and Input/Output.”
 
 Writing XML Files Listing 20.9 shows how you can use an XmlTextWriter object to create an XML file. Listing 20.9: Writing XML with an XmlTextWriter /* Example20_1.cs illustrates the XmlTextWriter class */ using System; using System.Xml; class Example20_1 { public static void Main() { // use the XmlTextWriter to open a new XML file XmlTextWriter xw = new XmlTextWriter(@”c:\temp\Cust4.xml”, System.Text.Encoding.UTF8); // write the document declaration xw.WriteStartDocument();
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 // write the first element xw.WriteStartElement(“NewDataSet”); // write the first customer xw.WriteStartElement(“Customers”); xw.WriteElementString(“CustomerID”, “ALFKI”); xw.WriteElementString(“CompanyName”, “Alfreds Futterkiste”); xw.WriteElementString(“ContactName”, “Maria Anders”); xw.WriteElementString(“ContactTitle”, “Sales Representative”); xw.WriteElementString(“Address”, “Obere Str. 57”); xw.WriteElementString(“City”, “Berlin”); xw.WriteElementString(“PostalCode”, “12209”); xw.WriteElementString(“Country”, “Germany”); xw.WriteElementString(“Phone”, “030-0074321”); xw.WriteElementString(“Fax”, “030-0076545”); xw.WriteEndElement(); // write the second customer xw.WriteStartElement(“Customers”); xw.WriteElementString(“CustomerID”, “BONAPP”); xw.WriteElementString(“CompanyName”, “Bon App’”); xw.WriteElementString(“ContactName”, “Laurence Lebihan”); xw.WriteElementString(“ContactTitle”, “Owner”); xw.WriteElementString(“Address”, “12, rue des Bouchers”); xw.WriteElementString(“City”, “Marseille”); xw.WriteElementString(“PostalCode”, “13008”); xw.WriteElementString(“Country”, “France”); xw.WriteElementString(“Phone”, “91.24.45.40”); xw.WriteElementString(“Fax”, “91.24.45.41”); xw.WriteEndElement(); // end the NewDataSet element xw.WriteEndElement(); // end the document xw.WriteEndDocument(); // flush and close xw.Flush(); xw.Close(); } }
 
 The output of this code will be a file, Cust4.xml, in the c:\temp folder. This file will contain the same information as the Cust.xml file that you saw earlier in this chapter. Note that you don’t need to worry about proper tag syntax or even the XML declaration when using the XmlTextWriter class.
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 Just as the BinaryWriter class takes care of binary formatting for you, the XmlTextWriter class takes care of XML formatting. Tip The file created by this application will be a single long string of text with no whitespace. You can use the Indentation property and the WriteWhitespace method of the XmlTextWriter to add whitespace to an XML file.
 
 Table 20.1 shows the public XmlTextWriter properties. Table 20.1: XmlTextWriter Properties Property
 
 Type
 
 Description
 
 BaseStream
 
 Stream
 
 Gets the underlying Stream that the XmlTextWriter writes to
 
 Formatting
 
 Formatting
 
 Controls how the output file is formatted.
 
 Indentation
 
 int
 
 Sets the number of IndentChar characters to write for each level of indentation
 
 IndentChar
 
 char
 
 Gets or sets the character used for indenting the XML
 
 Namespaces
 
 bool
 
 Indicates whether this XmlTextWriter supports namespaces
 
 QuoteChar
 
 char
 
 Represents the character used to quote attribute values
 
 WriteState
 
 WriteState
 
 Indicates the progress of the write operation
 
 XmlLang
 
 string
 
 Indicates the current language being used in the file
 
 XmlSpace
 
 XmlSpace
 
 Indicates the current state of the XmlTextWriter
 
 Table 20.2 shows the public XmlTextWriter methods. Table 20.2: XmlTextWriter Methods Method
 
 Static?
 
 Description
 
 Close()
 
 No
 
 Closes the XmlTextWriter and the underlying Stream
 
 Flush()
 
 No
 
 Flushes any remaining data in the buffer to the underlying Stream
 
 LookupPrefix()
 
 No
 
 Returns the prefix, if any, for a given namespace
 
 WriteAttributes()
 
 No
 
 Writes out a set of attributes
 
 WriteAttributeString()
 
 No
 
 Writes out a single attribute as a string
 
 WriteBase64()
 
 No
 
 Writes out Base64-encoded information
 
 WriteBinHex()
 
 No
 
 Writes out BinHex-encoded information
 
 WriteCData()
 
 No
 
 Writes out a CDATA section
 
 Continued on next page
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 Table 20.2: XmlTextWriter Methods (continued) Method
 
 Static?
 
 Description
 
 WriteCharEntity()
 
 No
 
 Writes out a character entity
 
 WriteChars()
 
 No
 
 Writes out a text buffer
 
 WriteComment()
 
 No
 
 Writes out an XML comment
 
 WriteDocType()
 
 No
 
 Writes out a DOCTYPE declaration
 
 WriteElementString()
 
 No
 
 Writes out a single element as a string
 
 WriteEndAttribute()
 
 No
 
 Writes out a closing tag for an attribute
 
 WriteEndDocument()
 
 No
 
 Writes out a closing tag for a document
 
 WriteEndElement()
 
 No
 
 Writes out a closing tag for an element
 
 WriteEntityRef()
 
 No
 
 Writes out an entity reference
 
 WriteFullEndElement()
 
 No
 
 Writes out a closing tag for an element and stops using a namespace
 
 WriteName()
 
 No
 
 Writes out a name
 
 WriteNmToken()
 
 No
 
 Writes out a name using the NmToken format
 
 WriteNode()
 
 No
 
 Writes out an XML node
 
 WriteProcessingInstruction()
 
 No
 
 Writes out a processing instruction
 
 WriteQualfiedName()
 
 No
 
 Writes out a namespace-qualified name
 
 WriteRaw()
 
 No
 
 Writes out raw markup
 
 WriteStartAttribute()
 
 No
 
 Writes out the start of an attribute
 
 WriteStartDocument()
 
 No
 
 Writes out the start of an XML document
 
 WriteStartElement()
 
 No
 
 Writes out the start of an element
 
 WriteString()
 
 No
 
 Writes out a string of text
 
 WriteSurrogateCharEntity()
 
 No
 
 Writes out a surrogate character entity
 
 WriteWhitespace()
 
 No
 
 Writes out whitespace
 
 Note The XmlTextWriter class is an implementation of the abstract XmlWriter class.
 
 Reading XML Files Just as you can write XML files using the .NET Framework, you can also read them. Reading XML files is handled by the XmlReader abstract base class, which is implemented in the XmlTextReader, XmlValidatingReader, and XmlNodeReader classes.
 
 USING THE DOCUMENT OBJECT MODEL
 
 To understand how the XmlReader class works, though, we’ll need to take a slight detour. That’s because the XmlReader returns information about XML files through the Document Object Model (DOM). So, before you can understand code using the XmlReader, you’ll need to be familiar with the DOM, which is the subject of the next section of this chapter.
 
 Using the Document Object Model The key .NET Framework class for synchronizing a DataSet with an XML representation of the same data is the XmlDataDocument. Before you can understand this class, though, you should have a grasp of the XmlDocument class; XmlDataDocument inherits from and extends XmlDocument. The XmlDocument class, in turn, is an implementation of the DOM. So, to start working with DataSet objects and XML, the first thing to explore is the DOM.
 
 Understanding the Document Object Model The DOM is an Internet standard for representing the information contained in an HTML or XML document as a tree of nodes. Like many other Internet standards, the DOM is an official standard of the W3C. According to the W3C, the DOM specification “defines the Document Object Model, a platform- and language-neutral interface that will allow programs and scripts to dynamically access and update the content, structure, and style of documents. The Document Object Model provides a standard set of objects for representing HTML and XML documents, a standard model of how these objects can be combined, and a standard interface for accessing and manipulating them.” Note To be precise, there are several Document Object Models. The one we’ll be using in this chapter is the XML DOM. There is also a DHTML DOM, a standard for representing Dynamic HTML documents.
 
 You can’t count on any vendor to implement the entire DOM standard. The .NET Framework includes support for the DOM Level 1 Core and DOM Level 2 Core specifications, but it also extends the DOM by adding additional objects, methods, and properties to the specification. This is typical of Internet vendors. Although a grasp of the applicable standard will get you started understanding a technology such as the DOM, you’ll need to look at a particular vendor’s tools to determine exactly how that vendor implements its technology. Tip For the official DOM specifications, see www.w3.org/DOM. The XML Cover Pages website also has a nice set of DOM-related links at www.oasis-open.org/cover/dom.html.
 
 Within the .NET Framework, the DOM is implemented in two classes, XmlNode and XmlDocument. An XmlNode object represents a single atomic portion of the XML file. An XmlDocument object represents the entire file as a collection of XmlNode objects.
 
 Introducing the XmlNode Class As you’ve seen, an XML document is a series of nested items, including elements and attributes. Any nested structure can be transformed to an equivalent tree structure, by making the outermost nested item the root of the tree, the next-in items the children of the root, and so on.
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 In converting an XML document to a tree, many different items may become nodes. For example, both elements and attributes are represented as nodes within the DOM. The DOM assigns a node type to each node to identify its source in the XML. The .NET Framework includes an XmlNodeType enumeration that distinguishes the possible node types in Microsoft’s DOM implementation. Table 20.3 lists the members of the XmlNodeType enumeration. Table 20.3: XmlNodeType Enumeration Member
 
 Represents
 
 Attribute
 
 An XML attribute
 
 CDATA
 
 An XML CDATA section
 
 Comment
 
 An XML comment
 
 Document
 
 The outermost element of the XML document (that is, the root of the tree representation of the XML)
 
 DocumentFragment
 
 The outermost element of a subsection of an XML document
 
 DocumentType
 
 A Document Type Description (DTD) reference
 
 Element
 
 An XML element
 
 EndElement
 
 The closing tag of an XML element
 
 EndEntity
 
 The end of an included entity
 
 Entity
 
 An XML entity declaration
 
 EntityReference
 
 A reference to an entity
 
 None
 
 Indication of an XmlReader that has not been initialized
 
 Notation
 
 An XML notation
 
 ProcessingInstruction
 
 An XML processing instruction
 
 SignificantWhitespace
 
 Whitespace that must be preserved to re-create the original XML document
 
 Text
 
 The text content of an attribute, element, or other node
 
 Whitespace
 
 Space between actual XML markup items
 
 XmlDeclaration
 
 The XML declaration
 
 Note Technically, attributes are not part of the DOM tree. Rather, they’re considered properties of their parent element. Later in the chapter, in the section “Reading an XML Document with the XmlTextReader Class,” you’ll see how to retrieve a collection containing all the attributes belonging to a particular element.
 
 Individual nodes in the DOM representation of an XML document are represented in the .NET Framework by XmlNode objects. After instantiating an XmlNode object that represents a particular portion of an XML file, you can alter the properties of the XmlNode object and then write the changes
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 back to the XML file. The DOM provides two-way access to the underlying XML and is thus a convenient means for manipulating XML files. Note The System.Xml namespace also contains a set of classes that represent particular types of nodes: XmlAttribute, XmlComment, XmlElement, and so on. These classes all inherit from the XmlNode class.
 
 Table 20.4 shows the public XmlNode properties. Table 20.4: XmlNode Properties Property
 
 Type
 
 Attributes
 
 XmlAttributeCollection Gets the attributes of this XmlNode
 
 Description
 
 BaseURI
 
 string
 
 Gets the base URI of this XmlNode
 
 ChildNodes
 
 XmlNodeList
 
 Gets the child nodes of this XmlNode
 
 FirstChild
 
 XmlNode
 
 Gets the first child of this XmlNode
 
 HasChildNodes
 
 bool
 
 Indicates whether this XmlNode has child nodes
 
 InnerText
 
 string
 
 Gets the value of this XmlNode and all of its children
 
 InnerXml
 
 string
 
 Gets the markup representing the children of this XmlNode
 
 IsReadOnly
 
 bool
 
 Indicates whether the XmlNode is read-only
 
 Item
 
 XmlElement
 
 Gets the specified child element of this XmlNode
 
 LastChild
 
 XmlNode
 
 Gets the last child of this XmlNode
 
 LocalName
 
 string
 
 Gets the local name of this XmlNode
 
 Name
 
 string
 
 Gets the qualified name of this XmlNode
 
 NamespaceURI
 
 string
 
 Gets the namespace URI for this XmlNode
 
 NextSibling
 
 XmlNode
 
 Gets the next XmlNode in the tree
 
 NodeType
 
 XmlNodeType
 
 Gets the type of this XmlNode
 
 OuterXml
 
 string
 
 Gets the markup representing this XmlNode and all of its children
 
 OwnerDocument
 
 XmlDocument
 
 Gets the document that contains this XmlNode
 
 ParentNode
 
 XmlNode
 
 Gets the parent of this XmlNode
 
 Prefix
 
 string
 
 Gets the namespace prefix of this XmlNode
 
 PreviousSibling
 
 XmlNode
 
 Gets the previous XmlNode in the tree
 
 Value
 
 string
 
 Gets the value of this XmlNode
 
 Table 20.5 shows the public XmlNode methods.
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 Table 20.5 XmlNode Methods Method
 
 Static?
 
 Description
 
 AppendChild()
 
 No
 
 Adds a new XmlNode to the end of the list of children of this XmlNode
 
 Clone()
 
 No
 
 Creates a duplicate of this XmlNode
 
 CloneNode()
 
 No
 
 Creates a duplicate of this XmlNode
 
 CreateNavigator()
 
 No
 
 Creates an XPathNavigator object
 
 GetEnumerator()
 
 No
 
 Supports iteration over the children of this XmlNode
 
 GetNamespaceOfPrefix()
 
 No
 
 Looks up the namespace for a given prefix
 
 GetPrefixOfNamespace()
 
 No
 
 Looks up the prefix for a given namespace
 
 InsertAfter()
 
 No
 
 Inserts an Xmlnode immediately after this XmlNode
 
 InsertBefore()
 
 No
 
 Inserts an XmlNode immediately before this XmlNode
 
 Normalize()
 
 No
 
 Reformats an XmlNode and its children to a standard format
 
 PrependChild()
 
 No
 
 Adds a new XmlNode to the beginning of the list of children of this XmlNode
 
 RemoveAll()
 
 No
 
 Removes all children of this XmlNode
 
 RemoveChild()
 
 No
 
 Removes a specified child of this XmlNode
 
 ReplaceChild()
 
 No
 
 Replaces a specified child of this XmlNode
 
 SelectNodes()
 
 No
 
 Selects a list of nodes matching an XPath expression
 
 SelectSingleNode()
 
 No
 
 Selects a single node matching an XPath expression
 
 Supports()
 
 No
 
 Tests for implementation behavior of the DOM
 
 WriteContentTo()
 
 No
 
 Saves the children of this XmlNode to an XmlWriter
 
 WriteTo()
 
 No
 
 Saves this XmlNode to an XmlWriter
 
 As you can see, the XmlNode object has a comparatively rich interface. But note that although every node has a property to navigate directly to its parent node, the parent node does not have a property for every child node.
 
 Introducing the XmlDocument Class The XmlNode class represents one particular piece of an XML document. To represent the document as a whole, you need another class. Not surprisingly, this is the XmlDocument class. An instance of the XmlDocument class can be instantiated from an XML document, and it then provides access to the individual XmlNode objects that describe the document. The XmlDocument class has a rich interface, with many properties, methods, and events. Table 20.6 shows the public XmlDocument properties.
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 Note The XmlDocument class inherits from the XmlNode class. In addition to the methods and properties shown in Tables 20.6 and 20.7, the XmlDocument class has all of the methods and properties shown in Tables 20.4 and 20.5.
 
 Table 20.6: XmlDocument Properties Property
 
 Type
 
 Description
 
 DocumentElement
 
 XmlElement
 
 Gets the root XML element of the document
 
 DocumentType
 
 XmlDocumentType
 
 Gets the node containing the DOCTYPE declaration, if any
 
 Implementation
 
 XmlImplementation
 
 Returns an object that defines the context for this XML file
 
 NameTable
 
 XmlNameTable
 
 Returns an internal data structure used in parsing the XML file
 
 PreserveWhitespace
 
 bool
 
 Indicates whether whitespace should be preserved when working with this XmlDocument
 
 XmlResolver
 
 XmlResoolver
 
 The XmlResolver is used to resolve external resources.
 
 Table 20.7 shows the public XmlDocument methods. Table 20.7 XmlDocument Methods Method
 
 Static?
 
 Description
 
 CreateAttribute()
 
 No
 
 Creates a new attribute
 
 CreateCDataSection()
 
 No
 
 Creates a new CDATA section
 
 CreateComment()
 
 No
 
 Creates a new comment
 
 CreateDocumentFragment()
 
 No
 
 Creates a new document fragment
 
 CreateDocumentType()
 
 No
 
 Creates a new document type
 
 CreateElement()
 
 No
 
 Creates a new element
 
 CreateEntityReference()
 
 No
 
 Creates a new entity reference
 
 CreateNavigator()
 
 No
 
 Creates a new XPathNavigator object
 
 CreateNode()
 
 No
 
 Creates a new XmlNode
 
 CreateProcessingInstruction()
 
 No
 
 Creates a new processing instruction
 
 CreateSignificantWhitespace()
 
 No
 
 Creates new whitespace
 
 CreateTextNode()
 
 No
 
 Creates a new node representing text
 
 CreateWhitespace()
 
 No
 
 Creates new whitespace
 
 CreateXmlDeclaration()
 
 No
 
 Creates a node representing the XML declaration
 
 Continued on next page
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 Table 20.7 XmlDocument Methods (continued) Method
 
 Static?
 
 Description
 
 GetElementById()
 
 No
 
 Gets an XML element corresponding to a particular ID
 
 GetElementsByTagName()
 
 No
 
 Gets a list of elements with a particular tag name
 
 ImportNode()
 
 No
 
 Imports an XmlNode from another document
 
 Load()
 
 No
 
 Loads the XML document
 
 LoadXml()
 
 No
 
 Loads the XML document from the specified string
 
 ReadNode()
 
 No
 
 Reads the next node in the XML file
 
 Reading an XML Document with the XmlTextReader Class Listing 20.10 shows how you can use an XmlTextReader to read an XML file into an XmlDocument. Listing 20.10: Reading an XML File /* Example20_2.cs illustrates the XmlTextReader class */ using System; using System.Xml; class Example20_2 { // Display a node and its children private static void AddChildren(XmlNode xnod, int level) { XmlNode xnodWorking; String pad = new String(‘ ‘, level * 2); Console.WriteLine(pad + xnod.Name + “(“ + xnod.NodeType.ToString() + “: “ + xnod.Value + “)”); // if this is an element, extract any attributes if (xnod.NodeType == XmlNodeType.Element) { XmlNamedNodeMap mapAttributes = xnod.Attributes; for(int i=0; i
 
 Greater than
 
 =
 
 Greater than or equal
 
 The following SELECT statement uses the less than or equal operator ( (Right shift operator), 58, 61 shortcut operator for, 63–64
 
 A Abort() method of Thread class, 462 Aborted thread, 465 AbortRequested thread, 465 absolute value of time span, 294 abstract classes and methods, 191–193 abstract keyword, 191, 903 AcceptChanges() method of DataRow class, 779 of DataSet class, 776 of DataTable class, 777 AcceptChangesDuringFill property of SqlDataAdapter class, 773
 
 936
 
 ACCESS MODIFIERS • ALLOWEDIT PROPERTY OF DATAVIEW CLASS
 
 access modifiers, 122–126 and derived classes, 174–177 and interfaces, 210 Activator class, 595 Active Data Objects (ADO.NET), 801–803 classes, 758–760, 768–782 Constraint class, 781 DataColumn class, 779–780 DataRelation class, 780–781 DataRow class, 778–779 DataSet class, 775–776 DataTable class, 776–778 DataView class, 781–782 generic data classes, 758–759 managed provider classes, 759–760 SqlCommand class, 769–770 SqlConnection class, 768–769 SqlDataAdapter class, 773–774 SqlDataReader class, 770–773 SqlTransaction class, 774–775 connection to Microsoft Access database, 767 connection to Oracle database, 768 DataTable object modification, 793–801 adding row, 793–794 example file, 796–801 modifying row, 794–795 removing row, 795–796 DataView object to filter and sort rows, 804–807 overview, 757–758 to perform INSERT, UPDATE or DELETE statement, 783–793 1.string for SQL statement, 783–784 2. SqlCommand object, 784 3. CommandText property for string, 784 4. Add() method for parameters, 784–786 5. Value property for parameters, 786 6. ExecutNonQuery() method to run statement, 786 example file, 787–793 to perform SELECT statement, 760–764 code listing, 764–767 to read and write XML files, 814–818 relationship between DataTable objects, 807–811 to run SQL Server stored procedure, 811–814 transactions, 801–803 Active Directory, 716–718
 
 Active Server Pages for .NET, 847 adding complexity, 856–861 applications, 9 DataGrid control to access database, 861–871, 863 DataList control to access database, 872–879 Web application creation, 847–854, 848 WebForm1.aspx file, 850–852 WebForm1.aspx.cs file, 852–854 Web Form controls, 854–856 Adapter() method of ArrayList object, 343 Add() method of ArrayList object, 340, 343, 344–345, 357 of DateTime object, 273, 278 of Hashtable class, 371, 374 of SortedList object, 379, 382 for SQL parameters, 784–786 of TimeSpan object, 290, 293–294 AddDays() method of DateTime object, 273, 279 AddExtension property of OpenFileDialog class, 489 AddHours() method of DateTime object, 273, 279 addition, 49–50 shortcut operator, 63 addition operator (+), overloading, 203, 204–206 to concatenate strings, 246 AddMetafileComment() method of Graphics class, 685 AddMilliseconds() method of DateTime object, 273 AddMinutes() method of DateTime object, 273, 279 /addmodule option for compiler, 910 AddMonths() method of DateTime object, 273, 279 AddNew() method of DataView class, 782 AddRange() method of ArrayList object, 343, 345 AddSeconds() method of DateTime object, 273 AddTicks() method of DateTime object, 273 AddYears() method of DateTime object, 273, 279 ADO.NET. See Active Data Objects (ADO.NET) AdRotator control (Web Form), 855 al (assembly linker), 550, 552 command-line switches, 553–554 alert, escape character, 26 alignment of strings, 252 Alignment property of Pen object, 681 AllocateDataSlot() method of Thread class, 462 AllocateNamedDataSlot() method of Thread class, 462 AllowDBNull property of DataColumn class, 780 AllowDelete property of DataView class, 782 AllowEdit property of DataView class, 782
 
 ALLOWNEW PROPERTY OF DATAVIEW CLASS • ASSEMBLIES
 
 AllowNew property of DataView class, 782 ampersand (&), XML entity references for, 653 AND Bitwise operator (&), 58–59 shortcut operator for, 63–64 AND Boolean operator (&&), 53–54 with if statement, 75–76 And() method of BitArray class, 366 AND operator, in SELECT statement WHERE clause, 737–738 angle brackets (< >), XML entity references for, 653 ApartmentState property of Thread class, 461 apostrophe (‘), XML entity references for, 653 AppDomain object, 604–606 CurrentDomain method of, 598 Append() method of StringBuilder class, 261, 262–263 AppendChild() method of XmlNode class, 666 AppendFormat() method of StringBuilder class, 261, 262–263 AppendPrivatePath() method of AppDomain object, 605 AppendText() method of File class, 492 of FileInfo class, 496 application domain, 598, 603–609 creating, 604–606 unloading, 608–609 using object in, 606–608 Application event log, Event Viewer to display, 709 ApplicationException class, 435 ApplyDefaultSort property of DataView class, 782 arguments, command-line, reading to array, 309–310 arithmetic operators, 49–51 ArithmeticException class, 422 Array class, 303. See also arrays array lists, 339–364 creating, 340–342 for sorted lists, 379–388 ArrayList class, 339 adding objects, 355–364 properties and methods, 342–355 adding and inserting elements, 344–346, 357 code listing, 351–354, 360–363 enumerator to read ArrayList, 350–351 finding elements, 346–347, 357 getting range of elements, 349–350 reducing capacity, 349 removing elements, 347–348, 357 reversing order, 349
 
 searching, 348 sorting, 348, 358–359 arrays, 301. See also bit arrays; multidimensional arrays accessing with loop, 303–305 attempt to access nonexistent element, 305–307 copying hash table keys and values to, 376 declaration and creation, 301–302 indexers, 332–338 defining, 333–335 initializing, 307–309 limitations, 339 of objects, 330–332 properties and methods, 311–320 code listing, 316–320 IndexOf() and LastIndexOf() methods for searching, 315–316 Reverse() method, 315 searching for element, 314 Sort() method, 312–313 reading command-line arguments, 309–310 using, 302–305 ArrayTypeMismatchException class, 422 as operator, 903 and interfaces, 221–224 ASC keyword, in SELECT statement ORDER BY clause, 739 ASP.NET. See Active Server Pages for .NET ASP.NET Web Services, 10. See also web services assemblies building, 542–555 compiler option for adding module to, 910 contents, 541–542 discovering information at run-time. See reflection dynamic, creating, 598 finding, 567 Global Assembly Cache for sharing, 566 multifile, 550–555 overview, 539–541 enhanced versioning, 540–541 side-by-side execution, 541 reasons to use, 540 single-file, 545–549 Solution Explorer to view files, 822 strong names, 557–558 versioning, 561–565 viewing contents, 555–557
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 ASSEMBLY ATTRIBUTES • BINDHANDLE() METHOD OF THREADPOOL CLASS
 
 assembly attributes, 542–545 setting in code, 544–545 Assembly class, 596 assembly linker (al), 550, 552 command-line switches, 553–554 assembly manifest, 539, 541–542 Assembly property of Type class, 587 AssemblyBuilder class, 596 AssemblyQualifiedName property of Type class, 587 Assert() method of Debug and Trace classes, 706 assignment, by shortcut operators, 62–66 assignment operator (=), 48, 49 overloading, to copy strings, 246 associativity of operators, 70 asterisk (*), in SQL, 733 asymmetric cryptography, 636–637, 642–643 asynchronous input/output, 529–532 Attribute class, 570–571 AttributeCount property of XmlTextReader class, 671 attributes, 569–580. See also custom attributes assembly, 542–545 AttributeUsage attribute, 577–578 Conditional attribute, 572–573 DllImportAttribute attribute, 574 intrinsic, 569, 570–573 limiting usage, 577–578 Obsolete attribute, 571–572 retrieving values at run-time, 578–580 in XML, 652 Attributes property of DirectoryInfo class, 500 of FileInfo class, 496 of MethodInfo class, 591 of Type class, 587 of XmlNode class, 665 AuthenticationType property of DirectoryEntry class, 716 of WindowsIdentity object, 632 Authenticode digital signature, 559 AutoFlush property of Debug and Trace classes, 706 of StreamWriter class, 526 AutoIncrement property of DataColumn class, 780 AutoIncrementSeed property of DataColumn class, 780 AutoIncrementStep property of DataColumn class, 780 Autos window in debugger, 443, 443
 
 B back color of DataGrid object, 867 Background thread, 465 backing stores, 487. See also streams and backing stores backslash, escape character, 26 backspace, escape character, 26 base class, 165 hiding members, 177–181 base class library, 451. See also .NET Framework Class Library base keyword, 167, 903 /baseaddress option for compiler, 910 BaseDirectory property of AppDomain object, 605 BaseStream property of BinaryReader class, 523 of BinaryWriter class, 523 of StreamReader class, 526 of StreamWriter class, 526 of XmlTextWriter class, 661 BaseType property of Type class, 587 BaseURI property of XmlNode class, 665 of XmlTextReader class, 671 BEGIN TRANSACTION statement (SQL), 749 BeginContainer() method of Graphics class, 685 BeginEdit() method of DataRow class, 779 BeginRead() method of BufferedStream class, 520 of FileStream class, 509 of MemoryStream class, 518 of NetworkStream class, 514 of Stream class, 506 BeginTransaction() method of SqlConnection class, 769 BeginWrite() method of BufferedStream class, 520 of FileStream class, 509 of MemoryStream class, 518 of NetworkStream class, 514 of Stream class, 506 Behavior property of DataGrid object, 865 BetAvailableThreads() method of ThreadPool class, 484 BinaryFormatter object, 534, 534 BinaryReader class, 521–524 BinarySearch() method of Array class, 311, 314 of ArrayList object, 343, 348, 360 BindaryWriter class, 521–524 BindHandle() method of ThreadPool class, 484
 
 BIT • CANPAUSEANDCONTINUE PROPERTY OF SERVICECONTROLLER CLASS
 
 bit, 57 bit arrays, 364–370 creating, 364–366 properties and methods, 366–370 bit patterns, 58 BitArray class, 364 object creation, 364–366 properties and methods, 366–370 code listing, 369–370 Not() method to invert element values, 367–368 OR operation, 368 Bitmap class, 693 properties and methods, 694–695 Bitwise AND operator (&), 58–59 shortcut operator for, 63–64 Bitwise Exclusive OR operator (^), 58, 59–60 shortcut operator for, 63–64 Bitwise NOT operator (~), 58, 60 shortcut operator for, 63–64 bitwise operators, 57–62 overloading, 207 Bitwise OR operator (|), 58, 59 shortcut operator for, 63–64 blank lines in code, 20 blocks, 20 in if statement, 72–74 variable scope and, 32–33 BlockSize property of TripleDESCroptoServiceProvider class, 639 bool keyword, 903 Boolean AND operator (&&), 53–54 with if statement, 75–76 Boolean data type, 26. See also bit arrays default values, 104 for do...while loop, 83–84 from is operator, 66 from while condition statement, 81 Boolean logical operators, 53–56 for if statement, 71–76 Boolean NOT operator (!), 53, 55 with if statement, 75–76 Boolean OR operator (||), 53, 54–55 with if statement, 75–76 borders properties of DataGrid object, 868, 868–869 BoundColumn properties of DataGrid object, 865 boxing, 189–191 branching. See decision-making code
 
 break statement, 88–89, 903 for switch statement, 77 breakpoints, 417 for debugging, 441–442 browsing for files, 488–491 Brush class, 689–691 subclasses, 691 Brush property of Pen object, 681 buffer for reading and writing files, 509–510 BufferedStream class, 518–520 /bugreport option for compiler, 910–911 bugs, 9 compiler option for reporting, 910–911 Build menu (VS.NET), 13 ➢ Build Solution, 14, 823 building project, 14. See also compiling built-in data types Boolean type, 26 character type, 25–26 floating-point types, 24–25 integral types, 23–24 type conversion, 27–29 Button control (Web Form), 854, 859 Button control (Windows Form control), 830 byte data type, 23 byte keyword, 903
 
 C C# programming escape characters, 26 first program, 3–9 keywords, 903–907 as strongly typed language, 22 The C Programming Language (Kernighan and Ritchie), 4 calculations, expressions to perform, 48 Calendar class, 268, 696 Calendar control (Web Form), 855 Calendar property of CultureInfo class, 699 calling methods, 108–110 CallingConvention property of MethodInfo class, 591 Cancel() method of SqlCommand class, 770 CancelEdit() method of DataRow class, 779 CanPauseAndContinue property of ServiceController class, 715
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 CANREAD PROPERTY • CLASSES
 
 CanRead property of BufferedStream class, 520 of FileStream class, 508 of MemoryStream class, 517 of NetworkStream class, 514 of Stream class, 506 CanResolveEntity property of XmlTextReader class, 671 CanSeek property of BufferedStream class, 520 of FileStream class, 508 of MemoryStream class, 517 of NetworkStream class, 514 of Stream class, 506 CanShutdown property of ServiceController class, 715 CanStop property of ServiceController class, 715 CanWrite property of BufferedStream class, 520 of FileStream class, 508 of MemoryStream class, 517 of NetworkStream class, 514 of Stream class, 506 Capacity property of ArrayList object, 340, 342 of BufferedStream class, 520 of MemoryStream class, 517 of SortedList object, 381 of StringBuilder class, 261 CapeClear, 893 Caption property of DataColumn class, 780 Capture class, 925 CaptureCollection class, 925 captures, in regular expressions, 930–933 carriage return, escape character, 26 case converting for string, 254 when comparing strings, 244–245 case statement, 76–77, 903 CaseSensitive property of DataSet class, 775 of DataTable class, 777 caspol.exe (Code Access Security Policy tool), 624 cast operator, 27–28 casting objects, 196–201 downcasting, 198–201 to interface, 220–224 upcasting, 198 catch statement, 903. See also try/catch block CDATA section, 653
 
 Cell Padding property of DataGrid object, 868 Cell Spacing property of DataGrid object, 868 cert2spc.exe, 559 Certificate Creation Tool, 559 Certificate Verification tool, 560 Changed event of FileSystemWatcher class, 504 ChangeDatabase() method of SqlConnection class, 769 channels, 603, 613–614 ChannelServices class, 616 char keyword, 903 character data type, 25–26 default values, 104 characters in string finding, 250 removing from beginning and end, 253 removing from string, 251 replacing, 251–252 characters in StringBuilder object removing, 264 replacing, 264 CheckBox control (Web Form), 855 CheckBox control (Windows Form control), 830 CheckBoxList control (Web Form), 855 checked operator, 28–29, 903 /checked option for compiler, 911 CheckedListBox control (Windows Form control), 830 CheckFileExists property of OpenFileDialog class, 489 CheckPathExists property of OpenFileDialog class, 489 ChildColumns property of DataRelation class, 781 ChildKeyConstraint property of DataRelation class, 781 ChildNodes property of XmlNode class, 665 ChildRelations property of DataTable class, 777 Children property of DirectoryEntry class, 716 ChildTable property of DataRelation class, 781 chktrust.exe, 560, 561 cipher-block chaining, 636 class keyword, 4, 98, 903 class library, 451. See also .NET Framework Class Library class members, 98 Class View, 13, 829 classes, 97–98. See also derived classes declaration, 98–99, 411–412 namespace and, 156 to implement interface, 210–220 indexers for, 332–338 member availability outside, 122–126 nesting, 153–155 for reflection, 595–596
 
 CLEAR() METHOD • COLOR PROPERTY OF PEN OBJECT
 
 reflection to find those marked with attribute, 584–593 vs. structs, 137 using from other namespaces, 551–552 Clear() method of Array class, 311 of ArrayList object, 343 of DataSet class, 776 of DataTable class, 777 of Graphics class, 685 of Hashtable class, 374 of Queue class, 390 of SortedList object, 382 of Stack class, 394 of TripleDESCroptoServiceProvider class, 639 ClearCachedData() method of CultureInfo class, 700 ClearErrors() method of DataRow class, 779 ClearPrivatePath() method of AppDomain object, 605 ClearShadowCopyPath() method of AppDomain object, 605 client implementing with NetworkStream class, 513 for remoting, 616–618 for web services, 898–900 client/server communications in web services, watching, 893–895 Clip property of Graphics class, 684 Clipboard, 13 ClipBounds property of Graphics class, 684 Clone() method of ArrayList object, 343 of BitArray class, 366 of Bitmap class, 694 of DataSet class, 776 of DataTable class, 777 of Hashtable class, 374 of Pen object, 681 of Queue class, 390 of SortedList object, 382 of Stack class, 394 of String class, 241 of XmlNode class, 666 CloneNode() method of XmlNode class, 666 Close() method of BinaryReader class, 524 of BinaryWriter class, 523 of BufferedStream class, 520 of Debug and Trace classes, 706 of DirectoryEntry class, 716
 
 of FileStream class, 509 of MemoryStream class, 518 of NetworkStream class, 514 of ServiceController class, 715 of SqlConnection class, 769 of Stream class, 506 of StreamReader class, 527 of StreamWriter class, 526 of StringReader class, 529 of StringWriter class, 528 of XmlTextReader class, 672 of XmlTextWriter class, 661 closing Command Prompt tool, 14 CLR (Common Language Runtime) and exceptions, 427 side-by-side execution, 541 code. See program code code-access permissions, 620 code-access security, 619–631 code groups, 623–624 computing permissions, 626–627 demanding permissions, 630–631 granting permissions, 624–625 permission sets, 624 permissions, 620–622 refusing permissions, 629–630 requesting minimum permissions, 622–623 requesting optional permissions, 628 requesting permission set, 629 Code Access Security Policy tool (caspol.exe), 624 code groups, 623–624 code signing, 559–560 CodeBase property of Assembly class, 585 CodeDom namespace, 452 /codepage option for compiler, 911 Collect() method of GC class, 713 collections. See also array lists bit arrays, 364–370 hash tables, 370–378 queues, 388–391 sorted lists, 379–388 stacks, 391–394 Collections namespace, 339, 452. See also ArrayList class colon (:) for derived classes, 192 for derived interface, 224 Color property of Pen object, 681
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 COLUMNNAME PROPERTY OF DATACOLUMN CLASS • CONSTRAINTS PROPERTY OF DATATABLE CLASS
 
 ColumnName property of DataColumn class, 780 columns in database table, 721, 725–726 database types, 725 DataGrid control properties, 865–866 AS to specify name, 743, 743 Columns property of DataTable class, 777 ComboBox control (Windows Form control), 830 comma (,) in array declaration, 325 number formatting with separators, 44 command-line arguments, reading to array, 309–310 command-line compiler (csc), 7 for multifile assemblies, 550–555 options, 7, 546–547 Command Prompt tool changing directory, 7–8 closing, 14 for command-line compiler, 7 to run executable file, 8, 14 CommandText property of SqlCommand class, 762, 769, 784 changing, 833 CommandTimeout property of SqlCommand class, 769 CommandType property of SqlCommand class, 770 comments, 4 adding, 21–22 in XML, 653 Commit() method of SqlTransaction class, 774 COMMIT TRANSACTION statement (SQL), 749 CommitChanges() method of DirectoryEntry class, 716 committing SQL statements, 748 Common Language Runtime (CLR) and exceptions, 427 side-by-side execution, 541 Compare() method of ArrayList object, 359 of DateTime object, 273, 276 of String class, 241, 244–245 of TimeSpan object, 290 CompareExchange() method of Interlocked class, 476 CompareInfo class, 696 CompareInfo property of CultureInfo class, 699 CompareOrdinal() method of String class, 241 CompareTo() method of ArrayList object, 358–359 of DateTime object, 273 of IComparable interface, 355
 
 of String class, 241 of TimeSpan object, 290 CompareValidator control (Web Form), 856 comparison operators, 51–53 compatibility, for casting objects, 196–197 compile-time errors, 31 compiling conditional, 572 errors, from attempting change to read-only field, 146 library assembly, 546 options, 909–920 /checked, 29 listing options, 909–910 program source file, 7–8 troubleshooting, method overloading, 120 in Visual Studio .NET, 14–15 ComponentModel namespace, 452 CompositingMode property of Graphics class, 684 CompositingQuality property of Graphics class, 684 CompundArray property of Pen object, 681 Compute() method of DataTable class, 777 computer, current date and time on, 7, 274–275 computing permissions, 626–627 Concat() method of String class, 241, 245–246 Conditional attribute, 572–573 Configuration namespace, 453 Connect() method of RemotingServices class, 617 Connect to SQL Server dialog box, 730 Connection property of SqlCommand class, 770 of SqlTransaction class, 774 ConnectionString property of OleDbConnection object, 844 of SqlConnection class, 768 ConnectionTimeout property of SqlConnection class, 768 console application, 9 Console class, 6 Console.ReadLine() method, 42 Console.Write() method, 41–42, 43 Console.WriteLine() method, 43 const keyword, 33, 145, 904 constant fields, 145–146 constants, 33–35 data types, 22–29 Constraint class (ADO.NET), 759, 781 ConstraintName property of Constraint class, 781 Constraints property of DataTable class, 777
 
 CONSTRUCTORBUILDER CLASS • CREATENODE() METHOD OF XMLDOCUMENT CLASS
 
 ConstructorBuilder class, 596 ConstructorInfo class, 596 constructors, 100, 126–135 copy, 133–135 default, 127 overloaded, 130–133 Contains() method of ArrayList object, 343, 346–347, 357 of Hashtable class, 374, 375 of Queue class, 390 of SortedList object, 382 of Stack class, 394 ContainsKey() method of Hashtable class, 374, 375 of SortedList object, 382, 383 ContainsValue() method of Hashtable class, 374, 375 of SortedList object, 382 ContextBoundObject class, 612 contexts, 603, 612–613 Continue() method of ServiceController class, 715 continue statement, 89–90, 904 Control Panel, System, 8 controls, adding to Visual Studio form, 821, 822–824 converting case of string, 254 copies of parameters, passing by value, 114–116 copy constructors, 133–135 Copy() method of Array class, 311 of File class, 492 of String class, 241, 246 copying data with memory stream, 515–516 copying files with BufferedStream objects, 518–519 copyright message, compiler option to prevent display, 915 CopyTo() method of ArrayList object, 343 of BitArray class, 367 of DirectoryEntry class, 716 of FileInfo class, 496 of Hashtable class, 374, 376 of Queue class, 390 of SortedList object, 382 of Stack class, 394 of String class, 241 Count property of ArrayList object, 340, 342 of BitArray class, 366 of DataView class, 782
 
 of Hashtable class, 371, 373 of Queue class, 390 of SortedList object, 381 of Stack class, 393 counter variable, for do...while loop, 84–85 coupling, remoting vs. web services, 882 CPU (Central Processing Unit) machine code customized for, 9 and threads, 458–459 Create() method of DirectoryInfo class, 501 of File class, 492 of FileInfo class, 496 CreateAttribute() method of XmlDocument class, 667 CreateCDataSection() method of XmlDocument class, 667 CreateComInstanceFrom() method of Activator class, 595 of AppDomain object, 605 CreateCommand() method of SqlConnection class, 769 CreateComment() method of XmlDocument class, 667 Created event of FileSystemWatcher class, 504 CreateDecryptor() method of TripleDESCroptoServiceProvider class, 639 CreateDirectory() method of Directory class, 498 CreateDocumentFragment() method of XmlDocument class, 667 CreateDocumentType() method of XmlDocument class, 667 CreateDomain() method of AppDomain object, 605 CreateElement() method of XmlDocument class, 667 CreateEncryptor() method of TripleDESCroptoServiceProvider class, 640 CreateEntityReference() method of XmlDocument class, 667 CreateInstance() method of Activator class, 595 of AppDomain object, 605, 607–608 of Array class, 311 of Assembly class, 586 CreateInstanceAndUnwrap() method of AppDomain object, 605 CreateInstanceFrom() method of Activator class, 595 of AppDomain object, 605 CreateInstanceFromAndUnwrap() method of AppDomain object, 605 CreateNavigator() method of XmlDocument class, 667 of XmlNode class, 666 CreateNode() method of XmlDocument class, 667
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 CREATEOBJREF() METHOD OF APPDOMAIN OBJECT • DATA TYPES
 
 CreateObjRef() method of AppDomain object, 606 CreateParameter() method of SqlCommand class, 770 CreateProcessingInstruction() method of XmlDocument class, 667 CreateQualifiedName() method of Assembly class, 586 CreateSignificantWhitespace() method of XmlDocument class, 667 CreateSpecificCulture() method of CultureInfo class, 700 CreateSubdirectory() method of DirectoryInfo class, 501 CreateText() method of File class, 492 of FileInfo class, 496 CreateTextNode() method of XmlDocument class, 667 CreateWhitespace() method of XmlDocument class, 667 CreateXmlDeclaration() method of XmlDocument class, 667 CreationTime property of DirectoryInfo class, 500 of FileInfo class, 496 CryptoStream class, 521, 637 .cs file extension, 4 csc (command-line compiler), 7 command-line switches, 546–547 for multifile assemblies, 550–555 options, 7, 550 CSnnnn message. See error messages CultureInfo class, 696, 697–700 using, 704–705 cultures, 696–704 culture codes, 696 CurrentCulture property, 701–702 CurrentUICulture property, 701–702 enumerating, 702–703 invariant, 704 retrieving information to file, 698–699 System.Globalization namespace, 696–700 curly brackets ({ }), for blocks, 73 currency, formatting, 44 current date and time on computer, 274–275 Current property of IEnumerator interface, 350 CurrentContext property of Thread class, 461 CurrentCulture property of CultureInfo class, 699, 701–702 of Thread class, 461, 701–702 CurrentDomain method of AppDomain object, 598 CurrentDomain property of AppDomain object, 605 CurrentEncoding property of StreamReader class, 526 CurrentPrincipal property of Thread class, 461
 
 CurrentThread property of Thread class, 461, 464 CurrentUICulture property of CultureInfo class, 699, 701–702 of Thread class, 461, 701–702 custom attributes, 569, 574–580 creating, 575–577 defining pair, 581–582 syntax, 574 custom exceptions, 435–437 CustomEndCap property of Pen object, 681 CustomStartCap property of Pen object, 681 CustomValidator control (Web Form), 856
 
 D DashCap property of Pen object, 681 DashOffset property of Pen object, 681 DashPattern property of Pen object, 681 DashStyle property of Pen object, 681 Data Adapter Preview dialog box, 834, 834 data binding, 842–843 Data Definition Language (DDL) statements (SQL), 729–730 Data Field property of DataGrid object, 866 Data Form Wizard, 836–846, 837 adding controls, 841, 843 data binding, 842–843 Main() method, 844 pwd property, 844 running form, 845–846 Data Formatting Expression of DataGrid object, 866 Data Key Field property of DataGrid object, 864 Data Link Properties dialog box, 752 Data Manipulation Language (DML) statements (SQL), 729–730 Data namespace, 453 data types, 22–29 for arrays, 302 built-in types, 23–29 Boolean type, 26 character type, 25–26 floating-point types, 24–25 integral types, 23–24 type conversion, 27–29 creating at run-time, 596–600 pointer types, 23 reference types, 23
 
 DATAAVAILABLE PROPERTY OF NETWORKSTREAM CLASS • DECIMAL DATA TYPE
 
 in SQL Server, 725–726 value types, 22 DataAvailable property of NetworkStream class, 514 database management system, 722 Database property of SqlConnection class, 769 database schema, 722 databases basics, 721–722 closing connection, 764 connecting to, 761, 838 Access database, 767 Oracle database, 768 DataGrid control to access, 861–871, 862 foreign keys, 723–724 integrity, 746–748 null values, 724 password to access, 839 primary keys, 723 sample. See Northwind database table relationships, 807–811 defining, 839–840 infinity sign for, 723 transactions, 748–751 Visual Studio .NET to access, 752–755, 753, 754 DataColumn class (ADO.NET), 758, 779–780 DataGrid control (Web Form), 855, 861–879, 863 customizing, 864–871 Borders properties, 868, 868–869 Columns properties, 865, 865–866 Format properties, 867, 867–868 General properties, 864, 864–865 PageIndexChanged() event handler, 869, 869–870 Paging properties, 866, 866–867 DataGrid control (Windows Form control), 830 to access database, 907 DataList control (Web Form), 855, 872–879, 873 DataMember property of DataGrid object, 864 DataRelation class (ADO.NET), 758, 780–781 DataRow class (ADO.NET), 758, 778–779 DataSet class (ADO.NET), 758, 775–776 object to store SELECT statement results, 762–763 DataSet property of DataRelation class, 781 of DataTable class, 777 DataSetName property of DataSet class, 775
 
 DataSource property of DataGrid object, 864 of DataList control, 873 of SqlConnection class, 769 DataTable class adding new row, 793–794 modifying row, 794–795 relationship between DataTable objects, 807–811 removing row, 795–796 DataTable class (ADO.NET), 758, 776–778 DataType property of DataColumn class, 780 DataView class (ADO.NET), 759, 781–782 to filter and sort rows, 804–807 Date property of DateTime object, 272, 275 dates, 267–288 DateTime object. See System.DateTime struct DateTimeFormat property of CultureInfo class, 700 DateTimeFormatInfo class, 696 Day property of DateTime object, 272, 275 DaylightTime class, 696 DayOfWeek property of DateTime object, 272, 275 DayOfYear property of DateTime object, 272, 275 Days property of TimeSpan class, 289, 291 DaysInMonth() method of DateTime object, 273, 277 DDL (Data Definition Language) statements (SQL), 729–730 deadlocks from thread problems, 482–483 Debug class, 706–708 Debug menu (VS.NET), 13 ➢ Start without Debugging, 823 /debug option for compiler, 912 debugging, 9, 417, 437–446, 705–711. See also error messages Autos window for, 443, 443 breakpoints for, 441–442 Debug class, 706–708 Locals window for, 443–444, 444 preprocessor directives and, 92 starting debugger, 442 stepping through program, 445 Trace class, 706–708 Trace listeners, 708–709 trace output after deployment, 710–711 viewing variable values, 443, 443–444 Watch window for, 444, 445 decimal data type, 24
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 DECIMAL KEYWORD • DERIVED CLASSES
 
 decimal keyword, 904 decision-making code if statement, 71–76 with logical operators, 75–76 nested, 74–75 jump statements, 88–92 break statement, 88–89 continue statement, 89–90 goto statement, 90–92 loop statements, 81–87 do...while loop, 83–84 foreach loop, 86–87 for loop, 84–86 while loop, 81–83 switch statement, 76–80 fall-through, 79–80 string value comparison, 78–79 declaration of classes, 98–99, 411–412 of constants, 33–34 custom exception classes, 435–437 of delegate class, 397–398 used with events, 410 of events, 409 of namespace, 156 of thread, 459 of two-dimensional rectangular arrays, 321–322 of variables, 29–30 in XML, 648 declarative security, 623 role-based, 635–636 DeclaringType property of MethodInfo class, 591 of Type class, 587 Decrement() method of Interlocked class, 476 decrementing, with shortcut operator, 63, 64–66 decrypting files, 640–642 default constructor, 127 default statement, 904 DefaultBinder property of Type class, 587 DefaultExt property of OpenFileDialog class, 489 DefaultValue property of DataColumn class, 780 #define directive, 92–94 for DEBUG, 706 /define option for compiler, 912 DefineDynamicAssembly() method of AppDomain object, 598, 606
 
 DefineDynamicModule method of AssemblyBuilder class, 598 DefineMethod method of TypeBuilder class, 599 DefineType method of ModuleBuilder class, 599 definite assignment, 30–31 delegate keyword, 904 delegates, 397–409 calling object methods using, 405–409 class declaration, 397–398 creating and using objects, 398–401 declaration of class used with events, 410 multicasting, 401–405 Delete() method of DataRow class, 779 of DataView class, 782 of Directory class, 498 of DirectoryInfo class, 501 of File class, 492 of FileInfo class, 496 DELETE statement (SQL), 732, 746, 747 with ADO.NET, 783 DeleteCommand property of SqlDataAdapter class, 773 Deleted event of FileSystemWatcher class, 504 DeleteTree() method of DirectoryEntry class, 716 deleting characters from string, 251 characters from StringBuilder object, 264 element from queue, 388 elements from Hashtable, 375–376 row from DataTable object, 795–796 demanding permissions, 630–631 DependentServices property of ServiceController class, 715 Depth property of SqlDataReader class, 771 of XmlTextReader class, 671 Dequeue() method of Queue class, 388, 390 DereferenceLinks property of OpenFileDialog class, 489 derived classes abstract classes and methods, 191–193 casting objects, 196–201 downcasting, 198–201 upcasting, 198 hiding members, 177–181 inheritance, 165–170 member accessibility, 174–177 operator overloading, 201–207 addition operator, 204–206 equal operator, 203–204
 
 DERIVED INTERFACES • DRAWLINE() METHOD OF GRAPHICS CLASS
 
 polymorphism, 170–174 preventing with sealed classes, 194–196 sealed classes and methods, 194–196 System.Object class as base, 184–191 boxing and unboxing, 189–191 overriding methods, 188–189 versioning, 182–184 derived interfaces, 224–230 explicit members implementation, 230–234 from multiple interfaces, 227–230 from one interface, 224–227 DES encryption algorithm, 637 DESC keyword, in SELECT statement ORDER BY clause, 739 description document for web services, 882, 886–892 deserializing object, 532, 534 destructors, 135–137 detail table, 727 diagnostics. See debugging Diagnostics namespace, 453 ConditionalAttribute attribute, 572–573 digital signature Authenticode, 559 classes to handle, 636 Digital Signature Wizard, 559–560, 560 directives, preprocessor, 92–96 directories. See also files and directories changing in Command Prompt tool, 7–8 compiler option for assembly location, 914 for web services, 882 for Windows applications, 820 Directory class, 497–498 Directory property of FileInfo class, 496 DirectoryEntry class, 716–718 DirectoryInfo class, 498–501 DirectoryName property of FileInfo class, 496 DirectoryServices namespace, 453 classes for Active Directory, 716–718 DirectoryServicesPermission class, 620 DiscardBufferedData() method of StreamReader class, 527 disco.exe (Web Services Discovery tool), 884–886 discovery for web services, 882, 884–886 DisplayName property of CultureInfo class, 700 of ServiceController class, 715 DivideByZeroException class, 422, 423–424, 425 division, 49–50 shortcut operator, 63
 
 division by zero, exception from, 418 DLL (dynamic link library), 540 specifying address for loading, 910 DLL hell, 540 DllImportAttribute attribute, 574 DML (Data Manipulation Language) statements (SQL), 729–730 DnsPermission class, 620 do statement, 904 do...while loop, 83–84 /doc option for compiler, 912–913 DoCallback() method of AppDomain object, 606 Document Object Model, 663–672 reading XML document with XmlTextReader class, 668–672 XmlDocument class, 666–668 XmlNode class, 663–666 documentation. See also comments for .NET, 15–18 DocumentElement property of XmlDocument class, 667 DocumentType property of XmlDocument class, 667 DOM. See Document Object Model dot operator (.), 6–7 to access object fields and methods, 100 for enumerations, 37–38 for namespaces, 159 double data type, 24, 25 double keyword, 904 double quote, escape character, 26 downcasting, 198–201 downloading .NET Software Development Kit (SDK), 3 source files, 4 Downloads link in Visual Studio .NET, 11 DpiX property of Graphics class, 684 DpiY property of Graphics class, 684 DrawArc() method of Graphics class, 685 DrawBezier() method of Graphics class, 685 DrawBeziers() method of Graphics class, 685 DrawClosedCurve() method of Graphics class, 685 DrawCurve() method of Graphics class, 685 DrawEllipse() method of Graphics class, 685, 689 DrawIcon() method of Graphics class, 685 DrawIconStretched() method of Graphics class, 685 DrawImage() method of Graphics class, 685, 693 DrawImageUnscaled() method of Graphics class, 685 Drawing namespace, 453 DrawLine() method of Graphics class, 685
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 DRAWLINES() METHOD OF GRAPHICS CLASS • ERROR MESSAGES
 
 DrawLines() method of Graphics class, 685 DrawPath() method of Graphics class, 685 DrawPie() method of Graphics class, 685 DrawPolygon() method of Graphics class, 685 DrawRectangle() method of Graphics class, 685, 689 DrawString() method of Graphics class, 685 DropDownList control (Web Form), 855, 859 Duration() method, of TimeSpan object, 290, 294 dynamic link library (DLL), 540 specifying address for loading, 910 dynamic strings, 260–267 DynamicDirectory property of AppDomain object, 605
 
 E Edit menu (VS.NET), 13 elements. See also ArrayList class; SortedList class queue to store, 388–391 in XML, 649 #elif directive, 94–96 #else directive, 94–96 else keyword, 71–72, 904 EnableRaisingEvents property of FileSystemWatcher class, 504 encapsulation, 98 private fields and properties for, 148 Encoding property of StreamWriter class, 526 of StringWriter class, 528 of XmlTextReader class, 671 encryption, 636–643 asymmetric cryptography, 642–643 CtryptoStream class for, 521 file decryption, 640–642 file encryption, 637–640 public-key, for assemblies, 557–558 symmetric and asymmetric cryptography, 636–637 EndCap property of Pen object, 681 EndContainer() method of Graphics class, 685 EndEdit() method of DataRow class, 779 #endif directive, 92–94 ending console application, 14 EndRead() method of BufferedStream class, 520 of FileStream class, 509 of MemoryStream class, 518 of NetworkStream class, 514 of Stream class, 506
 
 EndsWith() method of String class, 241, 248–249 EndWrite() method of BufferedStream class, 520 of FileStream class, 509 of MemoryStream class, 518 of NetworkStream class, 515 of Stream class, 506 EnforceConstraints property of DataSet class, 775 EnglishName property of CultureInfo class, 700 Enqueue() method of Queue class, 388, 391 EnsureCapacity() method of StringBuilder class, 262 Enter() method of Monitor class, 477 EnterpriseServices namespace, 453 entity references (XML), 653 EntryPoint property of Assembly class, 585 enum keyword, 36–37, 904 EnumBuilder class, 596 EnumerateMetafile() method of Graphics class, 685 enumerations, 36–41 base type, 40–41 specifying values in, 39–40 EnvironmentPermission class, 620 EOF property of XmlTextReader class, 671 equal to operator (==), 51–52 overloading, 202, 203–204 to test for equal strings, 247 Equals() method of Array class, 311 of ArrayList object, 343 of BitArray class, 367 of DateTime object, 273, 277 of Hashtable class, 374 of Queue class, 391 of SortedList object, 382 of Stack class, 394 of String class, 241 of StringBuilder class, 262 of System.Object class, 185 overloading, 203–204 to test for equal strings, 246–247 of Thread class, 462 of TimeSpan object, 290 of Type class, 589 Error event of FileSystemWatcher class, 504 error messages CS0103: The name ... does not exist in the class or namespace, 32
 
 @@ERROR VARIABLE • FIELDS IN CLASSES
 
 CS0131: The left-hand side of an assignment must be a variable, property or indexer, 35 CS0165: Use of unassigned local variable, 30–31, 101 warning: CS0114: method hides inherited member ..., 182 @@ERROR variable, 750 errors. See debugging; exceptions escape characters, 26 in strings, 240 escape sequence, for Unicode character, 25 EscapedCodeBase property, of Assembly class, 585 event handler, 409 event keyword, 904 Event Viewer (Windows), to view Application event log, 709 EventBuilder class, 596 EventInfo class, 596 EventLogPermission class, 620 events, 409–416 creating objects, 413–416 declaration, 409 declaration of delegate class used with, 410 and delegates, 397 evidence, 626 Evidence property of AppDomain object, 605 of Assembly class, 585 Exception class, 420–422 derived classes, 422–427 exceptions, 417 from attempt to access nonexistent array element, 305 creating and throwing objects, 433–434 custom, 435–437 handling, 417–420 with multiple catch blocks, 425–427 with one catch block, 423–424 propagation, 427–433 with methods, 429–432 with nested try/catch block, 427–429 thrown by checked operator, 28–29 unhandled, 432–433 Exchange() method of Interlocked class, 476 ExcludeClip() method of Graphics class, 685 .exe file extension, 8 EXEC statement (Query Analyzer), 752 executable files, 7 and assembly building, 542 Path environment variable to list directories containing, 8 ExecuteAssembly() method of AppDomain object, 606
 
 ExecuteCommand() method of ServiceController class, 715 ExecuteMemory() method of SqlCommand class, 770 ExecuteNonQuery() method of SqlCommand class, 786 ExecuteReader() method of SqlCommand class, 770 ExecuteScalar() method of SqlCommand class, 770 ExecuteXmlReader() method of SqlCommand class, 770 Exists() method of Directory class, 498 of DirectoryEntry class, 717 of File class, 492 Exists property of DirectoryInfo class, 500 of FileInfo class, 496 Exit() method of Monitor class, 477 explicit conversion, cast operator for, 27–28 explicit interface member implementation, 230–234 explicit keyword, 904 exponential notation, 25 formatting, 44 expressions, 47–48 Extensible Markup Language (XML). See XML (Extensible Markup Language) Extenson property of DirectoryInfo class, 500 of FileInfo class, 496 extern keyword, 904
 
 F Fail() method of Debug and Trace classes, 706 fall-through, in switch statement, 79–80 false keyword, 904 false value, 26 from comparison operators, 51–53 FeedbackSize property of TripleDESCroptoServiceProvider class, 639 Fibonacci series, 82–83 FieldBuilder class, 596 FieldCount property of SqlDataReader class, 771 FieldInfo class, 596 fields, 4 fields in classes, 98. See also properties as array elements, 332–338 constant, 145–146 default values, 104–106 indexers to read from, 335–336 indexers to write to, 336–338
 
 949
 
 950
 
 FIFO (FIRST-IN, FIRST-OUT) • FORMATPROVIDER PROPERTY
 
 properties to set and get, 148–150 read-only, 146–148 static, 141, 142 FIFO (first-in, first-out), 388 File class, 491–494 vs. FileInfo class, 496–497 file decryption, 640–642 file encryption, 637–640 file extension, for C# source files, 4 File menu (VS.NET), 13 ➢ New ➢ Project, 11, 820 File Signing Tool, 559 /filealign option for compiler, 913 FileDialogPermission class, 620 FileInfo class, 495–497 FileIoPermission class, 620, 621 FileName property of OpenFileDialog class, 489 FileNames property of OpenFileDialog class, 489 files and directories, 487–505 browsing, 488–491 namespace hierarchies in multiple files, 159–161 navigating hierarchy, 501–502 reading and writing files, 507–510 with buffer, 509–510 retrieving culture information to, 698–699 retrieving directory information, 497–501 retrieving file information, 491–497 watching for changes, 502–505 FileStream class, 507–510 FileSystemWatcher class, 502–505 Fill() method of SqlDataAdapter class, 763, 774, 793, 794, 835 FillClosedCurve() method of Graphics class, 685 FillEllipse() method of Graphics class, 685 filling shapes with brush, 689–691, 691 FillPath() method of Graphics class, 685 FillPie() method of Graphics class, 685 FillPolygon() method of Graphics class, 685 FillRectangle() method of Graphics class, 685 FillRectangles() method of Graphics class, 685 FillRegion() method of Graphics class, 685 FillSchema() method of SqlDataAdapter class, 774 Filter property of FileSystemWatcher class, 504, 505 of OpenFileDialog class, 489 FilterIndex property of OpenFileDialog class, 489 filtering database rows, DataView object for, 804–807
 
 Finalize() method of System.Object class, 185 finally block, in exception handling, 418–419 finally statement, 904 Find() method of DataView class, 782, 794 finding assemblies, 567 characters in string, 250 elements in ArrayList, 346–347 substrings, 249–250 FindInterfaces() method of Type class, 589 FindMembers() method of Type class, 590 first-in, first-out (FIFO), 388 FirstChild property of XmlNode class, 665 fixed keyword, 904 FixedSize() method of ArrayList object, 343 Flags property of Bitmap class, 694 float data type, 24, 25, 904 floating-point data types, 24–25 formatting, 44 Flush() method of BinaryWriter class, 523 of BufferedStream class, 520 of Debug and Trace classes, 706 of FileStream class, 509 of Graphics class, 685 of MemoryStream class, 518 of NetworkStream class, 515 of Stream class, 506 of StreamWriter class, 526 of StringWriter class, 528 of XmlTextWriter class, 661 fonts of DataGrid object, 867 for loop, 84–86, 905 to access arrays, 303 break statement to terminate, 88–89 foreach loop, 86–87, 905 to access arrays, 303 to iterate over collection, 351 forecolor of DataGrid object, 867 foreign keys in database table, 723–724 integrity of database and, 748 format characters, 44 Format() method of String class, 241, 247 Format properties of DataGrid object, 867, 867–868 FormatProvider property of StreamWriter class, 526 of StringWriter class, 528
 
 FORMATTING • GETDEFAULTMEMBERS() METHOD OF TYPE CLASS
 
 formatting output, 43–46 strings converting from DateTime, 281–282 built-in formats, 282–283 Formatting property of XmlTextWriter class, 661 formfeed, escape character, 26 forms in Windows applications code listing, 824–828 creating, 820–824 FrameDimensionsList property of Bitmap class, 694 FreeNamedDataSlot() method of Thread class, 462 FriendlyName property of AppDomain object, 605 FROM keyword (SQL), 731, 733 multiple tables in, 741 FromDays() method of TimeSpan object, 290, 292 FromFileTime() method of DateTime object, 273, 279–280 FromHdc() method of Graphics class, 685 FromHicon() method of Bitmap class, 694 FromHours() method of TimeSpan object, 290, 292 FromHwnd() method of Graphics class, 685 FromImage() method of Graphics class, 685 FromMilliseconds() method of TimeSpan object, 290, 292 FromMinutes() method of TimeSpan object, 290, 292 FromOADate() method of DateTime object, 273 FromResource() method of Bitmap class, 694 FromSeconds() method of TimeSpan object, 290, 292 FromTicks() method of TimeSpan object, 290, 292 full outer join, 742 FullName property of Assembly class, 585 of DirectoryInfo class, 500 of FileInfo class, 496 of Type class, 587 /fullpaths option for compiler, 913 functions, delegates to call, 397
 
 G gacutil.exe, 566 garbage collection, 101, 127, 712–713 GC class, 713 GDI+, 678 GenerateIV() method of TripleDESCroptoServiceProvider class, 640 GenerateKey() method of TripleDESCroptoServiceProvider class, 640 get method, 148
 
 Get() method of BitArray class, 367 Get Started link in Visual Studio .NET, 11 GetAnonymous() method of WindowsIdentity object, 634 GetArrayRank() method of Type class, 590 GetAssemblies() method of AppDomain object, 606 GetAssembly() method of Assembly class, 586 GetAttribute() method of XmlTextReader class, 672 GetAttributes() method of File class, 492 GetBaseDefinition() method of MethodInfo class, 593 GetBoolean() method of SqlDataReader class, 771 GetBounds() method of Bitmap class, 694 GetBuffer() method of MemoryStream class, 518 GetByIndex() method of SortedList object, 379, 382 GetByte() method, 771 GetBytes() method of SqlDataReader class, 771 GetCallingAssembly() method of Assembly class, 586 GetChanges() method of DataSet class, 776 of DataTable class, 778 GetChar() method of SqlDataReader class, 771 GetChars() method of SqlDataReader class, 771 GetChildRows() method of DataRow class, 779 GetColumnError() method of DataRow class, 779 GetColumnsInError() method of DataRow class, 779 GetConstructor() method of Type class, 590 GetConstructors() method of Type class, 590 GetCreation() method of File class, 492 GetCreationTime() method of Directory class, 498 GetCultures() method of CultureInfo class, 700, 702 GetCurrent() method of WindowsIdentity object, 634 GetCurrentDirectory() method of Directory class, 498 GetCurrentThreadID() method of AppDomain object, 606 GetCustomAttribute() method of Attribute class, 571, 576, 578–580 GetCustomAttributes() method of Assembly class, 586 of Attribute class, 571 of MethodInfo class, 593 of Type class, 590 GetData() method of AppDomain object, 606 of Thread class, 462 GetDataTypeName() method of SqlDataReader class, 771 GetDateTime() method of SqlDataReader class, 771 GetDateTimeFormats() method of DateTime object, 273 GetDecimal() method of SqlDataReader class, 771 GetDefaultMembers() method of Type class, 590
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 952
 
 GETDEVICES() METHOD OF SERVICECONTROLLER CLASS • GETMODULES() METHOD OF ASSEMBLY CLASS
 
 GetDevices() method of ServiceController class, 715 GetDirectories() method of Directory class, 498 of DirectoryInfo class, 501 GetDirectoryRoot() method of Directory class, 498 GetDomain() method of Thread class, 462, 604 GetDomainID() method of Thread class, 462 GetDouble() method of SqlDataReader class, 771 GetElementById() method of XmlDocument class, 668 GetElementsByTagName() method of XmlDocument class, 668 GetElementType() method of Type class, 590 GetEncoderparameterList() method of Bitmap class, 694 GetEntryAssembly() method of Assembly class, 586 GetEnumerator() method of Array class, 312 of ArrayList object, 343, 350 of BitArray class, 367 of DataView class, 782 of Hashtable class, 374 of Queue class, 391 of SortedList object, 382 of Stack class, 394 of String class, 241 of XmlNode class, 666 GetErrors() method of DataTable class, 778 GetEvent() method of Type class, 590 GetEvents() method of Type class, 590 GetExecutingAssembly() method of Assembly class, 586 GetExportedTypes() method of Assembly class, 586 GetField() method of Type class, 590 GetFields() method of Type class, 590 GetFieldType() method of SqlDataReader class, 771 GetFile() method of Assembly class, 586 GetFiles() method of Assembly class, 586 of Directory class, 498 of DirectoryInfo class, 501 GetFileSystemEntries() method of Directory class, 498 GetFillParameters() method of SqlDataAdapter class, 774 GetFloat() method of SqlDataReader class, 771 GetFrameCount() method of Bitmap class, 694 GetGeneration() method of GC class, 713 GetGuid() method of SqlDataReader class, 771 GetHalftonePalette() method of Graphics class, 685 GetHashCode() method of Array class, 312 of ArrayList object, 343
 
 of BitArray class, 367 of DateTime object, 273 of Hashtable class, 374 of Queue class, 391 of SortedList object, 382 of Stack class, 394 of StringBuilder class, 262 of System.Object class, 185, 241 of Thread class, 462 of TimeSpan object, 290 of Type class, 590 GetHbitmap() method of Bitmap class, 694 GetHdc() method of Graphics class, 685 GetHicon() method of Bitmap class, 694 GetInd32() method of SqlDataReader class, 772 GetInt16() method of SqlDataReader class, 772 GetInt64() method of SqlDataReader class, 772 GetInterface() method of Type class, 590 GetInterfaceMap() method of Type class, 590 GetInterfaces() method of Type class, 590 GetKey() method of SortedList object, 383, 384 GetKeyList() method of SortedList object, 383, 385 GetLastAccess() method of File class, 492 GetLastAccessTime() method of Directory class, 498 GetLastWriteTime() method of Directory class, 498 of File class, 492 GetLength() method of Array class, 312, 323 GetLifetimeService() method of AppDomain object, 606 GetLoadedModules() method of Assembly class, 586 GetLogicalDrives() method of Directory class, 498 GetLowerBound() method of Array class, 312 GetManifestResourceInfo() method of Assembly class, 586 GetManifestResourceNames() method of Assembly class, 586 GetManifestResourceStream() method of Assembly class, 586 GetMaxThreads() method of ThreadPool class, 484 GetMember() method of Type class, 590 GetMembers() method of Type class, 590 GetMethod() method of Type class, 590 GetMethodImplementationFlags() method of MethodInfo class, 593 GetMethods() method of Type class, 590 GetModule() method of Assembly class, 586 GetModules() method of Assembly class, 586
 
 GETNAME() METHOD • GMT (GREENWICH MEAN TIME)
 
 GetName() method of Assembly class, 586 of SqlDataReader class, 772 GetNamedDataSlot() method of Thread class, 462 GetNamespaceOfPrefix() method of XmlNode class, 666 GetNearestColor() method of Graphics class, 685 GetNestedType() method of Type class, 590 GetNestedTypes() method of Type class, 590 GetObject() method of Activator class, 595 GetObjectData() method of Assembly class, 586 of Hashtable class, 374 GetOrdinal() method of SqlDataReader class, 772 GetParameters() method of MethodInfo class, 593 GetParent() method of Directory class, 498 GetParentRow() method of DataRow class, 779 GetParentRows() method of DataRow class, 779 GetPixel() method of Bitmap class, 694 GetProperties() method of Type class, 590 GetProperty() method of Type class, 590 GetPropertyItem() method of Bitmap class, 694 GetRange() method of ArrayList object, 343, 349–350 GetReferencedAssemblies() method of Assembly class, 586 GetRemainder() method of XmlTextReader class, 672 GetSatelliteAssembly() method of Assembly class, 586 GetSchemaTable() method of SqlDataReader class, 772 GetServices() method of ServiceController class, 715 GetSqlBinary() method of SqlDataReader class, 772 GetSqlBoolean() method of SqlDataReader class, 772 GetSqlByte() method of SqlDataReader class, 772 GetSqlDateTime() method of SqlDataReader class, 772 GetSqlDecimal() method of SqlDataReader class, 772 GetSqlDouble() method of SqlDataReader class, 772 GetSqlGuid() method of SqlDataReader class, 772 GetSqlInd32() method of SqlDataReader class, 772 GetSqlInt16() method of SqlDataReader class, 772 GetSqlInt64() method of SqlDataReader class, 772 GetSqlMoney() method of SqlDataReader class, 772 GetSqlSingle() method of SqlDataReader class, 772 GetSqlString() method of SqlDataReader class, 772 GetSqlValue() method of SqlDataReader class, 772 GetSqlValues() method of SqlDataReader class, 772 GetString() method of SqlDataReader class, 772 GetStringBuilder() method of StringWriter class, 528 GetThumbnailImage() method of Bitmap class, 694 GetTotalMemory() method of GC class, 713
 
 GetType() method of AppDomain object, 606 of Array class, 312 of ArrayList object, 343 of Assembly class, 586 of BitArray class, 367 of DateTime object, 274 of Hashtable class, 374 of MethodInfo class, 593 of Queue class, 391 of SortedList object, 383 of Stack class, 394 of StringBuilder class, 262 of System.Object class, 185, 241 of Thread class, 462 of TimeSpan object, 290 of Type class, 590 GetTypeArray() method of Type class, 590 GetTypeCode() method of String class, 242 of Type class, 590 GetTypeFromCLSID() method of Type class, 590 GetTypeFromHandle() method of Type class, 590 GetTypeFromProgID() method of Type class, 590 GetTypeHandle() method of Type class, 590 GetTypes() method of Assembly class, 586 GetUpperBound() method of Array class, 312 GetValue() method of Array class, 312 of SqlDataReader class, 772 GetValueList() method of SortedList object, 383, 385 GetValues() method of SqlDataReader class, 772 GetXml() method of DataSet class, 776 GetXmlSchema() method of DataSet class, 776 Global Assembly Cache, 566 GlobalAssemblyCache property of Assembly class, 585 globalization, 677, 695–705 cultures, 696–704 culture codes, 696 CurrentCulture property, 701–702 CurrentUICulture property, 701–702 enumerating, 702–703 invariant, 704 System.Globalization namespace, 696–700 displaying localized information, 704–705 Globalization namespace, 453, 696–700 Calendar class, 268 GMT (Greenwich Mean Time), 274–275
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 GOTO STATEMENT • IENUMERABLE INTERFACE
 
 goto statement, 90–92, 905 graphical user interface (GUI), 819 Graphics class, 684–689 graphics classes, 678–695 filling shapes with brush, 689–691 GDI+, 678 image file display, 692–695 pens, lines and rectangles, 678–689 Graphics object, obtaining, 687 greater than operator (>), 52 greater than or equal to operator (>=), 52 Greenwich Mean Time (GMT), 274–275 GregorianCalendar class, 268 Grid lines property of DataGrid object, 869 Group class, 925 group membership, determining, 634–635 GroupBox control (Windows Form control), 830 GroupCollection class, 925 groups, in regular expressions, 930–933 GUI (graphical user interface), 819 Guid property of DirectoryEntry class, 716 of Type class, 587
 
 H Handle property of FileStream class, 508 hard drives, navigating hierarchy, 501–502 “has a” relationship, 150–155 nested classes for, 153 HasAttributes property of XmlTextReader class, 671 HasChanges() method of DataSet class, 776 HasChildNodes property of XmlNode class, 665 HasElementType property of Type class, 587 HasErrors property of DataRow class, 778 of DataSet class, 775 of DataTable class, 777 hash tables, 370–378. See also sorted lists hash values, classes to handle, 636 Hashtable class, 370 code listing, 372 object creation, 371–373 properties and methods, 373–378 checking for key, 375 checking for value, 375 code listing, 376–378
 
 copying keys and values to array, 376 removing elements, 375–376 HasValue property of XmlTextReader class, 671 HatchBrush class, 691 Header and Footer property of DataGrid object, 864 Headlines link in Visual Studio .NET, 11 heap, 127 HebrewCalendar class, 268 Height property of Bitmap class, 694 Hello World program, 4–5 origins, 4 help, displaying for Windows Forms Class Viewer, 458 Help menu (VS.NET), 13 /help option for compiler, 913 HelpLink property of System.Exception class, 420, 433 hexadecimal numbers, 24 converting integer to, 44 hiding derived class members, 177–181 field, 110–112 interface members, 234–236 hierarchies of namespaces, 158–161 HijriCalendar class, 268 horizontal alignment of DataGrid object, 867 horizontal tab, escape character, 26 HorizontalResolution property of Bitmap class, 694 Hour property of DateTime object, 272 Hours property of TimeSpan class, 289, 291 HTML (Hypertext Markup Language), 847 for form, 877 viewing that containing ASP.NET tags, 860 HTTP (Hypertext Transfer Protocol), 613 HttpChannel class, 613 object declaration, 616 Hyperlink control (Web Form), 854 Hypertext Transfer Protocol (HTTP), 613
 
 I I/O operations. See input/output IChannel interface, 613 IComparable interface, 355 icon files, Solution Explorer to view, 821 identity permissions, 620, 621 Identity property, of WindowsPrincipal object, 634 IEEE 754 standard, 25 IEnumerable interface, 350
 
 #IF DIRECTIVE • INPUT/OUTPUT
 
 #if directive, 94–96 vs. Conditional attribute, 572 to test for symbols, 92–93 if statement, 71–76, 905 with logical operators, 75–76 nested, 74–75 IIdentity interface, 632 IIS. See Internet Information Server (IIS) IL. See Microsoft Intermediate Language (MSIL) ildasm.exe (MSIL Disassembler), 555, 555, 557 icons, 556 ILGenerator class, 596, 600 Image control (Web Form), 855 image files, displaying, 692–695, 693 ImageButton control (Web Form), 854 imperative security, 623 Impersonate() method of WindowsIdentity object, 634 Implementation property of XmlDocument class, 667 implicit conversion, 27 implicit keyword, 905 ImportNode() method of XmlDocument class, 668 in keyword, 905 IN operator in SELECT statement, 736 IncludeSubdirectories property of FileSystemWatcher class, 504, 505 Increment() method of Interlocked class, 476 /incremental option for compiler, 914 incrementing, with shortcut operator, 63, 64–66 Indent() method of Debug and Trace classes, 706 Indentation property of XmlTextWriter class, 661 IndentChar property of XmlTextWriter class, 661 IndentLevel property of Debug and Trace classes, 706 IndentSize property of Debug and Trace classes, 706 index for .NET documentation, 15, 16 index operator ([]), 302 indexers, 332–338 defining, 333–335 to read fields from object, 335–336 to write to fields, 336–338 IndexOf() method of Array class, 311, 315–316 of ArrayList object, 344, 346–347, 357 of String class, 242, 249–250 IndexOfAny() method of String class, 242, 250 IndexOfKey() method of SortedList object, 383, 384 IndexOfValue() method of SortedList object, 383, 384 IndexOutOfRangeException class, 422, 425
 
 infinity sign for database table relationships, 723 information loss, 27–28 InfoService class, declaration, 895 InfoService.disco file, 885 InfoService.wsdl file, 886–892 inheritance, 165–170 and interface implementation, 217–220 sealed classes to restrict, 194–196 InitialDirectory property of OpenFileDialog class, 489 Initialize() method of Array class, 312 InitializeComponent() method, 827, 854 InitializeLifetimeService() method of AppDomain object, 606 initializer for field class value, 104–106 initializing arrays, 307–309 two-dimensional rectangular arrays, 322–325 variables, 30 inner class, 153 InnerException property of System.Exception class, 420 InnerText property of XmlNode class, 665 InnerXml property of XmlNode class, 665 input reading single character, 41–42 reading string, 42–43 input/output, 487 asynchronous, 529–532 files and directories, 487–505 browsing, 488–491 navigating hierarchy, 501–502 retrieving directory information, 497–501 retrieving file information, 491–497 watching for changes, 502–505 readers and writers, 521–529 BinaryReader and BinaryWriter classes, 521–524 StreamReader and StreamWriter classes, 524–527 StringReader and StringWriter classes, 527–529 TextReader and TextWriter classes, 524 serialization, 532–537 streams and backing stores, 505–521 BufferedStream class, 518–520 CryptoStream class, 521 FileStream class, 507–510 MemoryStream class, 515–518 NetworkStream class, 510–515 Stream class, 506–507
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 INSERT() METHOD • ISFINAL PROPERTY OF METHODINFO CLASS
 
 Insert() method of ArrayList object, 344, 345 of String class, 242, 250–251 of StringBuilder class, 262, 263–264 INSERT statement (SQL), 732, 743–744 with ADO.NET, 783–793 InsertAfter() method of XmlNode class, 666 InsertBefore() method of XmlNode class, 666 InsertCommand property of SqlDataAdapter class, 773 InsertRange() method of ArrayList object, 344, 345 InstalledUICulture property of CultureInfo class, 700 instance fields, 141 instance methods, 141 instance of class. See objects instantiating object, 100 int data type, 23, 905 integer data types, 23–24 compiler option for checking arithmetic, 911 converting to hexadecimal, 44 variables, 19 integrity of database information, 746–748 interface keyword, 209, 905 interfaces casting objects to, 220–224 defining, 209–210 for remoting, 614–615 derived, 224–230 hiding members, 234–236 implementing using class, 210–220 and inheritance, 217–220 multiple interfaces, 213–217 Interlocked class, 476–478 Intern() method of String class, 241 internal access modifier for classes, 122–123 internal keyword, 905 InternalBufferSize property of FileSystemWatcher class, 504 Internet Explorer to display XML document, 650 XSLT file for, 654 Internet Information Server (IIS), 847–848 InterpolatingMode property of Graphics class, 684 Interrupt() method of Thread class, 462 IntersectClip() method of Graphics class, 685 intersection of permission sets, 626 intrinsic attributes, 569, 570–573 InvalidCastException class, 422 invariant culture, 704 InvariantCulture property of CultureInfo class, 700
 
 Invoke() method of DirectoryEntry class, 717 of MethodInfo class, 593–594 InvokeMember() method of Type class, 590 IO namespace, 453 IPrincipal interface, 632 “is a” relationship, 165. See also inheritance IS NULL operator in SELECT statement, 737 is operator, 66–67, 905 and interfaces, 220–221 Is Serializable property of Type class, 589 IsAbstract property of MethodInfo class, 591 of Type class, 588 IsAlive property of Thread class, 461 IsAnonymous property, of WindowsIdentity object, 632 IsAnsiClass property of Type class, 588 IsArray property of Type class, 588 IsAssembly property of MethodInfo class, 592 IsAssignableFrom() method of Type class, 590 IsAsync property of FileStream class, 508, 531 IsAuthenticated property, of WindowsIdentity object, 632 IsAutoClass property of Type class, 588 IsAutoLayout property of Type class, 588 IsBackground property of Thread class, 461 IsByRef property of Type class, 588 IsClass property of Type class, 588 IsClipEmpty property of Graphics class, 684 IsClosed property of SqlDataReader class, 771 IsCOMObject property of Type class, 588 IsConstructor property of MethodInfo class, 592 IsContextful property of Type class, 588 IsDBNull() method of SqlDataReader class, 773 IsDefault property of XmlTextReader class, 671 IsDefaultAttribute() method of Attribute class, 571 IsDefined() method of Assembly class, 586 of Attribute class, 571 of MethodInfo class, 593 of Type class, 590 IsEmptyElement property of XmlTextReader class, 671 IsEnum property of Type class, 588 ISerializable interface, 610 IsExplicitLayout property of Type class, 588 IsFamily property of MethodInfo class, 592 IsFamilyAndAssembly property of MethodInfo class, 592 IsFamilyOrAssembly property of MethodInfo class, 592 IsFinal property of MethodInfo class, 592
 
 ISFINALIZINGFORUNLOAD() METHOD, OF APPDOMAIN OBJECT • KEY PROPERTY OF TRIPLEDESCROPTOSERVICEPROVIDER CLASS
 
 IsFinalizingForUnload() method, of AppDomain object, 606 IsFixedSize property of ArrayList object, 342 of SortedList object, 381 IsFixedSize property of Hashtable class, 373 IsGuest property, of WindowsIdentity object, 632 IsHideBySig property of MethodInfo class, 592 IsImport property of Type class, 588 IsInRole() method, of WindowsPrincipal object, 634 IsInstanceOfType() method of Type class, 590 IsInterface property of Type class, 588 IsInterned() method of String class, 241 IsLayoutSequential property of Type class, 588 IsLeapYear() method of DateTime object, 273 IsMarshalByRef property of Type class, 588 IsNestedAssembly property of Type class, 588 IsNestedFamANDAssem property of Type class, 588 IsNestedFamily property of Type class, 588 IsNestedFamORAssembly property of Type class, 588 IsNestedPrivate property of Type class, 588 IsNestedPublic property of Type class, 589 IsNeutralCulture property of CultureInfo class, 700 IsNotPublic property of Type class, 589 IsNull() method of DataRow class, 779 IsolatedStorageFilePermission class, 621 IsolatedStoragePermission class, 621 IsolationLevel property of SqlTransaction class, 774 IsPointer property of Type class, 589 IsPrimitive property of Type class, 589 IsPrivate property of MethodInfo class, 592 IsPublic property of MethodInfo class, 592 of Type class, 589 IsReadOnly property of ArrayList object, 342 of BitArray class, 366 of CultureInfo class, 700 of Hashtable class, 373 of Queue class, 390 of SortedList object, 381 of Stack class, 393 of XmlNode class, 665 IsSealed property of Type class, 589 IsSpecialName property of MethodInfo class, 592 of Type class, 589 IsStartElement() method of XmlTextReader class, 672 IsStatic property of MethodInfo class, 592
 
 IsSubclassOf() method of Type class, 590 IsSynchronized property of ArrayList object, 342 of BitArray class, 366 of Hashtable class, 373 of Queue class, 390 of SortedList object, 381 of Stack class, 393 IsSystem property, of WindowsIdentity object, 632 IsThreadPoolThread property of Thread class, 461 IsUnicodeClass property of Type class, 589 IsValueType property of Type class, 589 IsVirtual property of MethodInfo class, 592 IsVisible() method of Graphics class, 685 Item property of ArrayList object, 342 of BitArray class, 366 of Hashtable class, 373 of SortedList object, 382 of XmlNode class, 665 of XmlTextReader class, 671 Item Templates editor, 874, 874–875 ItemArray property of DataRow class, 778 iterating over collection, 350 iterator, for do...while loop, 85 IV property of TripleDESCroptoServiceProvider class, 639
 
 J jagged arrays, 320, 327–330 JapaneseCalendar class, 268 JIT (Just In Time) compiler, 9 JOIN keyword, 741 Join() method of String class, 241, 247–248 of Thread class, 462, 471–472 JulianCalendar class, 268 jump statements, 88–92 break statement, 88–89 continue statement, 89–90 goto statement, 90–92 Just In Time (JIT) compiler, 9
 
 K KeepAlive() method of GC class, 713 Kernighan, Brian, The C Programming Language, 4 Key property of TripleDESCroptoServiceProvider class, 639
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 958
 
 KEYBOARD • LOCKS, FOR THREAD MANAGEMENT
 
 keyboard reading single character, 41–42 reading string, 42–43 Keys property of Hashtable class, 371, 373 of SortedList object, 380, 382 KeySize property of TripleDESCroptoServiceProvider class, 639
 
 L label, for goto statement, 90 Label control (Web Form), 854, 857 Label control (Windows Form control), 830 adding to Visual Studio form, 822–824 languages, vs. cultures, 696 last-in, last-out (LIFO), 391 LastAccessTime property of DirectoryInfo class, 500 of FileInfo class, 496 LastChild property of XmlNode class, 665 LastIndexOf() method of Array class, 311, 315–316 of ArrayList object, 344, 346–347 of String class, 242 LastIndexOf() method of String class, 249–250 LastIndexOfAny() method of String class, 242, 250 LastWriteTime property of DirectoryInfo class, 500 of FileInfo class, 496 late binding, with reflection, 593–595 LCID property of CultureInfo class, 700 leap year, determining, 277 left-alignment of strings, 252 left-associative operators, 70 left outer join, 742 Left shift operator (					    
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