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 Introduction
 
 Computer Programming for Teens is an introduction to the topic of computer programming. The focus of the book is on the common elements of programming in any language. The book begins with understanding the computer as a machine, and then proceeds to help you develop an understanding of the data structures and control statements that allow you to program.
 
 What You’ll Find in This Book There is an exhaustive list of programming topics common to all languages. This book will introduce you to algorithms, loops, decisions, and data structures, like arrays, records, and matrices. It will also cover strings, objects, and pointer variables, as well as more advanced topics like searching, sorting, and recursion.
 
 Who This Book Is For This book is for teenagers and anyone interested in understanding the subject of programming from a general point of view. While other books focus on the minutiae of computer programming language grammar, this book attempts to focus on the bigger concepts in programming. So if you want to understand the fundamentals of programming, such as how to write loops and make decisions, you will ﬁnd this book useful.
 
 xvi
 
 Introduction
 
 How This Book Is Organized Computer Programming for Teens is organized into chapters, beginning with the most fundamental topics, like data storage, and progressing through decisions, loops, design, and complex data structures. Each chapter deals with one topic as a point of focus, and material is developed sequentially. n
 
 Chapter 1, ‘‘First Things First,’’ explains the basics of algorithms and how computers are able to process instructions.
 
 n
 
 Chapter 2, ‘‘Variables: The Holders of Information,’’ covers variables, the necessary holders of data. It examines the different kinds of data, how variables are classiﬁed according to the data they hold, and how data is assigned to a variable.
 
 n
 
 Chapter 3, ‘‘Everything You Ever Wanted to Know About Operators,’’ explains how mathematical operators can be used to process data.
 
 n
 
 Chapter 4, ‘‘Programming: It’s Now or Never,’’ introduces some short programs and covers how a program acquires data and displays data.
 
 n
 
 Chapter 5, ‘‘Design: It’s Best to Start Here,’’ covers the basic top-down design used in most programs.
 
 n
 
 Chapter 6, ‘‘True or False: The Basis for All Decisions,’’ examines how decisions are made by a computer and covers the if statement, which implements decisions.
 
 n
 
 Chapter 7, ‘‘Loops, or How to Spin Effectively!,’’ introduces the three main kinds of loops: for loops, while loops, and do loops.
 
 n
 
 Chapter 8, ‘‘Function Calls: That’s What It’s All About—Get Somebody Else to Do the Work,’’ explains what functions are and how they are called by the program to execute some particular task.
 
 n
 
 Chapter 9, ‘‘Using Functions in Graphics,’’ covers the basics of graphics and how functions are used in graphics.
 
 n
 
 Chapter 10, ‘‘Running Out of Holders? It’s Time for the Array,’’ introduces the array as a holder for groups of data that are similar in type.
 
 xvii
 
 xviii Introduction n
 
 Chapter 11, ‘‘All About Strings,’’ explains different functions used to manipulate strings.
 
 n
 
 Chapter 12, ‘‘The Matrix—Before the Movie,’’ explains what matrices are and how to assign data to them.
 
 n
 
 Chapter 13, ‘‘Debugging: More Important Than You Think,’’ explains what a bug is and then makes helpful suggestions for debugging a program.
 
 n
 
 Chapter 14, ‘‘But What If Things Are Different? Structures, Records, and Fields,’’ covers different data holders, like structures and records. These holders are used for groups of data that are not of the same type.
 
 n
 
 Chapter 15, ‘‘Objects and Classes: Being Organized Is Better Than Not,’’ introduces the object and the topic of object-oriented programming. Objects are also covered in the online appendixes.
 
 n
 
 Chapter 16, ‘‘Dealing with the Outside World: Files,’’ explains how ﬁles can communicate with programs. Files are read and written by programs. Files are useful for storing large amounts of data needed by a program.
 
 n
 
 Chapter 17, ‘‘Pointers: Who Is Looking at Whom?’’ introduces pointer variables, which shed light on the connection between memory and data storage.
 
 n
 
 Chapter 18, ‘‘Searching: Did You Find It Yet?’’ explains how to search for speciﬁc values. There are two main algorithms that accomplish this work.
 
 n
 
 Chapter 19, ‘‘Let’s Put Things in Order: Sorting,’’ introduces the topic of sorting, speciﬁcally the selection sort and merge sort.
 
 n
 
 Chapter 20, ‘‘Recursion: Calling Yourself Over and Over Again,’’ covers recursion, the process of designing a solution for a smaller case of the same problem and building on that solution to ﬁnd the answer to the original problem.
 
 Appendixes A, B, and C are dedicated to speciﬁc programming languages: HTML, C++, and Java. In Appendix D, you will ﬁnd an ASCII chart, and Appendix E
 
 Introduction
 
 includes exercises for the chapters, where appropriate. You can ﬁnd all the appendixes online at www.courseptr.com/downloads. On the CD-ROM you’ll ﬁnd examples of programs, as mentioned in speciﬁc chapters. While most chapters give accurate examples of code, the chapters dealing with strings and ﬁles are more general to avoid hardware-dependent considerations and more advanced topics that go beyond the scope of this book. If you wish to learn more about computer programming, java.sun.com is very useful for information on Java, while www.w3.org is a good reference point for HTML. There are several web sites devoted to C++, including www.cplusplus .com and others, which you can ﬁnd easily through an Internet search.
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 chapter 1
 
 First Things First
 
 In this chapter, we will look at the differences between hardware and software and deﬁne the principal parts of a computer. Since the computer is an electronic machine, all information it uses must be reduced to electronic states. These states are represented by binary digits (or bits) Changing sounds or images to pieces of data represented by bits is the process of digitization of information. Once information has been digitized, it can be fed into a computer and manipulated. Machine language operates with bits, while other languages need to be translated into machine language so the computer can execute their commands. You’ll learn about the algorithm, which is necessary in the design of solutions to problems and which programmers can code in any number of languages.
 
 In This Chapter n
 
 Important hardware components and software
 
 n
 
 The concept of digitization
 
 n
 
 Binary digits, bits, bytes
 
 n
 
 The computer, an electronic machine
 
 n
 
 Languages: high-level vs. low-level
 
 n
 
 A ﬁrst look at the algorithm and its relationship to programming 1
 
 2
 
 Chapter 1
 
 n
 
 First Things First
 
 Introduction Computer technology is all around us—not only on our personal computers, but also on ATM machines, fuel injection in cars, digital cameras, and telephone communications. None of this technology would be possible without computer programming. Programming provides instructions that tell the machine how to operate. In your personal computer, everything it does—from playing video games and music to typing simple documents in Microsoft Word—requires a set of instructions. This book will provide you with a basic knowledge of computer programming. It will tell you how to control the computer so that it can do something over and over again, make a decision, and store information in the right kind of holder, contingent on what that information looks like. These are just a few of the things you will learn. It is important to cover certain fundamentals before learning to program. The more you understand the machine and how it works, the easier it will be for you to grasp the concepts of programming.
 
 Hardware and Software A computer is usually hooked up to a printer, an external drive, and various other peripheral devices, such as scanners, modems, and so on. All the physical components of a computer make up its hardware. Think of the word ‘‘hardware’’ as describing those parts of a computer that are hard or can be touched. You can touch a printer, but you cannot touch programs that are running on a computer. Programs represent software. Any programs, whether they are commercial programs, games, word processing applications, or programs that make the computer itself operate, are all examples of software. Programs are sets of steps that tell a computer what to do. There are directions for everything that happens in the computer. For example, saving a ﬁle on the hard drive occurs because inside the computer a program is ‘‘telling’’ the computer to save a ﬁle rather than delete it. Saving a ﬁle, printing a ﬁle, or deleting it are just a few of the programs called system programs. They are also referred to as the operating system. These programs allow the computer to handle its basic operations: opening and closing ﬁles and saving or deleting ﬁles. Likewise, getting an application, such as Microsoft Word, to open up and start running is the task of the operating system.
 
 Hardware and Software
 
 Application programs are programs sold on the market, for example, WinZip, iTunes, Microsoft Ofﬁce, Adobe Acrobat, Skype, and so on. The word ‘‘application’’ refers to a set of programs ‘‘applied’’ to some real-life task to make it easier to do. Some of the earliest application programs—such as Microsoft Word, WordPerfect, and ClarisWorks—were created to facilitate typing long documents. Tip System software is the set of programs that enables the computer to store data, retrieve data, save files, delete files, and, generally, allow the computer to operate application programs.
 
 Let’s look at a list of the main parts of a computer: n
 
 Keyboard
 
 n
 
 Mouse
 
 n
 
 Printer
 
 n
 
 Hard drive
 
 n
 
 External drive
 
 n
 
 RAM (random access memory)
 
 n
 
 CPU (computer processing unit)
 
 The Keyboard, Mouse, and Printer The keyboard is used to communicate with the computer; so is the mouse. The keyboard is used for typed commands, while the mouse is used for ‘‘clicking’’ and interacting with the graphical user interface (GUI). The printer delivers on paper what’s on the screen.
 
 Hard Drive vs. External Drive The hard drive is the internal memory of a computer. Application programs are saved here, as are system ﬁles. Think of the hard drive as the permanent storage space a computer has. A house with a basement and an attic has much more storage area than an apartment with only closets for storage. Computers with a large hard drive, for example, 500 gigabytes (GB), are in demand because of their capacity to save very large applications. Metrowerks CodeWarrior, for example,
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 needs at least 300 megabytes (MB) of storage space. Devices known as solid state drives can provide more portable hard memory using ﬂash technology. An external drive is used to expand storage capacity outside of the computer itself. As recently as the early 1990s, many personal computers had little memory in the hard drive, necessitating storage outside of the computer. Memory needed for application programs at that time was not what it is today. Although internal hard drive capacities are much greater today than in the past, there are still many uses for external drives, such as ﬂash drives for storing pictures, video clips, and so on.
 
 RAM: Random Access Memory The RAM is really the workspace for the computer. Think of the RAM as a large table onto which you place many different things. If you have only a small workspace, you can’t open too many things at once because they won’t ﬁt on the table. For example, if your operating system uses 128 MB, while Microsoft Ofﬁce uses 256 MB and Adobe Acrobat uses 128 MB, you could have both applications open at the same time as the operating system (a total of 512 MB) if your computer has 1 GB of RAM. Now if you run a game, such as Master of Defense, you’ll need another 128 MB just for that application. (Compare that with Battleground, which requires 512 MB!) Again, running the operating system alone with that game brings your total to 642 MB; and that’s why you want a computer with a good size RAM, like 1 GB, if you usually play such games. Opening several applications at once and not running out of memory is desirable. RAM is temporary memory and is lost once the computer is turned off. The term volatile is used to describe this memory, since anything not saved will be lost in a sudden, abrupt fashion. For example, when a plug is suddenly pulled on a machine or if you have to reset your computer for some reason, everything in the RAM will be lost. Fortunately, there is always a ‘‘backup plan’’ for storage on a computer and this is called a swap ﬁle. The swap ﬁle is memory taken from the hard disk space as well as from the RAM in case of an emergency. It is used only in the event that the RAM becomes exhausted and some emergency storage is needed.
 
 ROM: Read-Only Memory ROM, or read-only memory, is memory that’s not lost when the machine is turned off. Certain instructions for the computer are permanently etched onto a
 
 Hardware and Software
 
 chip at the time the computer is manufactured. Thus ROM is permanent memory and is never lost.
 
 CPU: Central Processing Unit The main part of the computer is the central processing unit, or CPU. This is where the computer stores, processes, and retrieves data. The CPU manages all the functions of the computer, including processing data—manipulating data by sending it from one place to another or by performing some math on the data. The CPU contains the arithmetic/logic unit, or ALU, and the control unit of a computer. The CPU is found within the system unit and should not be confused with it. The system unit houses the internal pieces of the computer like the motherboard, the internal memory, and so on.
 
 The ALU: Arithmetic/Logic Unit The ALU affects programmers the most. When you write a program for a computer, its ALU will be called into use to perform some math (the arithmetic part) or to evaluate a decision (the logic part) by the programmer. That’s why we need the arithmetic/logic unit. The logic portion is the part of the unit that can handle decisions. Most interesting programs need the ability to make a decision.
 
 The Control Unit The control unit of the CPU is used to regulate program ﬂow. This unit executes statements in sequence and will only repeat steps or skip steps if programmed to do so. If you write a program putting a number like 5 into a holder called x and decide to increase the value of x from 5 to 7, the ALU will be used to do this task. If you want to print the message ‘‘I have had enough!’’ 250 times on a computer screen, then the control unit will have to do work because the programmer is asking the computer to do something over and over. Thus the programmer controls how long or how many times the computer does something; in this case, printing a message 250 times. I mentioned earlier that the computer can store, process, and retrieve data, and the CPU will handle that work.
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 Digitization: Using Numbers to Represent Information To understand how the computer does what it does, you can examine a situation in the real world to see how numbers can be used to give information about that situation. Imagine four towns, roughly equidistant, as shown in Figure 1.1. A bad snowstorm has closed some of the roads between these towns while others are still open.
 
 Figure 1.1
 
 Between Mapleville and Glaston the roads are closed, as are the roads between Whittier and Mapleville. The roads between Glaston and Berkeley are open, and the roads between Berkeley and Whittier are open. If the number one (1) represents the roads being open, and the number zero (0) represents the roads being closed, then the picture can be redrawn to look like Figure 1.2.
 
 Figure 1.2
 
 Now you can describe the road situation using numbers: From
 
 To
 
 Road Situation
 
 Mapleville Glaston Berkeley Whittier
 
 Glaston Berkeley Whittier Mapleville
 
 closed open open closed
 
 Number Description 0 1 1 0
 
 Digitization: Using Numbers to Represent Information
 
 The use of zeros and ones to describe a situation is a way of digitizing it. What was described with English words, like open and closed, has now been described by the numbers zero and one. These two digits are called binary digits—the word ‘‘binary’’ implying there are only two of them, speciﬁcally zero and one. The term bits is formed from the boldfaced letters of the two words ‘‘binary digits.’’ Now let’s expand on the situation of the roads. What if someone from a nearby town inquires, ‘‘Can I get from Mapleville to Glaston and from Glaston to Berkeley?’’ (The towns surround a mountain range, which prevents driving directly from one town to the other.) The answer would be, ‘‘No, but you could go from Glaston to Berkeley.’’ MAPLEVILLE
 
 ? closed
 
 GLASTON
 
 ? open
 
 BERKELEY
 
 If we digitized the answer, it would look like this: MAPLEVILLE
 
 ? 0
 
 ? 1
 
 GLASTON
 
 BERKELEY
 
 If we dropped all English words, the answer would be the two bits: 0
 
 1
 
 For the next question, someone asks, ‘‘Can I go from Whittier to Glaston via Berkeley?’’ The answer would be yes, since the road from Whittier to Berkeley is open, as is the road from Berkeley to Glaston.’’ WHITTIER
 
 ? open
 
 BERKELEY
 
 ? GLASTON open
 
 Now we digitize the answer: 1
 
 1
 
 7
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 The ﬁrst 1 represents that the road is open from Whittier to Berkeley, and the second 1 represents the road being open from Berkeley to Glaston. Now look at an expanded map of the area, shown in Figure 1.3, this time adding the names of smaller towns between the larger towns.
 
 Figure 1.3 From
 
 To
 
 Road Situation
 
 Mapleville Furleigh Glaston Crantz Berkeley Rosswood Whittier Jackson
 
 Furleigh Glaston Crantz Berkeley Rosswood Whittier Jackson Mapleville
 
 closed open open open open closed closed closed
 
 Digit Description 0 1 1 1 1 0 0 0
 
 A description of the road situation from Mapleville to Berkeley via Glaston would look like the following: MAPLEVILLE
 
 ? closed 0
 
 FURLEIGH
 
 ? open 1
 
 GLASTON
 
 ? open 1
 
 CRANTZ
 
 or just the four bits: 0
 
 1
 
 1
 
 1
 
 ? open 1
 
 BERKELEY
 
 The Computer: An Electronic Machine
 
 If you wanted to describe the road situations starting at Mapleville and going through Furleigh, Glaston, Crantz, Berkeley, Rosswood, Whittier, Jackson and back to Mapleville, you would be looking at these bits: 0 bit
 
 1 bit
 
 1 bit
 
 1 1 bit bit one byte
 
 0 bit
 
 0 bit
 
 0 bit
 
 Any sequence of 8 bits is called a byte. So the sequence we just used is a byte of information. Binary digits, or bits, can be used to describe many situations in the real world aside from the road conditions mentioned. When these numbers or digits are used to represent a particular situation or bit of information, we have digitized information. What other examples are there of digitization? We digitize photos when we scan them—all the colors used to create images that we recognize are represented digitally. The music you hear on a CD has been digitized because musical notes can be associated with numbers as well. A password for a person using a bankcard at an ATM can be digitized. In Chapter 2, I will discuss how letters and words are digitized. Note Digitizing information means using numbers to represent something other than a number. We digitize sound, color, and even images. Once digitized, they can be handled by a machine that can recognize these two integers: 1 and 0.
 
 The Computer: An Electronic Machine In order to be a good programmer, it is important to start with some of the fundamentals of how the computer operates. You must understand what kind of machine you’re using and why it can do what it does. The computer is an electronic machine. Thus it needs electricity to operate. The electricity comes from batteries or a plug in a wall and travels through elaborate circuitry etched onto highly sensitive material (like silicon) on a chip.
 
 Electricity: On or Off By manipulating electricity through the circuitry on a chip, we can go back and forth between two states: electricity ﬂowing and electricity stopped.
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 If we assign the zero bit (0) to the stopped state and the one bit (1) to the ﬂowing state, these bits can be connected to the internal workings of the machine. The machine’s capacity for manipulating electronic states is used to create a language of zeros and ones called machine language. It is called machine language because it is the elementary language of the machine. Without getting bogged down in the details, the computer expresses all information with these bits and bytes of machine language.
 
 Computer Languages Languages are used in everyday life for communication. All of us speak a native language and, depending on how much we read or write, we can develop a deep understanding of that language. The important thing about language is that you use it effectively to communicate your intentions, needs, wishes, or feelings. Computer languages are similar to spoken languages in that you must use them very precisely so that you are not misunderstood by the computer. Each language has its own grammar, or syntax, which must be followed for the computer to understand that language. Consider these examples from spoken languages: English: Hello, how are you? French: Bonjour! C¸a va bien? German: Guten tag. Wie geht’s? Japanese: Konnichi wa. O genki desu ka? All of these examples mean the same thing: each sentence has a greeting followed by a question asking how you are. But each example is a completely different group of words. Unless you know these languages, you would not know that each means the same thing. Computer languages are similar in that there are basic tasks that any computer language must do for a programmer. The programmer just has to learn to ‘‘speak’’ the language. One advantage of a computer language over a spoken language is that is does not take that long to become ﬂuent in a computer language! Many programmers learn several languages during their careers.
 
 Computer Languages
 
 Now read these examples from some computer languages: BASIC
 
 if (x > 5) print "greater."
 
 Pascal
 
 if x > 5 then writeln (greater.);
 
 C++
 
 if (x > 5) cout 5) System.out.println ("greater.");
 
 All of these statements accomplish the same task: if the contents in the variable called x is greater than the number 5, then we will print a message on the computer screen—the word ‘‘greater.’’
 
 Levels of Language: High and Low All programming languages need to be translated into machine language, the native language of the computer. Machine language is comprised of binary code and therefore is extremely tedious to read and understand. Since the computer can only execute commands that have been written in its native machine language, other languages must be translated into machine language before being understood by the computer. There are two levels of language among programming languages: high-level languages and low-level languages. High-Level Languages
 
 High-level languages are languages that are ‘‘high’’ above the language of the computer—its machine language—the language it ‘‘understands’’ most naturally. High-level languages are removed from the reality of how computers process data—that is, in terms of bits. They are as removed from machine language as a king or queen is removed from the everyday worries of life—like making money, paying bills, and so on. Machine language is made of all binary digits, but high-level languages use English words to give directions to the computer. In order to understand the phrase high-level, consider ﬁrst the following analogies. Let’s say you want to have a party for over 100 people. A ‘‘high-level’’ party giver would simply pick a date for the party, invite friends via e-mail or the telephone, and then the party would take place. A ‘‘low-level’’ party giver would have to handle all the details, that is renting a place, hiring a caterer, a band, and so forth. The party would not just ‘‘happen.’’ You would have to deal with all the details, which the well-heeled ‘‘high-level’’ party giver can ignore.
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 Suppose you need to get your car ﬁxed. A ‘‘high-level’’ approach to repair would be to bring the car to the repair shop and pick it up when the work is done. A ‘‘low-level’’ approach would be to lift the hood yourself and examine the parts, looking for the problem. Once the problem part was found, you would have to repair it yourself and then close the hood. These analogies apply to programmers as well. The high-level language programmer doesn’t need to know anything about how the computer itself goes about its work. He states a problem at a higher level without being involved in the nitty-gritty of how the computer performs its tasks. For this reason, high-level languages use commands that relate directly to the problem being programmed as opposed to the internal workings of the machine. Programs written in high-level languages run more slowly on the computer because these languages need to be translated into machine language. Languages are deﬁned in terms of their proximity to machine language: the higher the level, the more translation required before the program can be executed by the machine. Programs written in a high-level language require fewer lines of code than those written in a low-level language. It’s much easier to say ‘‘let’s give a party’’ or ‘‘ﬁx the car’’ than say ‘‘call the caterer, order the food, rent the hall, and so on.’’ Pascal, Cobol, Fortran, BASIC, C, Cþþ, Perl, and Java are some examples of high-level languages. Note Computers ‘‘understand’’ machine language, which is generated from the electronic states determined by the current and circuitry of the machine.
 
 Low-Level Languages
 
 Low-level languages are just above machine language level. As such, they do not undergo as much translation as the high-level languages. They are, however, more difﬁcult to understand because they rely on a greater understanding of the internal workings of the machine. Assembly languages are low-level languages. To a BASIC programmer, C might be considered a low-level language, since it allows the programmer to have more control at a lower level than the BASIC programmer.
 
 Language Helpers: Translators Translators break down high-level and low-level language code into machine language understood by the particular processor in the CPU. There are two kinds of translators: interpreters and compilers.
 
 The Algorithm: The Basis for All Designs to Solutions of Programming Problems
 
 Interpreters and Compilers
 
 Translators can work in two different ways: as interpreters or compilers. Interpreters will translate one line of code at a time and generate error messages immediately. Compilers translate an entire ﬁle of code all at once, rather than line by line. The compiler will not generate error messages until all code has been translated. The original ﬁle or program that the programmer writes is called source code. Object code is the result of translation and is the machine language version of the original ﬁle. Cþþ is an example of a compiled language, while BASIC is an interpreted one. Note Translators change high-level language or low-level language into machine language that is readily understood by the computer’s processor.
 
 The Algorithm: The Basis for All Designs to Solutions of Programming Problems We are almost ready to begin the subject of programming—taking problems in the real world and writing them in a language that the computer can ‘‘understand’’ or execute. Before you get to the stage of programming your problems, you must design a suitable way of solving problems. An algorithm is a set of steps for solving a problem. These steps may repeat and may involve some decisions, such as a choice of two or more things. Consider the following example of an algorithm for buying a ticket to a movie. 1. Go to the theatre. 2. Walk to the ticket counter. 3. Select a movie. 4. Pay the price. 5. Receive the ticket. What about an algorithm for ﬁnding the smallest number among three numbers? 1. Compare the ﬁrst number with the second number. 2. Discard the bigger number from step 1.
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 3. Compare the third number with the number that’s left. 4. Discard the bigger number from step 3. 5. Whatever number is left is the smallest of all three.
 
 The Three Parts of Any Algorithm An algorithm has three parts: 1. The steps are ﬁnite (i.e., they do not go on forever). 2. Steps may be repeated. 3. Steps may involve decision making. Tip Each step of an algorithm should follow the step before. If necessary, repeat some of the steps and skip others if a decision calls for that action.
 
 Examples of Algorithms in the Real World Some examples of other algorithms follow. Buying Fries at Burger King
 
 1. Select the size of fries that you want. 2. Take out enough money to pay for them. 3. Hand over the money. 4. Receive change if necessary. 5. Take fries with you. Dialing a Friend Who Lives Locally
 
 1. Pick up receiver. 2. Dial seven digits. 3. Wait for friend’s voice.
 
 Programming
 
 Programming a VCR’s Timer to Tape a Show
 
 1. Select menu button on remote control. 2. Select program menu from the given menu. 3. Complete table information about program’s start time, ﬁnish time, channel, and speed of programming. 4. Press menu button on remote control. 5. Press power button of VCR. 6. Check for red light on VCR.
 
 Programming Now we are ready to discuss the subject of programming—taking a problem or task and designing an algorithm to handle this task, then using a programming language to express that algorithm so the computer will be able to execute that code. Most people think of programming as being just about code—the lines of symbols and words that all of us have seen if we have ever opened a book on programming. It is more than code, however; it is a way of thinking about a problem and designing a solution that can then be written in a programming language. Look at this short Cþþ program that prints the message ‘‘Could you please say that again?’’ 250 times on the machine. # include # include <string.h> int main () { int x; string first_phrase; first_phrase = "Could you please say that again?"; for (x = 0; x < 250; xþþ) { cout a >> b >> c ;//three vars. are assigned
 
 Note Any input from the user will first travel to the cin stream. You need the extraction operator, >>. If there is more than one number or word of input, put the extraction operator before each variable. You need a variable for each value and the variable should have the same type as the expected value. Tip As the user types at the keyboard, she may make a mistake and need to backspace or delete. Her data will only become finalized after she presses the Enter or Return key-------then the data goes to the input stream.
 
 Summary In this chapter, you learned that variables are the holders of data. Different types of variables were introduced: integer, real, character, and string. Next the topic of declaration, or how a variable is ﬁrst introduced in a program, was covered. If a variable is not introduced, the computer will not know what the variable’s role in the program is. Furthermore, the computer will not know how much memory to set aside for that variable. Programs consist of statements, which proceed in sequence like the algorithms mentioned earlier. Statements are like sentences, which have punctuation to show that they have terminated. Most computer statements end in a semicolon. Each computer statement has its own grammar, or syntax, which must be followed rigorously. Finally, the topic of assigning variables and who does that assignment, the programmer or the user, was discussed. If the programmer assigns the variables, we expect to see an assignment symbol surrounded by variables on one side and variables or values on the other side. If the user assigns the variables, the user will type values at the keyboard. These values will be sent to an input stream. Variables are assigned values that come from this stream. This is how the user can assign values to variables.
 
 chapter 3
 
 Everything You Ever Wanted to Know About Operators Now that you have learned to store values in variables, what can you do with those variables? Most programs involve some form of computation: computing the balance in a checking account, comparing an identiﬁcation number with an existing one to see if it is the same, updating the information on an individual’s age stored in a data ﬁle. In order to perform any kind of computation, we must ﬁrst understand something about manipulating values within a computer language environment. Chapter 2 was all about how to put values into variables. Now that you have those values inside of variables, you’ll want to start performing computations on those values. Operators allow you to do that.
 
 In This Chapter n
 
 Operators deﬁned
 
 n
 
 PEMDAS (Please Excuse My Dear Aunt Sally)
 
 n
 
 Binary and unary operators
 
 n
 
 Arithmetic operators
 
 n
 
 Relational operators
 
 n
 
 Logic operators
 
 n
 
 Mod operator 39
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 What Are Operators Anyway? Operators are the names for the actions that we perform on numbers. What usually come to mind are the actions of addition (þ), subtraction (), multiplication (*), and division (/). Each of these symbols are examples of operators because they act on the numbers around them to generate an answer. Following are some examples: 5þ6 13 * 5 12/2
 
 Produces the answer 11 Produces the answer 65 Produces the answer 6
 
 Not all operators are like the þ, –, *, and / operators. Some operators are more subtle—they produce answers that are not numbers but true or false answers. The examples that follow use the less than () operators: 15 < 37 15 is less than 37 Produces the answer true 14 is greater than 100 14 > 100 Produces the answer false
 
 We get an answer, but it is not a number. It is a true or false answer. The reason to use operators, namely þ, –, * (multiplication), and / (division), is to enhance the ability of the machine to carry out simple tasks that involve some computation (e.g., computing the interest in a savings account, ﬁnding the average of a set of test scores, calculating the cost of an item that has been discounted, or determining whether someone’s checking account balance is greater than the amount written on a check). If you want to control this machine, it will be necessary to understand how computations, which involve operators, are performed. The easiest thing to do will be to understand the order of operations that already exists in the real world, namely those used in arithmetic and algebra.
 
 The Order of Operations Not all operators are the same. Some are more important than others in the sense that they are given priority over another operator. Here we use the term precedence. The precedence of one operator over another means that one operator ranks higher than another: it has greater precedence. If you use more than one
 
 The Order of Operations
 
 operator in a programming statement, you will need to understand the precedence of your operators so that you get the desired result from any computations you wish the computer to perform. The operator with the highest rank/priority will be executed ﬁrst by the computer. Then any other operators in the statement will be executed in the appropriate ranking order. If we write an addition or subtraction operator and a multiplication or division operator in the same expression, the multiplication/ division operator will be given precedence: that means that it will be executed ﬁrst before the addition/subtraction operator. Let’s look at the following examples where each operator has a number beneath it to indicate the order in which its operation is performed.
 
 Examples 3þ2*5 In the preceding example, the multiplication is the ranking operation so 2 * 5 will be executed ﬁrst—it is given precedence. Once performed (2 * 5 ¼ 10), then the addition operator is activated (3 þ 10), and the answer is 13. Here is another example: Ranking operators 4 Becomes
 
 24
 
 Which then becomes
 
 1st + * + --+ 21
 
 6
 
 2nd + ---
 
 3
 
 3
 
 In this example, 4 * 6 is computed ﬁrst. Next, 3 is subtracted from 24 to give 21. Ranking operators 8 Becomes Which then becomes
 
 4
 
 1st + / + --+
 
 2
 
 2nd + ---
 
 5
 
 5
 
 1
 
 In this example, 8/2 is computed ﬁrst. Next, 5 is subtracted from 4 to give 1.
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 PEMDAS (Please Excuse My Dear Aunt Sally) Although the above phrase is perhaps a little outdated, it continues to serve its purpose well—namely to give instruction regarding the precedence of the operators. The acronym, PEMDAS, refers to the following: parentheses, exponents, multiplication, division, addition, and subtraction. These operators should be executed in the order they appear in the acronym. So parentheses are ﬁrst, followed by exponents, then multiplication and division follow—with addition and subtraction last. In the previous examples, the multiplication and division operators always precede the addition and subtraction operators. Division and multiplication have equal precedence, and they both rank higher than addition and subtraction. Likewise, addition and subtraction have equal precedence, and they both rank lower than multiplication and division.
 
 Parentheses Still Rule Parentheses are perhaps the most interesting operator because they tell the computer that what appears inside of them should be given precedence over all other operators—that is, they should be executed ﬁrst. Examples
 
 Becomes
 
 8 (5 þ 2) -- 7 2nd 1st 3rd 8 (7) -- 7 56 -- 7 49
 
 Because the parentheses are present, (5 þ 2) is executed ﬁrst. Next, 8 is multiplied by 7 to give 56. Then 7 is subtracted from 56 to give 49.
 
 Becomes
 
 15 þ 3 (2 -- 5) * 6 4th 2nd 1st 3rd 15 þ 3 (--3) * 6 15 þ --9 * 6 15 þ --54 --39
 
 Operators: Are They Binary or Unary? Note Remember that when the same operator appears more than once in a programming statement, each of those operators will be executed in order from left to right.
 
 Operators: Are They Binary or Unary? Operators can be classiﬁed according to the number of operands required by the operator. An operand is a number on which an action is being performed. In the example 2 þ 2, the 2s are the operands because the operation of addition is being performed on them. As you will see in the examples that follow, almost all operators require two operands. Any of our arithmetic operations, like addition, subtraction, multiplication, and division, are binary operations because they require two numbers to add, subtract, multiply, or divide. (Recall that binary means two.)
 
 Binary Operators Binary operators are operators that require two operands, one on either side of the operator. The two operands are needed for the operator to function properly. Most of the operators you will encounter will be binary operators. Examples
 
 6þ7 The þ sign needs two operands, the 6 and 7, to work on. 3*8 The * sign works on both the 3 and 8 on either side of it. 6 – 18 The – sign allows the 18 to be subtracted from the 6. sum ¼ 24 The ¼ sign allows the value 24 to be stored into sum. It needs a variable on the left-hand side and either a number or a variable (containing a number) on the right-hand side.
 
 Unary Operators Unary operators are operators that require only one operand to function properly. The negative sign (–) can be an example of a unary operator. For example, if
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 we put a negative sign in front of a number (5), it makes it negative (–5). If we put a negative sign in front of an already negative number, it will make it positive: – ( – 6) becomes 6. We can also put a negative sign in front of a variable to change whatever is inside the variable. Consider this example: X ¼ 15 Y ¼ –X Now Y contains 15 because X’s contents were negated before Y was assigned the value inside X. Examples of Unary and Binary Operators
 
 Unary 4 The only operand is the 4. The result is the number 4. Binary 3þ2 There are two operands: 3 and 2. Unary and Binary  ( 8 þ 7) The þ is a binary operator. Its operands are 8 and 7. The unary operator is the negative sign. Its operand is the 15 that results from executing 8 þ 7 ﬁrst. Remember the assignment symbol (¼) from the last chapter? The assignment symbol is a binary operator because it always takes two operands: the variable to be assigned as the left operand and the value it is given as a right operand. Some examples: a ¼ 15; b ¼ –34; m ¼ b;
 
 Tip Most calculators will distinguish between the subtraction operator (a binary operator) and the negative sign (a unary operator).
 
 Arithmetic Operators
 
 Arithmetic Operators Every computer language will use the arithmetic operators to perform simple calculations. These operators are readily recognized as the same as those on a calculator, except perhaps, for the multiplication symbol (*). þ
 
 The addition sign
 
 –
 
 The negative sign or the subtraction sign, depending on how it is used
 
 *
 
 The multiplication sign
 
 /
 
 The division sign
 
 Division: a Special Case Except for the division sign, the other operators perform as they do in arithmetic. The division operator performs according to the type of the operands, those numbers used on either side of its operator. See Figure 3.1.
 
 Figure 3.1 Two division problems, A and B, and their results are shown. If integers are used exclusively, as in problem B, an integer will be produced.
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 Division works just as you would expect, except when integers alone are used with the division sign. If the division symbol is used with two integers, only an integer will be produced and any fractional part will be dropped.
 
 Examples 6/4 produces 1 instead of 1.5 (0.5 is thrown away) 8/4 produces 2 143/7 produces 20 (0.429 is thrown away)
 
 Examples with Variables a ¼ 14; b ¼ 12; c ¼ a/b;
 
 (c is 1) answer ¼ 67; sum ¼ 23; new_answer ¼ answer/sum; (new_answer is 2)
 
 Caution Always notice which types you are using around a division symbol. The division symbol ‘‘recognizes’’ its operands and performs accordingly. Either the fractional part is dropped (with integers) or it is retained (with all others).
 
 The Relational Operators Another group of operators is very useful because operators allow values to be compared to other values. When you compare one value to another, you are interested in knowing whether one value is greater than, less than, or equal to another value. The result of using a relational operator with its operands is a true/ false answer rather than an arithmetic answer. The ﬁrst relational operators that we will use are as follows: ¼, ¼¼. The last operator deserves some mention. The double equal symbol is used to emphasize that this is not the assignment operator from Chapter 2 (¼) but the relational operator, meaning equivalent to.
 
 The Relational Operators
 
 Examples Operation
 
 Result
 
 15 < 16
 
 True
 
 15 is less than 16 13 > 100
 
 False
 
 13 is greater than 100 25 ¼¼ 25
 
 True
 
 25 is equal to 25 35 ¼¼ 4
 
 False
 
 35 is equal to 4
 
 In addition to the < (less than), > (greater than), and ¼¼ (equal to) operators, there are the additional ¼ (greater than or equal to) operators. Operation
 
 Result
 
 57 ¼ 12.5
 
 12.5 is greater than or equal to 12.5 False
 
 26 24
 
 and
 
 x < 30
 
 Real-world example: You rake the leaves or you wash the ﬂoor Programming example: y is less than 0 or y is greater than 100 y 100
 
 Recall that if both tasks are done (in the case of the and operator), then permission is granted or access given, and so forth. In the programming example, a
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 relational expression will appear on both sides of the operator. Depending on whether one or both of these expressions are true, the result will be true or false. The logic operators are these words: and and or. Like any binary operators, they must have an operand on either side. The operand on each side must be an expression that has a true or false value: so far, only the relational expression gives such a value. Arithmetic expressions yield numbers and are not acceptable as operands for the logic operators. Consider this example: 5 þ 9 and 6 – 3 does not make sense in a computer language. However, 5 þ 9 ¼¼ 14 and 6 – 3 !¼ 4 are true statements and can be written in any programming language. When you evaluate a logic expression, keep in mind two things: once there is a false expression on one side of an and operator, the whole statement is false. Once there is a true expression on one side of the or operator, the whole statement is true. Examples with Variables sum
 
 > 12 or sum < 0
 
 What will be the result if sum contains 14? What will be the result if sum contains 25? What will be the result if sum contains 12? In the ﬁrst example, 14 > 12, so we have one true result in an or statement. Therefore the entire statement is true regardless of the second relational expression’s result. In the second example, 25 is not > 12 but 25 < 0 so a false or true result is overall true. In the last example, 12 is not > 12 and 12 is not < 0 so false or false produces false. Example answer
 
 > 5 and answer < 20
 
 What will be the result if answer contains 10? What will be the result if answer contains 65? What will be the result if answer contains 28? In the ﬁrst example, 10 > 5 and 10 < 20, so we have a true result on either side of the and. Therefore the entire statement is true. In the second example, 65 is not
 
 A Special Logic Operator: The Not Operator
 
 > 5 although 65 is < 20, but the entire statement is false because we have a false on one side of the and. In the last example, 28 is > 12 but 28 is not < 20, so true and false produces false. Tip The logic operator and has to have all relational expressions around it to be true for it to generate an overall true answer. The logic operator or needs only one of its operands to be true to generate an overall true answer. Note The and operator is usually the word and or double ampersands: &&. The or operator is the word or, or it is represented symbolically as two vertical bars: ||.
 
 Examples x > 3 and x < 10 y > 100 or y < 0
 
 is the same as is the same as
 
 x < 3 && x < 10 y > 100 || y < 0
 
 A Special Logic Operator: The Not Operator Our last logic operator is the word not. What does a not operator do? In order to understand the not operator, let’s look at an example from the real world. Imagine that you have a very contrary friend (lucky you!). Everything you say, she changes. Let’s look at some of your conversations. You: That movie was great! Her: No, it was horrible! You: I liked the opening scene. Her: No, you didn’t. You said it was lame. You: I didn’t like the ending, however. Her: Yes, you did. You were laughing all during it. After a series of conversations like these, you might want to avoid your friend for a while. Your friend behaves like the not operator. Everything that you have said gets changed, logically. If you said you liked something, the not operator (your friend) will say you didn’t like it. If you say you didn’t like something, the not operator (your friend) will say you liked it by altering what you said to its logical opposite. Let’s take a few sentences and apply the not operator to them, and then
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 see what that does to the meaning of those statements. Notice that the not operator precedes the statement that will be altered. Operator
 
 Statement
 
 Resulting Statement
 
 not not not
 
 (It’s raining outside.) (I have no homework.) (I disliked the movie Gladiator)
 
 It’s not raining outside. I have homework! I liked the movie Gladiator.
 
 The not in front of each of these statements changes the logic of whatever it is applied to. It changes every statement or expression it operates on. It is a unary operator because it only needs one operand on which to work. In the next set of examples, we will look at a resulting statement and determine how a not statement was used to create it. Resulting Statement
 
 not
 
 Original Statement
 
 I love the summer. He reads a lot. She did not write a letter.
 
 not not not
 
 (I don’t like summer.) (He doesn’t read much.) (She did write a letter.)
 
 Tip The not operator could be the word not or the exclamation point (!).
 
 Examples not (x < 3) not (y > 100)
 
 is the same as is the same as
 
 ! (x < 3) ! (y > 100)
 
 Caution The not operator does not always produce a negative statement; it produces the opposite of its operand.
 
 Consider these examples with variables. In each example, a variable is ﬁrst assigned a value and then a not expression is used. Follow each example to see what the result is for each.
 
 A Special Logic Operator: The Not Operator
 
 Expression
 
 Result
 
 sum ¼ 14; ! (sum > 12) 14 > 12
 
 + true not true
 
 false
 
 Because 14 is greater than 12, the original statement (sum > 12) is true. However, the use of the not operator on the result, true, has the effect of changing the overall expression to the value, false. To be not true is to be false. answer ¼ 60; ! (answer >¼ 78) 60 >¼ 78
 
 + false not false
 
 true
 
 In this example, the original statement, ‘‘negative 60 is greater than or equal to 78,’’ is false. By using the not operator, however, the value of the entire expression becomes true. To be not false is to be true. ﬁrst_ans ¼ 0;
 
 ! (ﬁrst_ans ¼¼ 0) 0 ¼¼ 0
 
 + true not true
 
 false
 
 In this example, the relational expression inside the parentheses is done ﬁrst. Since 0 is equal to 0, the relational expression is true. After that, the not operator changes the value true to false. The not operator is always used with parentheses, as you have seen in the previous examples. Why is this so? It is important to group together what is being altered. By using parentheses around the expression, the computer is being instructed to ﬁnd the value of the expression in parentheses (PEMDAS) ﬁrst,
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 before altering the value by applying the not operator. In the following examples, we will use two relational expressions with a logic operator outside the parentheses. See how these work. Expression
 
 Result
 
 y ¼ 36; ! (14.5 < y || y > 39) 14.5 < 36 || 36 > 39
 
 (true or false ) + true not true
 
 false
 
 Since parentheses are to be done ﬁrst, we evaluate the relational expressions within. The ﬁrst relational expression (14.5 < 36) is true and the second (36 > 39) is false. Because the operator or is used between them, true or false gives us the value true. (Notice that we wait to use the not operator because we are still inside of the parentheses.) In the last step, the not operator changes the value from true to false. val ¼ 35; ! (val > 23 && 35 > 23
 
 val < 30)
 
 && 35 < 30
 
 (true and false) + false not false
 
 true
 
 Again, we evaluate what is inside the parentheses ﬁrst. The ﬁrst relational expression (35 > 23) is true and the second relational expression (35 < 30) is false. However, since the operator and is used between them, true and false yields false. The last step with the not operator produces true because not false is true.
 
 A Powerful Operator for Any Computer Language: Mod In addition to each of the arithmetic operators already mentioned, most languages provide an additional operator in division. It is called the mod operator, short for modulus in Latin, or remainder. In order to understand what it does, let us revisit
 
 A Powerful Operator for Any Computer Language: Mod
 
 division between two integers. The mod operator, when used between two operands, produces the remainder of a long division problem between the two integer operands. The mod operator is usually represented by the percent (%) symbol or the word mod. In the next section, I will show you how it is used in programming. 28 172 1943 18
 
 mod mod mod mod
 
 14 35 7 17
 
 is is is is
 
 0 32 4 1
 
 because there is no remainder. because 172 7 35 ¼ 4 with a remainder of 32. because 1943 7 7 ¼ 277 with a remainder of 4. because 18 7 17 ¼ 1 with a remainder of 1.
 
 In each case, the number to be divided is of greater value than the one it is being divided by (the divisor)—for example, 1943 is being divided by 7. In all of these cases, there has to be a remainder (even when it is 0). See Figure 3.2. Now consider some interesting examples where the divisor, the number by which you divide, is greater than the dividend, the number under the long division symbol. Also notice what happens when you use negatives with the mod operator.
 
 Figure 3.2 Each equation is a long division problem where the remainder is what you get after you complete the last subtraction in long division.
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 38 mod 47 is 38 Remember that the mod operator produces the remainder, so 38 7 47 ¼ 0 with a remainder of 38. 14 mod 5 is 4 When we divide 14 by 5 we get 2 with a remainder of 4. 32 mod 6 is 2 We see that 32 divided by 6 is 5 with a remainder that is negative (2). Caution It is very easy to make mistakes with the mod using negatives. The answers you get always come from the arithmetic of a long division problem---not the rules from algebra regarding negatives and positives.
 
 If you ever have an example using the mod operator, and you do not understand why the answer is negative, revisit a long division problem to see how the negative answer is generated. See Figure 3.3. Caution The mod operator is used only between two integers. It is not designed for use with real numbers (numbers with decimals, and so forth). An error results from trying to use the mod operator with anything other than integers.
 
 Figure 3.3 In each example, the long division shows the remainder that is produced. When using the mod operator and a negative integer, note whether the remainder is positive or negative.
 
 Summary
 
 How Is the Mod Operator Used in Programming? This operator can be used in very interesting ways. By being able to tell whether there is a remainder from doing a division problem between two numbers, you can tell whether one number ﬁts exactly into another number. Why would this be useful? Look at these questions, which the mod operator can answer if used appropriately. 1. Do we have a divisor of another number? Is 35 a divisor of 70? Yes, since 70 % 35 is 0. If the result of using the mod operator between two integers is zero, then the right-hand operand (35) is a divisor of the left-hand operand (70). So 35 is a divisor of 70 because it ﬁts perfectly into it with no remainder (i.e., zero remainder). 2. Do we have an even number? An even number is a number divisible by 2. Let’s say that you have an unknown number contained in the variable x. If x % 2 is 0, then x is an even number. Some examples: 46 % 2 is 0, 8 % 2 is 0. 3. Do we have an odd number? Similarly, if an unknown number contained in y is used in a mod statement, you can determine whether y is an odd number. If y % 2 is 1, then you have an odd number. Some examples: 13 % 2 is 1, 25 % 2 is 1.
 
 Summary We deﬁned operators as the actions taken on numbers or variables. The precedence of an operator or its priority in terms of when it should be executed was introduced. The terms binary and unary operators were deﬁned in terms of the number of operands required for an operator to function properly. Next, different kinds of operators were deﬁned: arithmetic, relational, and logic operators. The arithmetic operators are the most familiar because they involve the operations of addition, subtraction, multiplication, and division. There is a special case in division—division between two integers—where any fractional part in the answer will be dropped. The relational operators (¼, ¼¼,!¼) produce true or false answers as do the logic operators (&&, ||, !). Finally, the mod operator (%) was deﬁned and some instances of its use in programming were given. In the next chapter, you will begin to look at some short programs using what you have learned from Chapters 2 and 3.
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 chapter 4
 
 Programming: It’s Now or Never Now that you have been introduced to variables and how to assign data to them, you can begin to program. Through output and input statements, your program will allow a user to interact with a program. You’ll learn the basic elements of any Cþþ program: namely the main section, the return statement, and the input and output statements, cout and cin. Statements like cout and cin allow you to display and retrieve data within a program.
 
 In This Chapter n
 
 Review of declaration and assignment
 
 n
 
 Writing an output statement
 
 n
 
 Understanding the cout stream
 
 n
 
 The endl command
 
 n
 
 How to insert comments into a program
 
 n
 
 Introduction of compiler directives
 
 n
 
 The main section of a program
 
 n
 
 The return statement
 
 n
 
 Three short programs 59
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 Putting a Program Together We are almost ready to write some short programs. In the past two chapters, we have looked at some of the initial aspects of programming—namely, declaring and assigning variables, and manipulating those variables through operators. Throughout this chapter and the following ones, we will use the Cþþ programming language commands.
 
 Declare, Assign, and Manipulate If you recall, when declaring a variable, we tell the computer that a variable is of a certain type so that the computer can set aside the appropriate amount of memory. In Cþþ, the word for integer is shortened to int. Let’s declare two integer variables as follows: int first_val, second_val;
 
 Now we have told the computer that two variables called ﬁrst_val and second_val will be used in our program. We have just declared the variables (that is, introduced them) to the computer. The next step is to assign the variables. We will let the programmer assign the ﬁrst_val variable. (Let’s leave the second variable, second_val, alone for a moment.) The following statement will accomplish ﬁrst_val’s assignment. first_val = 25;
 
 The third part of this process involves using one of our operators from Chapter 3. We will use an arithmetic operator, the multiplication sign (*). Here we will also use the second variable to hold twice the contents of ﬁrst_val’s value. second_val = 2 * first_val;
 
 This means that second_val has the value of 50 because 2 * ﬁrst_val (25) is 50.
 
 Time for an Output Statement In our next stage of writing a program, we should show the contents of second_val on the screen so that our user will know we doubled the value of ﬁrst_val and produced second_val as a result. We want the user to be able to see his output, the data that the computer has generated through the manipulations we performed. An output statement is a programming language statement that generates output—data contained within variables or messages to the user to be directed to the screen.
 
 Putting a Program Together
 
 An output statement in Cþþ will have three key parts: a stream name, an insertion operator, and a variable or message. The stream name is the name of a channel where data is sent before it goes onto the screen. An insertion operator is an operator that inserts data into that stream. After the insertion operator, either a variable or a message can be placed. The variable’s value will be inserted into the stream and then shown on the screen. Because Cþþ is a high-level language, you do not have to worry about how the stream sends its data to the screen. That does not concern us. We just need to ensure that we are sending all data and messages properly to the stream.
 
 Cout (pronounced ‘‘see-out’’) is the name of the stream where data gets sent before it is channeled to the screen. (This stream is the opposite of the cin stream introduced in Chapter 3.) When you use a cout statement, you are really sending data to the screen through the cout channel. Anything that is sent to this stream will eventually end up on the screen where it can be viewed. cout
 
 The syntax for using the cout stream goes as follows. You name the stream cout, then you follow with the insertion operator symbol (					    
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