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 Introduction We decided that we should write a book about something we enjoy doing to share with our fellow developers to fulfill their dreams. This is how our journey started. When the startup company NewAgeSolution.net was founded, the company emphasized delivering compelling rich Internet applications using Silverlight. The company enjoyed great success, with eight employees, delivering amazing Silverlight applications that you can read about in a Microsoft case study (www.microsoft.com/casestudies/Case_Study_Detail.aspx?CaseStudyID=4000006798). Then Microsoft invited many of the Silverlight partners to join the Windows Phone Partner program, and after attending the Windows Phone partner conference in Redmond at the Microsoft campus, we truly believed that the age of the smartphone had begun. It was a natural progression for us to tackle Windows Phone, since Silverlight is one of the primary development platforms, and we were able to utilize all the knowledge that we had gained over the years. Windows Phone is our passion and our daily life, The Windows Phone market is big, and we want to share our dream with you by showing you how to successfully develop a Windows Phone application so you can also deploy your dream to the Marketplace.
 
 Who This Book Is For This book assumes that you have basic C# and .NET knowledge. This book will provide you with basic fundamentals and skills that you will need to be successful in developing a Windows Phone application. You do not need previous experience in developing a mobile application—the only thing you need is a desire to learn new technology.
 
 What You Need to Use This Book In order to write Windows Phone applications and to test out the examples in this book, you’ll need to download the tools listed here. All of these are available at no charge from Microsoft. You’ll find additional information on how to install and use these tools in Part 1 of this book. •
 
 Windows Phone Developer Tools RTW (http://download.microsoft.com/download/1/7/7/177D6AF8-17FA-40E7-AB5300B7CED31729/vm_web.exe)
 
 •
 
 Zune Software (www.zune.net/en-us/products/software/download/)
 
 •
 
 Windows Phone 7 UI Design and Interface Guide (http://go.microsoft.com/fwlink/?LinkID=183218)
 
 •
 
 Windows Phone 7 Marketplace Certification Requirements (http://go.microsoft.com/?linkid=9730558)
 
 •
 
 Microsoft SQL 2008 R2 Express (www.microsoft.com/express/Database/)
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 •
 
 Azure Tools for Visual Studio 1.2 June 2010 (http://download.microsoft.com/DOWNLOAD/1/F/9/1F96D60F-EBE9-44CB-BD5888C2EC14929E/VSCLOUDSERVICE.EXE)
 
 •
 
 Azure SDK June 2010 (www.microsoft.com/downloads/en/details.aspx?FamilyID=21910585-8693-4185826e-e658535940aa&displaylang=en)
 
 •
 
 Windows Azure Platform Training Kit September—for the latest update, please check at www.microsoft.com/windowsazure/windowsazure. (www.microsoft.com/downloads/en/details.aspx?FamilyID=413E88F8-5966-4A83B309-53B7B77EDF78&displaylang=en)
 
 How This Book Is Organized The book contains nineteen chapters broken into two major parts. In Part 1, we will walk you through the development life cycle of the application. You will go from coding the simplest possible “Hello World”–style Windows Phone 7 application to building a full-blown, modern n-tier application that uses both the Windows Phone development platform and the unique cloud services that support it. The section concludes with step-by-step instruction on how to gain certification from Microsoft and offer an application to the public through the Windows Phone Marketplace. In Part 2, you will learn how to use specific features of Windows Phone devices in your applications, including the accelerometer, location service, application bar, reactive extensions, application hub integration, application life cycle events, isolated storage, Silverlight, XAML, skinning controls, web browser controls, media elements, photos, push notifications, internalization, and security. While each of its chapters is a tutorial, you can also use Part 2 as a reference. Each chapter will focus on a single phone feature and provide step-by-step instructions on how to incorporate it into your application.
 
 Where to Find Sources for the Examples The source code of all of the examples is available at www.apress.com/book/view/1430232161.
 
 Send Us Your Comments We value your input. We’d like to know what you like about the book and what you don’t like about it. You can send us comments via e-mail to [email protected]. When providing feedback, please make sure you include the title of the book in your note to us. We’ve tried to make this book as error-free as possible. However, mistakes happen. If you find any type of error in this book, whether it is a typo or an erroneous command, please let us know about it. Please e-mail the problem to [email protected]. Your information will be validated and posted on the errata page to be used in subsequent editions of the book. The corrigenda can be viewed on the book’s web page at http://www.apress.com.
 
 Contacting the Authors You can contact us directly at the following e-mail addresses: Henry Lee: [email protected] Eugene Chuvyrov: [email protected]
 
 xx
 
 PART 1 ■■■
 
 The Essentials of Windows Phone 7 Application Development In Part 1, you will be introduced to the full development life cycle of a Windows Phone 7 application: installing and understanding the tools and SDKs; deploying database and service layers to the Azure cloud; creating a connected Windows Phone application; debugging and catching errors; and finally deploying your application to the Marketplace. These skills are essential for developing a successful application. In Part 1, the focus is on building the application, getting familiar with development tools like Visual Studio for Windows Phone and Microsoft Expression Blend for Windows Phone, and learning to interact with the Windows Phone developer portal, rather than special phone features such as the GPS radio or accelerometer. We’ll turn to those in Part 2.
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 CHAPTER 1 ■■■
 
 Introducing Windows Phone 7 and the Windows Phone Platform This is an exciting time for developers, as the smartphone race has begun between the major players, like Microsoft’s Windows Phone, Apple’s iPhone, and Google’s Android. As a developer, you are faced with this amazing opportunity to develop a mobile application that can be sold to millions of consumers worldwide using any of the platforms (Windows Phone, iPhone, and Android). By 2014 the Gartner report predicts that the smartphone market will boom and there will be billions of dollars at stake. This could well be the next big “dot com boom” that everyone’s been waiting for. The Marketplace for Windows Phone, where consumers can purchase applications, is virtually untapped as the market will open to the public on November of 2010, and you will have a chance to publish an application that is first to the market. You might consider downloading Zune software from www.zune.net/en-US/products/software/download/downloadsoftware.htm to view the current Marketplace. Once you have downloaded the Zune software and fired it up, click marketplace ➤ APPS links, and you will be able to see all the Windows Phone applications currently published, as shown in Figure 1–1. You will learn more about the Marketplace in Chapter 5.
 
 Figure 1–1. Windows Phone Marketplace
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 CHAPTER 1 ■ INTRODUCING WINDOWS PHONE 7 AND THE WINDOWS PHONE PLATFORM
 
 There are hundreds of ideas for applications still waiting to be discovered and developed by you. Take a look at QuotedSuccess, DuckCaller, and a MobileBaseball game developed and published to the market, as shown in Figure 1–2. Which of these will be among the first Windows Phone hits to catch fire with consumers and sell millions of units?
 
 Figure 1–2. Windows Phone applications What application will you be developing? We’ve written this book to help and guide you through the steps it takes to write and launch a successful application to the Marketplace. So what are we waiting for? Let’s get started by diving into what Windows Phone has to offer to developers like you.
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 CHAPTER 1 ■ INTRODUCING WINDOWS PHONE 7 AND THE WINDOWS PHONE PLATFORM
 
 Windows Phone Overview Microsoft Windows Phone is a great consumer phone because it has all of the features to which users have become accustomed with the Apple iPhone and Android-powered smartphones, like the Motorola Droid and HTC Incredible. These features include multitouch, a beautiful user interface (UI) that implements a new modern design Microsoft has named Metro, social networking services like Facebook, and support for popular e-mail accounts such as Yahoo, Hotmail, Google, and AOL, or, if you are a corporate user, Microsoft Exchange. Uniquely, the phone ships with a version of Microsoft Office that you can use to read, edit, save, and synch any Word files, Excel spreadsheets, and other Office formats, making it a great phone for those who use Office at home or in the office. Windows Phone can also integrate with Xbox LIVE, making it a great choice for gamers. Microsoft Windows Phone uses the Zune software to sync installed applications, pictures, music, and back up and flash operating system updates. As a developer, you’ll also use Zune in conjunction with Visual Studio to debug your applications on a real device, as you’ll learn in Chapter 4. Microsoft also introduces the concept of a hub with the Windows Phone: a People hub where users can store all of their contacts and social networking connections, a Music hub where consumers can listen to, download, and purchase music, and an App hub, also known as the Marketplace, which you will be most interested in, since you will be publishing the application you create. Having a phone that’s a hit with consumers is important because the consumer marketplace is where the greatest opportunities for applications that you write are to be found. One of the great things about Windows Phone is that Microsoft imposes the hardware specifications on the phone manufacturer, making it easy for you to develop an application without worrying about writing special codes for the specific devices. For any future release of the phone, you are guaranteed that the application you write today will work regardless of the brand of the phone. Naturally, you want to know what language you’ll need to master for your work. For Windows Phone, the language of choice today is C#; Visual Basic (VB) programmers will have to wait. Although Microsoft has said it will support that popular language on the phone, the company had not yet announced a timeline when this book was written. As for an application development framework, you have two choices: Silverlight or XNA. Silverlight and XNA both use core .NET Framework. You will learn more about the two frameworks later in this chapter, but first let’s take a closer look at the hardware features you can expect on a Windows Phone.
 
 Windows Phone Hardware Specifications Knowing what’s included in the Microsoft Windows Phone hardware specifications will help you prepare for the special needs of projects you’d like to attempt. Table 1–1 lists the minimum hardware requirements any Windows Phone manufacturer must meet, and also includes suggestions as to how they can impact developers like you.
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 Table 1–1. Windows Phone Minimum Hardware Requirements
 
 Hardware Feature
 
 Description
 
 Must display at WVGA (800 x 480)
 
 Having to worry about only one single screen resolution makes it easy to develop an application.
 
 4-point-multi-touch capable
 
 This is unique to the Windows Phone, and you can use this feature to create four-player games. There is definitely room for innovation for using this particular feature.
 
 DirectX 9 hardware acceleration
 
 This means the phone will have a graphical processing unit allowing graphically intense tasks in the application to be offloaded to the graphics chips of the phone. This will help you create very smooth and responsive applications and games. This also means 3D games are possible as well.
 
 GPS
 
 You will be able to create location-aware applications. See Chapter 14 to learn about location services and learn to use Bing Maps and plot GPS data on the map.
 
 Accelerometer
 
 This feature will measure the change of the acceleration in the phone. The accelerometer can be used in games or in creating utility applications, like a level. See Chapter 6 to learn more about this feature.
 
 Compass
 
 Detect north, south, east, and west.
 
 Light
 
 Can be used for flashlight for the camera.
 
 Digital Camera
 
 For taking a picture and sharing it on Facebook and other social networking sites. Learn more about this feature in Chapter 16.
 
 Hardware controls: back, start, and search buttons
 
 Every phone will have three buttons on the front of the phone. Keep in mind that you will be required to use back buttons for going backward in your application, otherwise having separate back buttons in the application can confuse the user. Learn more about integration with the hardware buttons to the application lifecycle in Chapter 10.
 
 Support data connections: cellular network and Wi-Fi
 
 This feature allows you to connect to the Internet. You can create web services and consume them from your applications, or you can consume third-party APIs like Twitter or Facebook in your application.
 
 256 MB of RAM and 8GM flash storage
 
 Keep in mind that your application can use only 90MB of memory unless the device has more memory than 256. If your application does not respect this, the application will fail the certification process at the Marketplace. See Chapter 5 for more details. Also 8GB of flash memory used for storage is shared among other applications, so if you are saving any kind of static data into the Isolated Storage, you must check for the space available and handle the exception appropriately. See more details on this in Chapter 13.
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 At the time this book was written in United States, AT&T had announced it would carry Samsung’s Focus, LG’s Quantum, and HTC’s SurroundTM. And T-Mobile had announced it would carry HTC’s HD7. For those who have other cell phone providers, Dell said it planned to ship its Venue Pro. You can find more information on the release of these phones at www.microsoft.com/windowsphone/enus/buy/7/phones.aspx. In the next section, you will learn how the software behind these great consumer phones also provides a great development platform for developers.
 
 Windows Phone Application Platform Microsoft did not invent any new languages or frameworks for the Windows Phone application platform. The company simply adapted its existing frameworks. This means that you will be able to program using C# (VB is not supported at the time this book was written) with .NET Framework. What .NET provides is a common base class library that every Microsoft .NET programmer will be familiar with, including support for multithreading, XML, Linq, collections, events, data, exceptions, IO, service model, networking, text, location, reflection, globalization, resources, runtime, security, and diagnostics. On top of core .NET Framework, the Windows Phone application platform consists of two major frameworks: Silverlight and XNA. You’ll use Silverlight primarily for business applications and simple 2D games. Silverlight uses the Extensible Application Markup Language (XAML) that is declarative markup language for creating compelling UI. The designers will have tremendous flexibility in creating UI for Windows Phone using familiar tools like Adobe Illustrator, Photoshop, and Microsoft Expression Design to create vector-based UI that can be easily exported to XAML. XNA is primarily used for creating games, and the framework comes with a game engine that allows you to create loop-based games and also provides a 3D engine, allowing you to create 3D games. In the following sections, you will learn more in detail about the main components of the Windows Phone application platform: Silverlight, XNA, tools, and cloud services.
 
 Silverlight for Windows Phone The interesting thing about Silverlight is that Silverlight is used in the web technology that is browser plug-in that enables rich Internet application content just like Flash technology. Silverlight provides you with a sandboxed experience, and the limitation of Silverlight with respect to the underlying operating system is clearly borderline. Within a Silverlight application, you cannot access any native operating systems unless through provided APIs, if any. This architecture of Silverlight makes it very compelling security-wise to be used in Windows Phone, because Windows Phone provides the same restriction of only providing APIs to developers and limiting access to the native operating system. Also Silverlight uses XAML, which can be used to declare vector-based graphics and create animations. Any designer familiar with vector-based applications, like Adobe Illustrator and Microsoft Expression Design, can easily create highly visual elements in vector and can be exported out to XAML. This means the designers have full control over the layout, look and feel, and graphical assets, making Silverlight an extremely powerful choice for creating consumer-oriented applications. Also XAML provides a powerful data binding feature to the controls making it ideal for creating business oriented applications.
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 XNA for Windows Phone Like Silverlight, XNA is not a new technology. XNA is used in creating Xbox games, using managed code. It is a natural choice for creating games since Windows Phone has Xbox LIVE integration, allowing XNAbased Xbox games to be easily posted over to Windows Phone. The only thing Xbox game developers have to worry about is screen resolution, which can easily be adjusted and fixed. XNA provides a rich framework perfect for game developments, like a game loop engine, 2D and 3D engines, and the ability to manage game assets like models, meshes, sprites, textures, effects, terrains, and animations.
 
 Tools You can download the tools you need for developing Windows Phone applications from http://create.msdn.com/en-us/home/getting_started. Also on this Getting Started page, you will find rich documentation and tutorials. Also consider downloading the UI Design and Interaction Guide to understand the Metro design guidelines that Microsoft encourages you to use in developing applications.
 
 Visual Studio If you do not have a paid version of Visual Studio 2010 on your development machine, then the development tool that you have downloaded from Microsoft will install a free version of Visual Studio 2010 Express for Windows Phone as show in Figure 1–3. Visual Studio is absolutely necessary because it can be used to design, debug, create projects, package and automatically generate package manifests. It also includes a phone emulator on which to test the results of your work. In Chapter 5, you will learn to debug and run the emulator from Visual Studio, and in Chapter 5 you will use Visual Studio to create a package for publication to the App Hub.
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 Figure 1–3. Microsoft Visual Studio 2010 Express for Windows Phone
 
 Expression Blend You will need Expression Blend if you want to develop compelling applications using Silverlight for Windows Phone as show in Figure 1–4. Typically Expression Blend is used by designers, and many of the Expression Blend functionalities are similar to Adobe Illustrator, Photoshop, or Expression Design. Also from Expression Blend you can import any Illustrator, and Photoshop files, and if you are using Expression Design, you can export Expression Design file directly to an XAML file. Expression Blend also provides a way to create animation sequences. Although you can achieve in creating animation in Visual Studio using XAML, it would be very difficult to write complex XAML code to represent complex graphics or animation sequences. It is best to leave complex graphics and animations to Expression Blend.
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 Figure 1–4. Microsoft Expresion Blend 4 for Windows Phone
 
 Windows Phone Emulator The Windows Phone emulator as seen in Figure 1–5 is integrated to Visual Studio that simulates a real device. However, there are things you cannot do in the emulator, like test the accelerometer, GPS, compass, FM radio, SMS, e-mail, phone calling, contact list, camera, and other features that require a physical device. There is, however, a technique called Reactive Extensions, covered in Chapter 18, which you’ll be able to use to simulate the data feed you can expect on a real phone. For example, you’ll learn how, using Reactive Extensions, you can simulate the accelerometer and GPS readings so that you can work with the emulator without the need of the device.
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 Figure 1–5. Windows Phone emulator
 
 Documentation and Support There are many ways you could get help while you are developing your application if you get stuck on a problem. You can visit http://create.msdn.com/en-us/home/getting_started, and you will find the Windows Phone 7 Training Kit that might contain how-tos on specific technology you are having problems with. You can go to http://forums.silverlight.net/forums/63.aspx, where you can ask about Silverlight for Windows Phone–related questions, or if you have other related Windows Phone questions, you can visit http://social.msdn.microsoft.com/Forums/en-US/windowsphone7series. Also the Windows Phone development team puts out many useful blogs that you can follow at http://windowsteamblog.com/windows_phone/b/wpdev/. Of course, you also have Windows Phone documentation, found at MSDN http://msdn.microsoft.com/en-us/library/ff402535(VS.92).aspx.
 
 Cloud Services Working with a Windows Phone application that requires saving the data to a database is a tricky thing. The first big problem is that you do not know how popular your application will be, and if it becomes popular, you might suddenly find millions of users using your application and saving the data to its database at a rate that would require an enterprise-level solution. Not just database you would need to worry you also need to consider the web service that can provide APIs to your application to save to the database since Windows Phone applications cannot directly connect to the database.
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 This is where the Microsoft Azure cloud comes into your solution. Microsoft Azure provides Windows Azure service for deploying services (WCF, Windows service) and SQL Azure for the database that allows you to scale infinitely as your demand grows larger. You will learn more about the Microsoft Azure cloud in Chapter 3. There are also Bing Maps services that you can use freely. Bing Maps is free only if you are developing a Windows Phone application. Along with Bing Maps services, Microsoft provides Bing Maps controls in Silverlight that you can use in Windows Phone. You will learn about Bing Maps and location services in Chapter 14. Push notification services are hosted in the cloud as well, which allows you to push messages to the phone, which is a very powerful messaging mechanism. You can learn more about this in Chapter 17. Xbox LIVE services also reside in the cloud, which you can take advantage of in your application. This topic will not be covered in this book, however. You learned a bit about Windows Phone and the Windows Phone platform in the foregoing sections. In the following sections, you will learn about the beginning to the end of Windows Phone application development.
 
 Metro Design Microsoft is targeting Windows Phone 7 toward busy professionals, and to provide compelling UI, Microsoft came up with Metro design. Metro design derives from the transportation industry typography and visual designs where busy professionals constantly scan and go, and because of this, Metro design puts heavy emphasis on simple and clean designs. Metro design follow five principles. First principle emphasize on clean, light, open, fast to eliminate clutter, and typography, as consumers will be using the phone to read e-mail, SMS, Facebook, and Twitter while on the go. The second principle of Metro design puts the focus on content, where the design premise must gear toward presenting the content. The third principle focuses on seamless integration of hardware and software. The fourth principle puts an emphasis on gestures, where the design enables a world-class multitouch user experience. Lastly, the Metro design concept focuses on an application that is soulful and alive, where information that matters most to the user is presented in such a way that it is easily accessible at the click of the touch. You can find out more about Metro design by downloading the document provided by Microsoft at http://go.microsoft.com/fwlink/?LinkID=183218.
 
 Application Development Life Cycle Understanding the application life cycle will help you understand what you will need to prepare much more in-depth discussion including certification process is covered in Chapter 5. Figure 1–6 illustrates a high-level view of the life cycle of an application.
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 Figure 1–6. Application development life cycle As a developer, you will start out at the App Hub registering with your Windows Live ID (create it if you do not have one). Once signed up at the App Hub, you can register your physical device so you can debug in the real device. Remember that you can add up to three devices. Using Visual Studio and/or Expression Blend, you will be creating your application and debugging using the emulator or the device you registered. Once the application is created, you need to submit the application to the certification process. In order to ensure that your application will pass the Marketplace certification process, it would be a good idea for you to read and understand the application certification document found at http://go.microsoft.com/?linkid=9730558. As part of the certification process, your application will go through a series of validations against the application and content policies, packaging, code, phone feature disclosure, language, and images requirements. Your application will also get tested on reliability, performance, resource management, phone functionality uses, and security. The certification process is in place to help promote quality applications to consumers, to protect consumers from malwares, and protect Microsoft services. You will learn much more in detail about Marketplace certification in Chapter 5.
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 Once the application passes the certification process, it will be deployed to the Marketplace and downloaded and used by the consumer. The consumer will use your application and provide ratings and comments, and reports can be generated by you from the App Hub to show how your application is performing in the Marketplace. Based on the feedback you receive, you can choose to deploy an updated version that contains bug fixes and new features to users. Your ultimate goal is to create a compelling application that you know consumers will use and publish to the Marketplace. The Marketplace will cost $99 annually, which will give you access to the Windows Phone Marketplace and the Xbox 360 Marketplace. In the Windows Phone Marketplace, you can submit an unlimited number of paid applications and you can submit five free applications. Additional submissions will cost $19.99. In the Xbox 360 Marketplace, you can submit up to ten games. You will be able to observe any Marketplace activities through the report provided, like comments, ratings, and how many sold, so that you can effectively improve sales and marketing efforts. When your application is bought by consumers, Microsoft will take 30% and you get to keep 70%. Also you get your money deposited directly to your bank, and your account will be activated to receive money only when you make your first sale of $200.
 
 Summary You have embarked on the journey of developing an application for the Windows Phone Marketplace, which is untapped and ready to be explored by developers like yourself. You can be part of a billiondollar global market, where you have a chance to develop an application that can be sold to millions. In this chapter, you learned about the general overview of Windows Phone features, hardware specifications, the development platform, and the Marketplace. In later chapters, you will learn in greater detail about the features and the platform mentioned in this chapter. In Chapter 2, you will learn to build your first Windows Phone application by using tools like Visual Studio, Expression Blend, and the Windows Phone controls.
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 Building Windows Phone 7 Applications This chapter will prepare you with everything you will need to get started with Windows Phone 7 development. You will learn about the Windows Phone emulator, Visual Studio 2010, and Microsoft Expression Blend 4. You will also learn to use these tools to create your first Windows Phone application. Before you can write your first application, you first need to download and install the tools. In the next section, we’ll show you how.
 
 Preparing Your Development Machine At the time of writing this book, Windows Phone 7 developer tool beta version 1.0 was used. The latest Windows Phone developer tool can be downloaded from http://developer.windowsphone.com/windowsphone-7/. The Windows Phone developer beta tools (vm_web.exe) will install the following: •
 
 Any commercial version of Visual Studio 2010 or free version of Visual Studio 2010 Express for Windows Phone: Programmer’s development IDE.
 
 •
 
 Windows Phone emulator: Used to run and test the Windows Phone application.
 
 •
 
 Silverlight for Windows Phone: Silverlight Framework for Windows Phone based on Silverlight 3 technology. See Chapter 1 for the subtle difference between Silverlight 3 and Windows Phone Silverlight framework.
 
 •
 
 Microsoft Expression Blend for Windows Phone: Can be used to design user interfaces.
 
 •
 
 XNA Game Studio 4: Tools for developing games.
 
 Once you have installed Windows Phone developer beta tools, you can start to build your first Windows Phone application in the next section.
 
 Building Your First Windows Phone 7 Application In this section, you’ll build a simple “HelloWorld” application using Silverlight framework. Creating the application will provide you with an opportunity to use Visual Studio 2010 Express for Windows Phone, the Windows Phone 7 Emulator, and some Windows Phone Silverlight controls. Also later in this chapter, you will learn to use Blend to design Silverlight controls. The final application is displayed in
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 Figure 2–19 at the end of this chapter. A click of its OK button will display the words “Hello World” in a text box. But before you can get started, you must first create a Visual Studio 2010 project.
 
 Creating a Windows Phone Project To get started, you first fire up Visual Studio Express 2010 and create a project. 1.
 
 To launch Visual Studio 2010 Express, select Windows Start ➤ All Programs ➤Microsoft Visual Studio 2010 Express ➤ Microsoft Visual Studio 2010 Express for Windows Phone.
 
 2.
 
 Create a new project by selecting File ➤ New ➤ Project on the Visual Studio menu, as shown in Figure 2–1.
 
 Figure 2–1. Creating a new project 3.
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 From among the three C# templates that Visual Studio displays on its New Project dialog page, select the Windows Phone Application Visual C# template, as shown in Figure 2–2.
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 ■ Note There are three different Windows Phone Visual Studio project templates. The Windows Phone Application template is a template for one-page applications. The Windows Phone List Application template uses ListBox control and page navigation framework to create applications with multiple pages. The Windows Phone Class Library template can be used to create a class library that can be referenced by other Windows Phone projects.
 
 4.
 
 For the purposes of this exercise, change the Name of the new project to “HelloWorld,” by changing the text in the Name box, as shown in Figure 2–2. Also you can change the location where the project will be saved by changing the path in the Location box.
 
 Figure 2–2. Creating a new Silverlight Windows Phone application 5.
 
 Finally, select OK on the New Project dialog, and Visual Studio 2010 will build your project, whose elements are displayed in Figure 2–3.
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 Figure 2–3. HelloWorld Silverlight Windows Phone project By default two TextBlock controls will be placed in Windows Phone, and you can see this in design view on the far left in Figure 2–3. With a phone project ready to roll, it’s time to bring the application to life by adding some functionality and creating a user interface. We’ll start with the interface, adding some controls to its blank design surface for users to press and in which the application can display text.
 
 Using Your First Windows Phone Silverlight Controls The next step is to add Silverlight controls to the HelloWorld Windows Phone application we created in the previous steps. You will learn to set the properties of the controls so that the controls can size and position automatically in both Portrait and Landscape mode of Windows Phone. 1.
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 In the Windows Phone Design view window, click MY APPLICATION TextBlock. In the Properties windows at the lower right corner of the Visual Studio IDE, change the Text property from “MY APPLICATION” to “HelloWorld App.” Notice that the new text now appears on the Design surface, as shown in Figure 2–4.
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 Figure 2–4. Renaming application window title 2.
 
 Now open the Visual Studio Toolbox, which we’ll use to find some controls for the HelloWorld user interface. If you can’t find the Toolbox, select View Toolbox on the Visual Studio menu. The result of either step, when successful, is to display a list of controls in a vertical panel on the left side of the Visual Studio IDE, as shown in Figure 2–5.
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 Figure 2–5. Visual Studio Toolbox containing Windows Phone controls The Visual Studio Toolbox contains Windows Phone controls that ship with the Windows Phone developer tools. You’ll be using them throughout the book to build increasingly sophisticated user interfaces. You can add any of these to your user interface by dragging one to the Windows Phone Design surface in Visual Studio. 3.
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 To create the interface for the HelloWorld application, let’s first add a TextBox to display some text. To do so, drag a TextBox control from the Toolbox to the designer surface directly below the page title TextBlock. When the TextBox control is successfully placed on the phone’s designer surface, the TextBox control will be automatically selected. In the Properties window (if you cannot find the Properties Window go to View ➤ Properties Window), change the following TextBox properties. a.
 
 Set Width and Height to Auto.
 
 b.
 
 Set HorizontalAlignment to Stretch.
 
 c.
 
 Set VerticalAlignment to Top.
 
 d.
 
 Resize the TextBox width so that there is enough room to its right for an OK button.
 
 e.
 
 Set Name to txtMessage.
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 When you properly follow steps a, b, c, and d, you should see the following XAML in the XAML editor area. You set Horizontal Alignment to Stretch in step b because you want the TextBox to automatically stretch to fill the extra space created when you rotate the phone emulator to landscape orientation. Width and Height are set to Auto because we want the TextBox to automatically change its size when Font size increases or decreases. Setting Vertical Alignment to Top will always position the textbox aligned to the top. You will be able to access the textblock control in code by referring to its Name, “txtMessage”. 4.
 
 Now, let’s add the application’s OK button to the user interface. To do so, drag and drop a Button control from the Toolbox and drop it to the right of the TextBox. Change the button properties in Properties Window. a.
 
 Set Button Content to OK.
 
 b.
 
 Set HorizontalAlignment to Right.
 
 c.
 
 Set VerticalAlignment to Top.
 
 d.
 
 Set Name to btnOk.
 
 When steps a, b, and c are properly followed, you should see the following XAML in the XAML editor area. Setting the button’s horizontal alignment to Right will always align button position to the right side. 5.
 
 Your layout should be done. In XAML view, look for the grid containing the controls you just added. It should look similar to this:
 
 6.
 
 Figure 2–6 shows the final layout after adding TextBox and Button controls.
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 Figure 2–6. Final layout of HelloWorld app
 
 Writing Your First Windows Phone Code In this section, we will be writing C# code that will handle the button click event that will populate the TextBlock named “textBlock1” with “hello World!” 1.
 
 To add behavior to the OK button, double-click the OK button on the Design surface of your project. Visual Studio will display MainPage.xaml.cs where you can see the btnOk_Click method is automatically added. You will add proper code in the next step to handle the button click event.
 
 using System.Windows; using Microsoft.Phone.Controls; namespace HelloWorld { public partial class MainPage : PhoneApplicationPage { public MainPage()
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 { InitializeComponent(); // Setting SupportOrientations will control the behavior // of the page responding properly to the rotation of the // phone. So if you rotate the phone to the landscape // your page will change to landscape view. SupportedOrientations = SupportedPageOrientation.PortraitOrLandscape ; } private void btnOk_Click(object sender, RoutedEventArgs e) { } } } 2.
 
 In MainPage.xaml you will notice that the button Click event handler is automatically added to OK button.
 
 3.
 
 In MainPage.xaml.cs replace the button1_click method with the following code.
 
 private void button1_Click(object sender, RoutedEventArgs e) { txtMessage.Text = "Hello World!"; }
 
 Running Your First Silverlight Windows Phone Application Your Hello World application is complete. Now it’s time to build the application and run it in the Windows Phone 7 emulator. 1.
 
 To build the solution, select Build ® Build Solution on the Visual Studio menu.
 
 2.
 
 To run the application, select Debug ® Start Debugging.
 
 3.
 
 When the emulator appears, click OK and you will see “Hello World!” as shown in Figure 2–7.
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 Figure 2–7. Hello World in Windows Phone 7 Emulator 4.
 
 Click the rotate control on the Windows Phone 7 emulator, as shown in Figure 2–8.
 
 Figure 2–8. Clicking Windows Phone 7 Emulator rotate control Notice in the landscape view that the TextBox is automatically resized, stretched out to make full use of the landscape orientation of the device, as shown in Figure 2–9.
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 Figure 2–9. Hello World landscape view 5.
 
 Stop the application debugging by selecting Debug ® Stop Debugging.
 
 ■ Tip The Windows Phone 7 emulator can take a long time to start, so you want to avoid closing it down whenever possible. If you need to stop an application in the middle of a debugging run, it’s better to use the Visual Studio Debug ® Stop Debugging command instead of completely closing down the Windows Phone 7 emulator. Using this technique, the next time the application debugging starts, the project will be loaded into the emulator without first waiting for the emulator to be started.
 
 Customizing Your First Windows Phone Application In the following code walkthrough, you’ll learn how to customize the Windows Phone 7 application icon that is displayed to the user, and how to change the application’s name. 1.
 
 In the Solution Explorer, right-click the HelloWorld project and select Add ® Existing Item…, as shown in Figure 2–10.
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 Figure 2–10. Adding a file to the Visual Studio project
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 2.
 
 Go to where you unzipped the sample codes and choose \Codes\Ch01\Assets\HelloWorldIcon.png. The Windows Phone 7 application icon can be any .png file with 62 x 62. By default, when the Windows Phone application project is created, the ApplicationIcon.png is used.
 
 3.
 
 Right-click the HelloWorld project ® Choose Properties.
 
 4.
 
 Click the Application tab.
 
 5.
 
 In Deployment options ® Change the Icon to HelloWorldIcon.png.
 
 6.
 
 Change the Title to HelloWorld. Changed properties can be seen in Figure 2–11.
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 Figure 2–11. Changing the application title and icon 7.
 
 Hit F5 to run the application.
 
 8.
 
 When the application starts in the Windows Phone 7 emulator, hit the back button on the emulator, as shown in Figure 2–12.
 
 Figure 2–12. Windows Phone 7 back button 9.
 
 You will see the list of applications installed on the emulator including HelloWorld, as shown in Figure 2–13.
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 Figure 2–13. Windows Phone 7 application list
 
 Styling Your Application Either Visual Studio or Microsoft Expression Blend 4 can be used to design XAML-based Silverlight interfaces. Microsoft Expression Blend 4 provides tools for the graphical manipulations, and animations for creating more complex controls than Visual Studio. You will look at the basics of Blend and how Blend makes it easy to style controls. 1.
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 Open Microsoft Expression Blend 4, and select Windows Start ® All Programs ® Microsoft Expression Blend ® Microsoft Expression Blend 4 for Windows Phone, as shown in Figure 2–14.
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 Figure 2–14. Microsoft Expression Blend 4 2.
 
 Click “Close” when you are prompted with the project type selector.
 
 3.
 
 In Blend 4, go to File ® Open Project/Solution. Browse to the HelloWorld solution you created in the previous steps, as shown in Figure 2–15.
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 Figure 2–15. Opening an existing project in Blend 4 4.
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 When the project opens, click the TextBox. Notice that in the Properties window you will see various properties that can be changed. If you do not see the Properties window, open it by going to Window ® Properties, as shown in Figure 2–16.
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 Figure 2–16. Properties window in Blend 4 when the control is selected 5.
 
 In the Properties window’s Brushes category, select Background ® choose Gradient brush. Notice that the color editor now has ability to set the gradient color of the TextBox’s background color.
 
 6.
 
 Choose the first gradient color of blue at 21% and second color of yellow at 64%, as shown in Figure 2–17.
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 Figure 2–17. Applying gradient background to TextBox in Blend 4
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 7.
 
 Go to Project ® Run Project.
 
 8.
 
 When Change Device Selection window shows, choose Windows Phone 7 Emulator, as shown in Figure 2–18.
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 Figure 2–18. Change Device Selection window in Blend 4 9.
 
 Click OK and the HelloWorld application will start, as shown in Figure 2–19.
 
 Figure 2–19. HelloWorld after stylized in Blend 4
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 Summary In this chapter, you learned how to set up your Windows Phone development environment. You built a simple Windows Phone 7 application using Visual Studio 2010, interacted with the phone emulator, and then used Microsoft Expression Blend to style the application. In the next chapter, you will learn to build an application that can interact with Microsoft SQL Azure in order to store the data.
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 Using Cloud Services As Data Stores Today we hear lots of buzz on cloud computing technology, and it is definitely exciting technology that you should tune into, because the cloud truly empowers you as the developer to focus on building an application and off-loading the infrastructure needs to the cloud. Suppose you have developed an application where businesses can take a picture of invoices and track the money spent like QuickBooks. In Windows Phone, you can easily use the isolated storage covered in Chapter 13. The problem with isolated storage is that the storage space is tied to the phone, and it can differ from manufacturer to manufacturer, and, most importantly, many users will store music, videos, and documents, which can quickly consume the storage space on the phone. A good solution would be to save the invoices information on the database, and to do this, you would need a web service that will interact with the database so that the phone can save the invoices, as shown in Figure 3–1. Web Service
 
 SQL Database
 
 Figure 3–1. Common 3–tier architecture In order to deploy the solution depicted in Figure 3–1, you need to solve a number of problems. First, you need to consider what type and how many servers to buy to host the web service and database. Once you do, you’ll have to purchase and maintain them yourself, or pay a hosting service to do the job for you. But this doesn’t solve the problem of what you will do to scale up your application if it becomes so popular that millions of consumers want to download and use it, or if you experience periodic surges in use at, say, the end of each month. Finally, how will you provide for disaster recovery and backup of the database to ensure your service does not go down and disappoint users? To plan ahead for the huge number of users your application might attract, a more robust architecture must be considered. One example is shown in Figure 3–2, where the load balancer can help accommodate massive concurrent calls to the service and take care of the scenario where if any of the service goes down, the load balancer will automatically point the request to available service. On the database side, you have to provide both an active and a passive database in case the main database—the active one—goes down and a switch to the currently passive database becomes necessary. Then you
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 have to worry about disk space, so you will need a storage area network (SAN). Figure 3–2 is your typical Enterprise-grade deployment scenario that will provide reliability, scalability, maintenance, and performance, but it will cost you lots of money and networking complexities.
 
 Load Balancer
 
 Web Service Web Service Web Service
 
 SQL Database A ti
 
 SAN
 
 SQL Database Passive
 
 Figure 3–2. Enterprise-level n-tier deployment scenario Worrying about implementing Figure 3–2 architecture seems to be overkill for the tiny invoice application you might be creating, but you do not want to lose the potential that it might be bought by millions who might love the application. To resolve this dilemma, Microsoft provides Azure service, which takes care of every single detail of the infrastructure architecture that you otherwise have to worry about and simply gives peace of mind to work only on developing the application that can scale to millions of users at a very affordable price. Also Microsoft Azure gives peace of mind with a Service Level Agreement of 99.95 uptime, which is equivalent to 4.38 hours downtime per year or 43.2 minutes of downtime per month. In the remaining sections of this chapter, you will learn to create a simple note-taking application. The application, which we’ve named Notepad, will implement the n-tier architecture described in Figure 3–2. With the Notepad application, you will be able to create, read, update, and delete notes. The application will consist of three main components: a Windows Phone client (UI), a web service (middle tier) that provides the APIs the UI will use to access a central database, and finally the database itself, which will store the notes the user writes.
 
 Introducing the MVVM Pattern In developing the Notepad phone application, you will be using the increasingly popular Model-ViewViewModel (MVVM) pattern. MVVM is a design pattern that provides a clear separation between the UI, the application logic, and the data of an application. The models maintain the data, the views display the data or provide the UI for user interaction, and the view-model acts as the controller or brain that handles the events that affect either the data or the view. See Figure 3–3, which illustrates the elements of the MVVM pattern and their relationships.
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 Figure 3–3. The MVVM pattern
 
 Introducing Microsoft Azure and SQL Azure Azure is the name of Microsoft’s cloud services, which developers can use to deliver applications at scale for various workloads and devices. Microsoft Azure provides a runtime framework for applications that currently supports .NET 3.5 and .NET 4.0, as well as load balancers, operating systems, servers, storage, and networking, leaving you to worry only about building the application. Microsoft Azure provides three services: Windows Azure, SQL Azure, and Windows Azure AppFabric. For building a consumer-facing Windows Phone application, you will be more interested in Windows Azure, which can host web and web service applications, and SQL Azure for the database. Windows Azure AppFabric is more of an Enterprise solution that provides Enterprise Service Bus patterns typically popular in the business process application. In the following section, you will start first by learning to work with SQL Azure in order to save the notes in the database.
 
 Creating a Cloud Database The first step is to create an SQL Azure database to store the notes a user creates with this application. Think of SQL Azure as a hosted database in the cloud where you do not have to worry about the infrastructure. With your familiar knowledge in working with a Microsoft SQL server, you will be able to work in SQL Azure. NotepadService, which you will be creating in the next section, will connect to this database by using Entity Framework to create, read, update, and delete records from the database.
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 ENTITY FRAMEWORK The Entity Framework is an object-relational mapping (ORM) tool that allows you to generate objects based on the tables in a database, taking care of the interaction to the database that otherwise you have to code yourself; the Entity Framework will save you lots time.
 
 Creating an SQL Azure Database You will be creating a database in SQL Azure in order perform create, read, update, and delete operations for the Notepad application.
 
 Signing Up for SQL Azure You will learn to create an SQL Azure account in the following steps.
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 1.
 
 Open a browser of your choice.
 
 2.
 
 Go to www.microsoft.com/windowsazure/ to sign up and buy the Windows Azure service account. Follow the direction provided by Microsoft in order to purchase and acquire the service account in order to continue with the following steps. You can use Microsoft Azure each month for free (25 hours of computing time, 500 MB storage, 10,000 storage transactions, 1 GB database, and 500 MB data transfer); this promotional offer might end soon, though.
 
 3.
 
 Go to http://sql.azure.com/ and sign in using the account you created in Step 1.
 
 4.
 
 Once signed in, click the SQL Azure menu tab on the left side. When the Windows Azure page loads, you will see the project that you created during the registration process in Step 1. See Figure 3–4, which corresponds to this step.
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 Figure 3–4. SQL Azure main screen
 
 Connecting to the SQL Azure Project After you register and purchase your Azure service account, you can now log in to an SQL Azure portal. 1.
 
 Click the project hyperlink NAS-DEV. In your case, you should click the name of the project that corresponds to the one you created in the “Signing up for SQL Azure” section.
 
 2.
 
 Click the I Accept button on the Terms of Use page, as shown in Figure 3–5.
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 Figure 3–5. SQL Azure Terms of Use screen
 
 Creating an SQL Azure Database Here you will be creating an SQL Azure database with a username and password. 1.
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 On the Create Server page, enter “NotepadAdmin” as the administrator username and “P@ssword” as the administrator password. Retype the password, and choose North Central US on the Location drop-down. See Figure 3–6 for the inputs. Note that for the location, you would want to choose the region where you are closest for optimal performance. If you are planning to deploy the application to a specific region, then you would want to select the appropriate region here.
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 Figure 3–6. SQL Azure Create Server screen 2.
 
 Click the Create Server button and you will see Figure 3–7. Take note of the server name assigned to your SQL Azure database as you will need this information to connect using SQL Server Management Studio in Step 20.
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 Figure 3–7. SQL Azure Server Administration screen 3.
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 Click Create Database. When the pop-up window appears, enter “NotepadDB” as the name of your database, choose “Web” on the “Specify an edition” dropdown menu, and choose “1GB” on the “Specify the max size” drop-down menu, as shown in Figure 3–8. Now click the Create button.
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 Figure 3–8. SQL Azure create database screen
 
 Configuring the SQL Azure Firewall In the next steps, you will learn to properly configure the SQL Azure firewall so you can connect to the database. By default SQL Azure denies all access to the database until you add specific IP. 1.
 
 Notice that NotepadDB now appears in the list of databases on the Databases tab. Now click the “Firewall Settings” tab, where you will add your IP to the firewall in order to access the SQL Azure database that you just created from the Microsoft SQL Management Console application to perform various databaserelated tasks.
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 2.
 
 Select “Allow Microsoft Services to access to this server” check box, which will allow programs like Microsoft SQL Management consoles to connect directly to the SQL Azure database, as shown in Figure 3–9.
 
 Figure 3–9. SQL AzureFirewall Settings 3.
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 Click the Add Rule button, and when the popup appears, enter “MyComputer” into the Name text box. Notice that the popup displays your IP address, which you should now copy and paste into the IP Range text boxes, as shown in Figure 3–10.
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 Figure 3–10. SQL Azure Add Firewall Rule screen 4.
 
 Click the Submit button. Notice that firewall rules can take up to five minutes to go in effect.
 
 Testing the SQL Azure Database Connection In this section, you will learn to test to make sure all the configuration steps are performed properly and you can connect to the database. 1.
 
 Let’s test to see if you can properly connect. Click the Databases tab.
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 2.
 
 From the list of databases, select NotepadDB, click the “Test Connectivity” button, and the pop-up window will appear, as shown in Figure 3–11.
 
 Figure 3–11. SQL Azure Database Connectivity Test
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 3.
 
 Enter “NotepadAdmin” and “P@ssword” (or your own versions of these) into the Username and Password boxes and click the Connect button. You may choose to use your own username password of your choice.
 
 4.
 
 Click the Connect button and you will see a “Successfully connected to the database” message.
 
 5.
 
 Click the Close button to return to the main page behind.
 
 CHAPTER 3 ■ USING CLOUD SERVICES AS DATA STORES
 
 Creating a Database in SQL Azure In the following section, you will learn to create database tables in NotepadDB, which is hosted directly in SQL Azure using the Microsoft SQL Server Management application.
 
 Using SQL Server Management Studio to Connect to the Cloud Database You will be connecting directly to the SQL Azure database NotepadDB you created in the foregoing steps using the SQL Management application. 1.
 
 You want to make sure that you can connect to SQL Azure directly from SQL Management Studio in order to perform various database operations. If you do not have SQL Management Studio installed, you can download the free SQL Server 2008 R2 Express (www.microsoft.com/express/database/). Open SQL Server Management Studio by going to Start ® Programs ® Microsoft SQL Server 2008 R2, as shown in Figure 3–12.
 
 Figure 3–12. SQL Server Management Studio from the Windows menu 2.
 
 In the Connect to Server window, put the server name you obtained from Step 7 into the Server name text box, put NotepadAdmin and P@ssword into the Login and Password text box, and click the Connect button, as shown in Figure 3–13.
 
 Figure 3–13. SQL Server Management Studio Connect to Server screen
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 3.
 
 Once you are connected successfully to your SQL Azure database, SQL Server Management Studio will display an Object Explorer window on the left side of its IDE, as shown in Figure 3–14. Expand the Databases folder and you will find NotepadDB, which you just created, listed there, also shown in Figure 3–14.
 
 Figure 3–14. SQL Server Management Studio Object Explorer
 
 Creating SQL Azure Database Tables Once you are connected to NotepadDB, you can create the tables you’ll use to store and manage the notes your users will create and save. You will be creating the database schema shown in Figure 3–15.
 
 Figure 3–15. NotepadDB database schema
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 4.
 
 Right-click NotepadDB from the Object Explorer window, and from the context menu choose New Query.
 
 5.
 
 You will be executing SQL scripts in the query window in order to create tables in NotepadDB.
 
 6.
 
 To the newly opened query window, enter or cut and paste the following database script.
 
 USE [NotepadDB] GO CREATE TABLE [dbo].[User] ( [UserId] [uniqueidentifier] NOT NULL, [Name] [nvarchar](50) NOT NULL, CONSTRAINT [PK_User] PRIMARY KEY ( [UserId] ) ) Go CREATE TABLE [dbo].[Note] ( [NoteId] [int] IDENTITY(1,1) NOT NULL, [UserId] [uniqueidentifier] NOT NULL, [NoteText] [nvarchar](max) NOT NULL, [Description] [nvarchar](50) NOT NULL, CONSTRAINT [PK_Note] PRIMARY KEY CLUSTERED ( [NoteId] ) ) GO ALTER TABLE [dbo].[Note] WITH CHECK ADD CONSTRAINT [FK_Note_User] FOREIGN KEY([UserId]) REFERENCES [dbo].[User] ([UserId]) GO ALTER TABLE [dbo].[Note] CHECK CONSTRAINT [FK_Note_User] GO 7.
 
 Notice that when you expand the tables from NotepadDB in Object Explorer, you will see two tables: Note and User, as shown in Figure 3–16.
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 Figure 3–16. NotepadDB tables Now you have the live database in SQL Azure ready to be used by your web service that you will be creating in next section. You will be creating a web service using Windows Communication Foundation (WCF). The web service layer provides managed APIs the phone application can use to access the database.
 
 Creating a Cloud Service to Access the Cloud Database You will be creating a WCF service called NotepadService that will be consumed by the Windows Phone Notepad application. Think of NotepadService as the layer that provides managed APIs to the Notepad application. NotepadService will utilize the Entity Framework to generate object models based on the database tables, and it will also generate a persistence layer that performs the database operations, which otherwise you would have to code yourself. Finally, the steps will provide you with instructions on creating and deploying NotepadService to Windows Azure. You will be creating a WCF Azure service and running it from your machine, and then you will learn to package and deploy the project to the Azure cloud, where you will be able to configure to have multiple services run if your application demand increases.
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 Creating a Windows Azure Project You will be creating a Windows Azure NotepadService project in Visual Studio in the following steps. In order to create Azure services, you would need to download Azure tools and SDK from www.microsoft.com/windowsazure/windowsazure/default.aspx. 1.
 
 Create a new Windows Phone Application by selecting File ® New Project on the Visual Studio command menu. Select the Cloud installed template on the left, and choose Windows Azure Cloud Service from the list on the left, as shown in Figure 3–17. Name the Azure service “NotepadService” and click OK.
 
 Figure 3–17. Windows Azure Cloud Service project 2.
 
 You will be prompted to select the type of role. Notice here that if you want to host the web project, you would need to select ASP.NET Web Role. For Notepad WCF service, you will need to select WCF Service Web Role, as shown in Figure 3–18, and click the arrow pointing to the left. In Cloud Service Solution, you will see WCFServiceWebRole, and if you hover your mouse over the item, you will see that a little pencil icon appears. Click the pencil icon and change the name to NotepadServiceRole, as also shown in Figure 3–18.
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 Figure 3–18. Selecting WCF Service Web Role
 
 Generating an Object Model to Access the Cloud Database Now that we have basic plumbing for implementing a WCF service, it is a good time to implement a persistence layer that allows you to interact with the database. Entity Framework will act as an objectrelational mapping tool that will take database tables and create equivalent object models and many of the tedious tasks of coding methods, like add, delete, update, and search, which can be easily handled by Entity Framework. When you complete this section, you will be creating two object models, User and Note, which you can work directly in the code. Also Entity Framework will provide the ability to save these models directly back to the database. In the following steps, you will learn to add an Entity Framework item to the project and then connect to NotepadDB in SQL Azure and generate object models.
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 1.
 
 Right-click the NotepadServiceRole project found in Solution Explorer, and choose Add ® New Item.
 
 2.
 
 Click the Data from Installed Templates list, choose ADO.NET Entity Data Model, and name the model NotepadService.edmx, as shown in Figure 3–19.
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 Figure 3–19. Adding Entity Framework 3.
 
 You will be prompted with the Entity Data Model Wizard, as shown in Figure 3–20. Click the Next button.
 
 Figure 3–20. Entity Data Model Wizard
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 4.
 
 Click the “New Connection…” button, and when Choose Data Source appears, select Microsoft SQL Server from the list, as shown in Figure 3–21. Click the Continue button.
 
 Figure 3–21. Choose Data Source window 5.
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 You will be prompted with a Connection Properties window. In the service name, put the SQL Azure server name that you acquired from the previous steps and enter “NotepadAdmin” and “P@ssword” as your username and password. Then from the “Select or enter database name” drop-down, select NotepadDB, as shown in Figure 3–22.
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 Figure 3–22. Connection Properties window 6.
 
 Click the OK button, and you will return to the Entity Data Model Wizard window. Select Yes, include the sensitive data in the connection string radio button, and click the Next button.
 
 7.
 
 If you expand the tables, you will see the two tables (Note and User) that you created previously. Select both of the tables, as shown in Figure 3–23.
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 Figure 3–23. Choosing the database objects 8.
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 Take the default option for everything else, click the Finish button, and you will return to the Visual Studio project and see Notepad.edmx, which contains two object models: User and Note, as shown in Figure 3–24.
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 Figure 3–24. Entity model Notepad.edmx You now have User and Note object models that you can work with in your NotepadService. In the next section, you will be preparing NotepadService, which will implement simple create, read, update, and delete operations using the entity model that you generated in this section.
 
 Implementing a WCF Service to Access the SQL Azure Database Now that you have an entity model of User and Note, you can implement NotepadService, which will add, update, delete, and search notes. In this section, you will learn to implement a WCF service and also learn to use Entity Framework to interact with the SQL Azure database.
 
 Coding the WCF Contract In order to create a WCF service, you must first define a WCF service contract. The following steps will guide you through how to do this. If everything was successfully done, you should see a Solution Explorer in Visual Studio that resembles Figure 3–25.
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 Figure 3–25. NotepadService project in Solution Explorer Open IService.cs and replace the content with the following code. The WCF contract will contain a way to add, delete, update, and search the note in NotepadDB. Notice here the namespace of System.ServiceModel, which allows you to add attributes ServiceContract and OperationContract, which must be defined in order to create a WCF service. using System.ServiceModel; using System.Collections.Generic; using System; namespace NotepadServiceRole { [ServiceContract] public interface IService1 { [OperationContract] Guid AddUser(Guid userId, string userName); [OperationContract] NoteDto AddNote(Guid userId, string notedescription, string noteText); [OperationContract] void UpdateNote(int noteId, string noteText); [OperationContract] void DeleteNote(Guid userId, int noteId); [OperationContract]
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 List GetNotes(Guid userId); [OperationContract] NoteDto GetNote(Guid userId, int noteId); } } In the next section, you will be creating a data contract that will be sent to the client through the service.
 
 Coding the DataContract Before you implement the service contract, you will need to define two data transfer objects to map to the entity object. Although we can expose the entity generated by the Entity Framework directly to the WCF service, it is not a recommended practice because the Entity Framework exposes information not necessary for the client. For example, information like foreign key, primary key, and any Entity Framework–related information that is in the Note and User objects has no meaning to the client. Also when the Entity Framework object is serialized, it will include all this unnecessary information, causing the serialized objects coming through the Internet to get huge, and since we are working with the Windows Phone over wireless or Wi-Fi transmission, you will want information sent over the wireless to be small. 1.
 
 To NotepadServiceRole add the UserDto.cs class with the following code. Notice the namespace that we will be using, System.Runtime.Serialization, which allows you to add DataContract and DataMember attributes that allow the WCF service to serialize this object to be sent over the service to the client.
 
 using System.Runtime.Serialization; namespace NotepadServiceRole { [DataContract] public class UserDto { [DataMember] public int UserId { get; set; } [DataMember] public string Name { get; set; } } } 2.
 
 To NotepadServiceRole add the NoteDto.cs class with the following code.
 
 using System.Runtime.Serialization; namespace NotepadServiceRole { [DataContract] public class NoteDto { [DataMember] public int NoteId { get; set; }
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 [DataMember] public string Description { get; set; } [DataMember] public string NoteText { get; set; } } }
 
 Coding the Service In the following steps, you will implement the NotepadService WCF contract defined in the foregoing section. You will be using the Entity Framework to access the SQL Azure database. Open Service1.svc.cs in the NotepadServiceRole project, and add the code blocks spelled out in the following sections.
 
 Coding AddUser Method AddUser will add a new user to the database. Notice that you are instantiating NotepadDBEntities, which is the Entity Framework–generated context that connects to the SQL Azure NotepadDB. public Guid AddUser(Guid userId, string userName) { using (var context = new NotepadDBEntities()) { context.AddToUsers(new User() { UserId = userId, Name = userName, }); context.SaveChanges(); return userId; } }
 
 Coding AddNote Method Notice here in AddNote method after instantiating NotepadDBEntities, you are creating the Note entity that you generated in the foregoing steps using the Entity Framework Wizard. Once the note is saved, you are mapping to NoteDto to be sent to the client. public NoteDto AddNote(Guid userId, string notedescription, string noteText) { using (var context = new NotepadDBEntities()) { Note note = new Note() { Description = notedescription, UserId = userId,
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 NoteText = noteText, }; context.AddToNotes(note); context.SaveChanges(); return new NoteDto() { NoteId = note.NoteId, Description = note.Description, NoteText = note.NoteText, }; } }
 
 Coding UpdateNote Method In order to update the note, first you need to instantiate the entity context that connects to NotepadDB, and then you must query for the note that you are going to update. Once the note is retrieved, you will then update the properties and save changes. public void UpdateNote(int noteId, string noteText) { using (var context = new NotepadDBEntities()) { var note = context .Notes .Where(n => n.NoteId.Equals(noteId) ).Single(); note.NoteText = noteText; context.SaveChanges(); } }
 
 Coding DeleteNote Method When deleting the note, the note must be retrieved first and then the retrieved note will be added to the DeleteObject of the Notes collection. Then save the changes where the delete will be performed by the Entity Framework. public void DeleteNote(Guid userId, int noteId) { using (var context = new NotepadDBEntities()) { var note = context .Notes .Where(n => n.NoteId.Equals(noteId)).Single(); context.Notes.DeleteObject(note); context.SaveChanges(); } }
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 Coding GetNotes Method GetNotes will bring all the notes associated with the specific userId. You will be using a technique called Linq to Entity that closely resembles the SQL statement. And inside the Linq to Entity, you will be performing translation of the Note entity to NoteDto. This is a very useful technique for mapping an entity object to a data transfer object. public List GetNotes(Guid userId) { using (var context = new NotepadDBEntities()) { var notes = ( from eachNote in context.Notes where eachNote.UserId == userId orderby eachNote.Description ascending select new NoteDto { NoteId = eachNote.NoteId, Description = eachNote.Description, NoteText = eachNote.NoteText, } ).ToList(); return notes; } }
 
 Coding GetNote Method GetNote will query a single user note from the database. public NoteDto GetNote(Guid userId, int noteId) { using (var context = new NotepadDBEntities()) { var notes = ( from eachNote in context.Notes where eachNote.NoteId == noteId && eachNote.UserId == userId select new NoteDto { NoteId = eachNote.NoteId, Description = eachNote.Description, NoteText = eachNote.NoteText, } ).SingleOrDefault(); return notes; } }
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 Testing Azure WCF NotepadService on Your Machine You will be testing NotepadService on your machine so that when you connect to NotepadService from the Windows Phone Notepad application, you will be able to debug and step through NotepadService when the service call is made from the Notepad application. Press F5 and you will notice that the Development Fabric window appears with Internet Explorer. Development Fabric simulates the Azure service environment in your machine. Notice that when you expand NotepadService you see NotepadServiceRole, which is the WCF service that you coded in the foregoing steps. When NotepadService is deployed, you will see one instance of the service deployed, as shown in Figure 3–26. Do not stop the service, as you will be referencing the service from the Notepad application.
 
 Figure 3–26. Development Fabric simulating the Azure Service environment In the previous steps, you created the NotepadDB database in SQL Azure and NotepadService hosted locally using Development AppFabric to simulate Windows Azure. In the following section, you
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 will be consuming NotepadService from the Notepad application, and ultimately when the service works properly, you will be deploying NotepadService to Windows Azure.
 
 Building a Phone Client to Access a Cloud Service The Notepad application will allow you to add notes and retrieve the notes that will be saved to the cloud database NotepadDB. You will be building the Notepad application that will consume NotepadService, the WCF Azure service that you created previously, and you will verify at the end that the notes are properly saved to SQL Azure NotepadDB. When it’s finished, the UI for the Notepad application will resemble Figure 3–27.
 
 Figure 3–27. Notepad application
 
 Creating a Windows Phone Project To set up the Notepad project, follow the steps you’ve used for previous examples in this book.
 
 64
 
 1.
 
 Open Microsoft Visual Studio 2010 on your workstation.
 
 2.
 
 Create a new Windows Phone Application by selecting File ® New Project on the Visual Studio command menu. Select Silverlight for Windows Phone from Installed Templates, and then select the Windows Phone Application template on the right when the list appears, as shown in Figure 3–28. Name the application “Notepad” and click OK.
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 Figure 3–28. Creating a Windows Phone Application project
 
 Building the User Interface You will be building the user interface using XAML in Visual Studio. For building simple controls, it is faster to work with XAML code. First you will build two user controls, NoteListUsercontrol, which will display the list of the notes that the user can select to display and edit, and UserRegistrationUserControl, where the user can register so that the notes can be saved to NotepadDb in the cloud.
 
 Building UserRegistrationUserControl UserRegistrationUserControl is displayed the first time when the user starts the Notepad application, and thereafter the user registration information will be saved to the isolated storage application settings (isolated storage will be covered in detail in Chapter 13). 1.
 
 Right-click the Notepad project and choose Add ® New Item.
 
 2.
 
 From the Add New Item window, choose Windows Phone User Control and name the control UserRegistrationUserControl.xaml, as shown in Figure 3–29. Click the Add button.
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 Figure 3–29. Creating UserRegistrationUserControl 3.
 
 Open UserRegistrationUserControl.xaml, which you just added from Solution Explorer, replace the content with the following XAML code, and you will see a control that will resemble Figure 3–30 in Visual Studio design view.
 
 Figure 3–30. UserRegistrationUserControl design view
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 Declaring the UI Resources Take default namespaces as shown in the following code. 
 
 Adding Components for UserRegistrationUserControl You will be adding a Register button, a UserName label, and a TextBlock to capture the username. 
 
 Building NoteListUserControl NoteListUserControl displays the list of notes that the user created. The control will be prompted when the user clicks the View/Edit button from the MainPage. 1.
 
 Right-click the Notepad project and choose Add ® New Item.
 
 2.
 
 From the Add New Item window, choose Windows Phone User Control and name the control NoteListUserControl.xaml. Click the Add button.
 
 3.
 
 Open NoteListUserControl.xaml, which you just added from Solution Explorer, replace the content with the following XAML code, and you will see a control that will resemble Figure 3–31 in Visual Studio design view.
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 Figure 3–31. NoteListUserControl design view
 
 Declaring the UI Resources Take default namespaces as shown in the following code. 
 
 Adding Components for NoteListUserControl You will be adding a ListBox control that will be bound to the Notes, which is a collection of NoteDto that will be coming from the NotepadViewModel object that you will be implementing later. And each ListBoxItem will contain a TextBlock that is bound to NoteDto’s Decription property. 
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 Building MainPage MainPage will contain the user controls NoteListUserControl and UserRegistrationUserControl, which you just created, and the buttons Add, AddNew, Delete, and View/Edit, which will allow the user to add, insert, and delete the notes.
 
 Declaring the UI Resources The namespaces you see in the following code snippet are typically declared by default when you first create a Windows Phone project. In particular, the namespaces xmlns:phone="clrnamespace:Microsoft.Phone.Controls; assembly=Microsoft.Phone" allow you to add common Windows Phone controls to the application main page. Also you will be adding xmlns:uc="clr-namespace:Notepad", which will allow you to add BooleanToVisibilityConverter, which implements converting value from the Boolean to Visibility that is set on the controls. 
 
 Building the Main Page and Adding Components In MainPage, you will be adding Add, Delete, AddNew, and View/Edit buttons to work with the notes. Two TextBlocks, txtNotes, and txtNoteName, are added to display the note name and the note content. txtNote and txtNoteName are bound to SelectedNote.NoteText and SelectedNote.Description. The SelectedNote property comes from the NotepadViewModel object, which gets bound to the context of MainPage so that any control in MainPage can bind to any properties of the NotepadViewModel object. And there are two user controls that you will be adding that you created in previous steps. Visibility of these user controls is controlled by the ShowNoteList and NeedUserId properties found in NotepadViewModel. When the user clicks the View/Edit button, ShowNoteList will be set to true, causing NoteListUserControl, bound to the ShowNoteList property, to appear to the user. When the user first starts the application and does not have the user ID stored in the application settings, NeedUserId will be set to true in NotepadViewModel, causing the UserRegistrationUserControl to appear.
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 Adding BoolToVisibilityConvert Notice that you will be adding a custom converter that will convert the Boolean value received from NotepadViewModel to Visibility enumeration in order to hide and unhide the controls. You will be coding BoolToVisibilityConvert in later. In the next section, you will be adding events for the controls that you built in foregoing steps.
 
 70
 
 CHAPTER 3 ■ USING CLOUD SERVICES AS DATA STORES
 
 Coding MainPage In Solution Explorer, open MainPage.xaml.cs and replace the code there with the following C# code blocks that will implement the UI interacting with the user to add, delete, view, and edit notes, and also to register the user for the first time.
 
 Specifying the Namespaces Begin by listing the namespaces the application will use. using System.Windows; using Microsoft.Phone.Controls;
 
 Code Constructor In the constructor of MainPage, you will be setting DataContext of the user controls to the NotepadViewModel instance. When DataContext of ucNoteList and ucUserRegistraton is set to NotepadViewModel, the controls within the user controls’ values will be controlled by the properties of NotepadViewModel. public MainPage() { InitializeComponent(); this.DataContext = NotepadViewModel.Instance; ucNoteList.DataContext = NotepadViewModel.Instance; ucUserRegistration.DataContext = NotepadViewModel.Instance; }
 
 Coding the Save Button Event When the user clicks the Add button, the SaveNote method from the NotepadViewModel instance will be called. Any direct calls to NotepadService will be handled from NotepadViewModel, leaving the handling of the web service call complexity centralized to NotepadViewModel. This is a great abstraction technique, allowing you to easily maintain the application. private void btnSave_Click(object sender, RoutedEventArgs e) { if (!string.IsNullOrEmpty(txtNote.Text)) { NotepadViewModel.Instance.SaveNote(txtNoteName.Text, txtNote.Text); } }
 
 Coding the ViewEdit Button Event When the ViewEdit button is clicked, the ShowNoteList property in NotepadViewModel will be set to true, which will trigger NoteListUserControl to appear. ShowNoteList will be set to true only if there are Notes to be selected.
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 private void btnViewEdit_Click(object sender, RoutedEventArgs e) { if (!string.IsNullOrEmpty(txtNote.Text)) { NotepadViewModel.Instance.SaveNote(txtNoteName.Text, txtNote.Text); } }
 
 Coding the AddNew Button Event When the AddNew button is clicked, SelectedNode in NotepadViewModel will be set to null, triggering the txtNote and txtNoteName contents to be set to empty because they are bound to SelectedNote. Although you can directly set the Text fields of txtNote and txtNoteName to an empty string, we are abstracting this particular task to NotepadViewModel because when the user selects the specific user note from NoteListUserControl, the txtNote and txtNoteName content will be automatically changed because they are bound to SelectedNote. private void btnAddNew_Click(object sender, System.Windows.RoutedEventArgs e) { NotepadViewModel.Instance.SelectedNote = null; }
 
 Coding the Delete Button Event When the Delete button is clicked, the DeleteNote method from the NotepadViewModel instance will be invoked, SelectedNode will be set to null, and txtNote and txtNoteName will be set to an empty string automatically because they are bound to SelectedNode. private void btnDelete_Click(object sender, System.Windows.RoutedEventArgs e) { NotepadViewModel.Instance.DeleteNote(); }
 
 Coding the BoolToVisibilityConvert You will learn to create a custom converter that implements IValueConverter, which can be used during the binding in the control where the bound value can be converted to any value that the control will understand. BoolToVisibilityConvert will convert Boolean value bound to the control Visibility to Visibility enumeration so that the controls can hide and unhide.
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 1.
 
 Right-click the Notepad project and choose Add ® Add New Item.
 
 2.
 
 When the Add New Item window pops up, choose Class and name the class BoolToVisibilityConvert, as shown in Figure 3–32. Click the Add button.
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 Figure 3–32. Adding BoolToVisibility class to the project 3.
 
 Open BoolToVisibilityConvert.cs and paste the code blocks spelled out in the following sections.
 
 Specifying the Namespaces and Applying IValueConverter Interface The namespace System.Windows.Data will allow you to declare the IValueConverted interface for the BoolToVisibilityConverter class. using System; using System.Windows; using System.Windows.Data; namespace Notepad { public class BoolToVisibilityConverter : IValueConverter {
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 Implementing IValueConvert In order to use the converter in the XAML to convert bound value to the control property or transform to other value, you need to implement the Convert and ConvertBack methods. public object Convert(object value, Type targetType, object parameter, System.Globalization.CultureInfo culture) { bool boolValue; if (bool.TryParse(value.ToString(), out boolValue)) { return boolValue ? Visibility.Visible : Visibility.Collapsed; } else { // By default it will always return Visibility.Collapsed // even for the case where the value is not bool return Visibility.Collapsed; } } public object ConvertBack(object value, Type targetType, object parameter, System.Globalization.CultureInfo culture) { Visibility visibilityValue = Visibility.Collapsed; try { visibilityValue = (Visibility)Enum.Parse(typeof(Visibility), (string)value, true); return visibilityValue; } catch (Exception) { // if fails to conver the value to Visibility // it will return Collapsed as default value return visibilityValue; } } } }
 
 Adding Reference to NotepadService Before you code NotepadViewModel, add a web service reference to the NotepadService WCF service that will be hosted in Azure. 1.
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 Right-click the References folder found under the Notepad project in Solution Explorer, and choose Add Service Reference.
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 2.
 
 You will be prompted with the Add Service Reference window. In Address put http://127.0.0.1:81/Service.svc, and put NotepadServiceProxy in the Namespace text box. Click the Go button and NotepadService information is retrieved. You will see Service1 in the Services box.
 
 3.
 
 When you expand Service1, you will see IService. Click IService and the Operations box will be populated with NotepadService, which you created in the foregoing steps, as shown in Figure 3–33. Click the OK button.
 
 Figure 3–33. Adding service reference to NotepadService
 
 Coding NotepadViewModel NotepadViewModel is considered the controller of this application, and it controls the events and the data that will manipulate the UI. You can think of it as the brain of the application. 1.
 
 Right-click the Notepad project, and choose Add ® Add New Item.
 
 2.
 
 When the Add New Item window pops up, choose Class and name the class NotepadViewModel. Click the Add button. Your Solution Explorer should resemble Figure 3–34.
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 Figure 3–34. Notepad project items in Solution Explorer 3.
 
 Open NotepadViewModel.cs, found under the Notepad project, and paste the following c# codes.
 
 Specifying the Namespaces and Applying INotifyPropertyChanged The namespace Notepad.NotepadServiceProxy allows you to work with the web service NotepadService you referenced. System.IO.IsolatedStorage will allow you to save the registered user ID so that the application will know what notes to work with in the database. System.ComponentModel will allow you to implement the INotifyChanged interface that can raise the property changed events, allowing the controls that are bound to properties like Notes, SelectedNotes, ShowNoteList, and NeedUserId to respond to the changes. System.Linq will allow you to query to objects with syntax that resembles the SQL statement. using using using using using using using
 
 System; System.Windows; System.IO.IsolatedStorage; System.ComponentModel; Notepad.NotepadServiceProxy; System.Collections.ObjectModel; System.Linq;
 
 namespace Notepad {
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 /// /// Settings class is singleton instance that will contain various application /// configuration that will be used by all the controls of the application. /// public sealed class NotepadViewModel : INotifyPropertyChanged {
 
 Initializing the Variables There are many variables that will be added to NotepadViewModel that will control the behavior of the UI controls. Please refer to the comment in the following code for an explanation of what significance the properties have for the UI controls. // For creating Singleton instance public static NotepadViewModel Instance = new NotepadViewModel(); // For calling Notepad web service private ServiceClient _svc; // Populated when the user registers firstime // and the value is saved to the isolated storage public Guid UserId { get { if (IsolatedStorageSettings.ApplicationSettings.Contains("UserId")) { return (Guid)IsolatedStorageSettings.ApplicationSettings["UserId"]; } else { return Guid.Empty; } } set { if (IsolatedStorageSettings.ApplicationSettings.Contains("UserId")) { IsolatedStorageSettings.ApplicationSettings["UserId"] = value; } else { IsolatedStorageSettings.ApplicationSettings.Add("UserId", value); } // Raise property changed event to alert user registration control // so that if the UserId is empty user registration screen // will be prompted for the user to register. // // To see how raise property changed event works with control Binding // see Binding attributes on ucUserRegistration control in MainPage.xaml this.RaisePropertyChanged("UserId"); this.RaisePropertyChanged("NeedUserId");
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 } } // Checks to see if the UserId exist in the isolated storage // and make sure UserId is not an empty Guid public bool NeedUserId { get { return !IsolatedStorageSettings.ApplicationSettings.Contains("UserId") || (Guid)IsolatedStorageSettings.ApplicationSettings["UserId"] == Guid.Empty; } } // ShowNoteList is bound to NoteListUserControl in the MainPage // and it will hide if false and else unhide if true. private bool _showNoteList = false; public bool ShowNoteList { get { return _showNoteList; } set { _showNoteList = value; this.RaisePropertyChanged("ShowNoteList"); } } // SelectedNote is populated from NoteListUserControl // when the user selects the note from the list box. // SelectedNote is then used in MainPage by txtNote and // txtNoteName to populate to textbox content. private NoteDto _note; public NoteDto SelectedNote { get { return _note; } set { _note = value; this.RaisePropertyChanged("SelectedNote"); } } // Collection of NoteDto is populated by calling GetNotes service call // and all user notes will be contained in this collection. private ObservableCollection _notes; public ObservableCollection Notes
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 { get { return _notes; } set { _notes = value; this.RaisePropertyChanged("Notes"); } }
 
 Adding the Constructor In the constructor, you will be adding event handlers for the service calls. GetNotesCompleted will return all the user notes. AddNote, UpdateNote, and DeleteNote will add, update, and delete the note and return successfully if no error occurs, otherwise the error will be reported back to the callbacks. In the constructor ServiceClient, web service proxy, will be initialized and the RebindData method that makes the call to the GetNotes method will populate the Notes property. private NotepadViewModel() { _svc = new ServiceClient(); _svc.GetNotesCompleted += new EventHandler(_svc_GetNotesCompleted); _svc.AddNoteCompleted += new EventHandler(_svc_AddNoteCompleted); _svc.UpdateNoteCompleted += new EventHandler(_svc_UpdateNoteCompleted); _svc.AddUserCompleted += new EventHandler(_svc_AddUserCompleted); _svc.DeleteNoteCompleted += new EventHandler(_svc_DeleteNoteCompleted); if (this.NeedUserId) { this.Notes = new ObservableCollection(); } else { this.RebindData(); } } // To rebind the data GetNotes will be called to retrieve // all the user notes and resetting Notes value. public void RebindData() { _svc.GetNotesAsync(this.UserId); }
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 Adding SaveNote, AddUser, DeleteNote Here you will be using the Linq to Object technique to query the Notes property to check if noteName exists. If the note exists, UpdateNote will be called, otherwise AddNote will be called. The AddUser method will make a service call to add the user. DeleteNote will call the DeleteNote service. public void SaveNote(string noteName, string noteText) { // Search the user notes and see if the note already exist var note = (from eachNote in this.Notes where eachNote.NoteText.Equals(noteText, StringComparison.InvariantCultureIgnoreCase) select eachNote).SingleOrDefault(); if (note == null) { _svc.AddNoteAsync(this.UserId, noteName, noteText); } else { _svc.UpdateNoteAsync(note.NoteId, noteText); } this.SelectedNote = note; } public void AddUser(Guid userId, string userName) { if (this.NeedUserId) { _svc.AddUserAsync(userId, userName); } } public void DeleteNote() { _svc.DeleteNoteAsync(this.UserId, this.SelectedNote.NoteId); }
 
 Adding NotepadService Eventhandlers The following code will handle callbacks for NotepadService calls.
 
 AddNoteCompleted When the note is added successfully, SelectedNote will be set with the result returned from the call. private void _svc_AddNoteCompleted(object sender, AddNoteCompletedEventArgs e) { if (e.Error == null) { this.SelectedNote = e.Result;
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 this.RebindData(); } else { MessageBox.Show("Failed to add the note. Please try again!"); } }
 
 GetNotesCompleted The returned result will contain all the user notes and will be set to the Notes property. private void _svc_GetNotesCompleted(object sender, GetNotesCompletedEventArgs e) { if (e.Error == null) { this.Notes = e.Result; } else { MessageBox.Show("Failed to get the notes. Please try again!"); } }
 
 UpdateCompleted When the updated note is completed, RebindData is called, which will trigger the UI element txtNote, txtNoteName to be updated in MainPage. private void _svc_UpdateNoteCompleted(object sender, AsyncCompletedEventArgs e) { if (e.Error == null) { this.RebindData(); } else { MessageBox.Show("Failed to update the note. Please try again!"); } }
 
 AddUserCompleted If the user registration is successful, the UserId property will be set with the return result saving it to the isolated storage. private void _svc_AddUserCompleted(object sender, AddUserCompletedEventArgs e) { if (e.Error == null) { // Set the UserId only when AddUser service call // was made successfully
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 this.UserId = e.Result; } else { this.UserId = Guid.Empty; MessageBox.Show("Failed to add user please try again!"); } }
 
 DeleteNoteCompleted When the delete note call is successful, SelectedNote will be set to null so that txtNote and txtNoteName will be set with an empty string in MainPage, and RebindData is called to update the properties. private void _svc_DeleteNoteCompleted(object sender, AsyncCompletedEventArgs e) { if (e.Error == null) { this.SelectedNote = null; this.RebindData(); } else { MessageBox.Show("Failed to delete note please try again!"); } }
 
 Coding INotifyPropertyChanged Interface Here you will be coding the implementation of the INotifyPropertyChanged event that will be called whenever the Notes, ShowNoteList, NeedUserId, and SelectedNote properties are changed. // Implement INotifyPropertyChanged interface public event PropertyChangedEventHandler PropertyChanged; private void RaisePropertyChanged(string propertyName) { PropertyChangedEventHandler propertyChanged = this.PropertyChanged; if ((propertyChanged != null)) { propertyChanged(this, new PropertyChangedEventArgs(propertyName)); } } } }
 
 Testing the Application Against NotepadService Deployed Locally Before you begin, make sure that NotepadService is running Development Fabric, otherwise press F5 to start NotepadService as shown in the foregoing steps. Then press F5 on the Notepad Windows Phone project. You will see the application as shown in Figure 3–27. Enter the username and register, and add the notes so that we can confirm that the notes are saved to NotepadDB in SQL Azure.
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 Open up your SQL Server Management Studio by following the steps provided in the previous sections, type in the following SQL statement, press F5, and you will see the notes and the user data saved to NotepadDB. select * from [User] select * from Note When the SQL statement is executed, you should see the data you added in the Results window, as shown in Figure 3–35.
 
 Figure 3–35. Querying NotepadDB In the next section, you will learn to deploy NotepadService directly to Windows Azure, and you will be modifying the Notepad application to consume the web service located in Windows Azure instead of from the local machine.
 
 Deploying the Service to Windows Azure By deploying to Windows Azure, you will have a redundant, fault-tolerant service that you can scale out if you need to meet the demands of heavy usage. You will learn how simple it is to configure the service and deploy.
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 Preparing for Windows Azure NotepadService You will be creating a Windows Azure service host in order to deploy WCF NotepadService to a Windows Azure platform.
 
 Signing Up for Windows Azure and Creating a Project 1.
 
 Open the browser of your choice.
 
 2.
 
 Go to www.microsoft.com/windowsazure/ to sign up and buy the Windows Azure service account. Follow the directions provided by Microsoft in order to purchase and acquire the service account in order to continue with the following steps.
 
 3.
 
 Go to https://windows.azure.com/ and sign in using the account you created in Step 1.
 
 Connecting to the Windows Azure Project 1.
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 Once you’ve signed in, click the Windows Azure menu tab on the left side. When the Windows Azure page loads, you will see the project that you created during the registration process (see Step 1). See Figure 3–36, which will correspond to this step.
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 Figure 3–36. Windows Azure project list 2.
 
 Click the project hyperlink NAS-DEV. In your case, you should click the name of the project that corresponds to the one you created in Step 1.
 
 Creating Windows Azure NotepadService 1.
 
 When the page loads, if you previously created services, you will see the list of the services, as shown in Figure 3–37. Let’s create a new service that will host your WCF service by clicking the “+ New Service” link on the left side of the page.
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 Figure 3–37. Adding a new Azure service to the project When the next page loads, you will be given an option to choose either “Storage Account” or “Hosted Services.” Choose “Hosted Services.” See Figure 3–38 for the options you will see displayed.
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 Figure 3–38. Choosing Hosted Services 2.
 
 When the Service Properties dialogue shown in Figure 3–39 displays, enter “NotepadService” as the Service Label and “This is the WCF service for the Windows Phone 7 Notepad demo application,” as the Service Description. Now click the Next button to display the Hosted Service Dialogue on the page.
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 Figure 3–39. Creating Azure service
 
 Configuring Windows Azure NotepadService Now you’re ready to configure the service that you created in the previous section. 1.
 
 When the Hosted Service dialogue displays, enter “NotepadService” as the Public Service Name of the Public Hosted Service URL name. Click the Check Availability button to make sure the service name is not taken by someone else.
 
 2.
 
 In the Hosted Service Affinity Group section of the Hosted Service dialogue, you have two options to choose from. Typically, relating the affinity among other services allows you to run the services in the same region in order to optimize performance. a.
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 If you are creating multiple services that will interact with other services in the same region, then you will want to choose “Yes” and choose the existing Affinity Group from the drop-down.
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 b.
 
 If you create a new Affinity, you can associate to this affinity when you are creating other services. Choose “No” as you will not be creating multiple services that will require the services to be in the same region, and then select the “Anywhere in US” option from the drop-down.
 
 See Figure 3–40 for appropriately filled information. Notice here that for the region you would want to choose the region that you are close to for optimal performance. If you are planning to deploy the application targeting a specific region, then you would want to make sure to choose the appropriate region here.
 
 Figure 3–40. Configuring the Azure service
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 3.
 
 Click the Create button and you will see Figure 3–41. Now you are ready to deploy the WCF application that you created in the foregoing section. Notice here that you will be able to deploy first to staging to test your WCF and then deploy to production. This is a very nice feature in that you will be able to test the application running against a real cloud-based service without first deploying to production.
 
 Figure 3–41. NotepadService main screen Keep this browser open as you will be coming back and deploying the packages.
 
 Deploying NotepadService to Windows Azure In the foregoing steps, you prepared the NotepadService host, and now it is time for you to deploy NotepadService so that you can consume the Azure service from the phone. We will be deploying the service to staging first. Staging is where you test your service before going to production. This is a very convenient way of making sure your service works before deciding to go live.
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 Compiling and Publishing NotepadService We will need a compiled binary so we can deploy to the Windows Azure host. 1.
 
 Go to your NotepadService project, stop the project if it is running, right-click the NotepadService project, and choose Publish.
 
 2.
 
 The Publish Cloud Service window will appear. Choose Create Service Package Only, as shown in Figure 3–42.
 
 Figure 3–42. Create a NotepadService package for Windows Azure 3.
 
 Click the OK button and you will notice that Windows Explorer will open with a directory where you will see two files: NotepadService.cspkg is the compiled binary of NotepadService and ServiceConfiguration.cscfg is the configuration file used by Windows Azure. Take note of the directory path as you will be uploading these files to Windows Azure.
 
 Deploying NotepadService.cspkg and ServiceConfiguration.cscfg to Windows Azure You will be deploying the packages created in the previous steps to Windows Azure. 1.
 
 Go to your browser where the NotepadService host main screen is, as shown in Figure 3–41.
 
 2.
 
 Click the “Staging Deploy…” button.
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 3.
 
 In the Application Package section, click the Browse button and select NotepadService.cspkg. In Configuration Settings, click Browse to select ServiceConfiguration.cscfg, and choose Automatic for Select OS Upgrades. It is best to have Azure upgrade the OS automatically because each upgrade will include security patches and framework updates. In “Choose a label for this deployment,” put “Version 1.0.0”. It is best to label the service you are deploying using the version scheme to overcome any future confusion of what is deployed to the Azure service. You should see a screen that resembles Figure 3–43.
 
 Figure 3–43. Staging Deployment screen 4.
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 Click Deploy. The main screen page will be loaded, as shown in Figure 3–44.
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 Figure 3–44. NotepadService main screen after packages are uploaded 5.
 
 Click Run to run NotepadService. This step will take a while, as long as five minutes. When the service is ready, you will see the Ready status. Notice here that there is a temporary web site URL, which now you can use in your Notepad phone application.
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 Testing the Notepad Application Against NotepadService Azure Service In the foregoing steps, you deployed NotepadService to the Windows Azure host. You will be changing the Notepad phone configuration to point to the web service that is hosted in Windows Azure and test in the same way you tested against when the service was deployed locally to your machine. 1.
 
 Go to Visual Studio with the Notepad project.
 
 2.
 
 In Solution Explorer under the Notepad project, open ServiceReferences.ClientConfig. Change the endpoint address from 127.0.0.1:81 to the URL that you received when you deployed to staging in previous steps. See Figure 3–45 with the changed endpoint address.
 
 Figure 3–45. Changing the service endpoint to the Windows Azure address 3.
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 Make sure that NotepadService is in Ready status, and then press F5 to run your Notepad phone application in the emulator. Follow the previous steps to test the Notepad application—it should exhibit exactly the same behavior, except that now you are running your Notepad application against the Windows Azure service.
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 Summary In this chapter, you learned to build a Windows Phone application that makes use of Microsoft’s Windows Azure service to store data to an SQL server in the cloud. Your application is now scalable and fault-tolerant, and can accommodate a large number of users. You learned how simple it is to create the service and the database in the Azure cloud and how Microsoft Azure gives you the power to build an application without having to worry about creating your own complex IT infrastructure to support it. In Chapter 4, you will learn to catch exceptions and debug and test Windows Phone applications. It will teach you critical skills for you to be successful in building a Windows Phone application.
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 Catching and Debugging Errors As you develop Windows Phone applications, you must learn how to equip them to handle a number of exceptions that are unique to smartphones. Unlike a desktop computer, a Windows Phone is loaded with devices over which you have little direct control, including GPS, an accelerometer, Wi-Fi, isolated storage, and a radio. A user can decide to turn off an onboard device to save power at any time; isolated storage can run out of space, and a resource such as a cell tower, GPS satellite, or WiFi router might not be available. To identify and fix unexpected exceptions in an application, you need to know how to use the powerful debugging facilities of Visual Studio. And to assure yourself that you have dealt with all of the bugs your application is likely to encounter, you need to know how to test your applications on a real device. In this chapter, you will learn to master the critical debugging and troubleshooting skills using Visual Studio IDE, which you can also use to debug any application, including web applications (ASP.NET), and Windows applications. The following sections are divided into three major topics. We’ll walk you through a series of tutorials covering general exception handling in Windows Phone, Visual Studio debugger features, and testing using the emulator and the real device.
 
 Debugging Application Exceptions In this section, you will learn how to find and deal with two exceptions that are common to Windows Phone applications. The first is the navigation failed exception, which can be thrown when a main page is loaded; the second deals with the web service call that is consumed by the application. The ErrorHandlingDemo application that you’ll use contains two projects, a Windows Phone project and the Calculator web service project, which has an Add method that adds two numbers and returns the result to the caller. Being able to debug and handle web service call exceptions will be critical especially if you are planning to work with external services like Microsoft Bing Maps services, covered in Chapter 14. When you finally debug and fix all the issues in the application, you will see the result shown in Figure 4–1.
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 Figure 4–1. ErrorHandlingDemo application
 
 Debugging Page Load Exceptions The ErrorHandlingDemo application contains bugs that will cause exceptions to be thrown when the application’s main page is loaded. In this section, you will learn how to find and fix such problems in Visual Studio.
 
 Catching an Exception Whenever an application throws an exception, Visual Studio will stop execution at the line where it’s thrown. To observe this behavior, let’s run the application and take a closer look using the Visual Studio IDE. Fire up Visual Studio, select File®Open, and browse to the following file, which you can download from the site for this book: {unzippeddirectory}\ch04\ErrorHandlingDemo\Start\ErrorHandlingDemo.sln. Once the solution file is loaded, press F5 to run it. Notice the raised exception message in Figure 4–2, which points to the code that has caused ArgumentOutOfRangeException to be thrown. From DeviceExtendedProperties you can obtain Windows Phone 7 system information, and only the following keys—DeviceManufacturer, DeviceName,
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 DeviceUniqueId, DeviceTotalMemory, ApplicationCurrentMemoryUsage, and ApplicationPeakMemoryUsage—will be available. And when you try to query the system information DName that does not exist, the application throws ArgumentOutOfException.
 
 Figure 4–2. A raised exception in Visual Studio
 
 Querying Exception Object Values with Immediate Window Whenever an application running in Visual Studio pauses at a line where an exception has been thrown, you always have an opportunity to observe its variables in Visual Studio’s Immediate Window. Immediate Window is a most useful debugging feature because it allows you to evaluate any statement when the code execution pauses at the breakpoint. If you do not see the immediate window when the breakpoint is hit, you can go to Debug ® Windows ® Immediate to bring up the Immediate Window, as shown in Figure 4–3. 1.
 
 With ErrorHandlingDemo still paused in the debugger, go to the Immediate Window, type in DeviceExtendedProperties.GetValue("DeviceName") to query the object value, and press Enter. You will see the result printed in an Immediate Window, as shown in Figure 4–3.
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 Figure 4–3. Query object value in Immediate Window
 
 Catching an Unhandled Exception in RootFrame_NavigationFailed or Application_UnhandledException Unhandled exceptions in a Windows Phone application will be caught by one of two main methods: RootFrame_NavigationFailed, and Application_UnhandledException. RootFrame_NavigationFailed catches unhandled exceptions thrown while a page is being loaded; Application_UnhandledException catches exceptions thrown in all other cases. 1.
 
 Press F5 to continue debugging from the breakpoint in the previous section.
 
 The debugger will next break inside RootFrame_NavigationFailed in App.xaml.cs as shown in Figure 4–4. Notice that in App.xaml.cs you will find various Windows Phone application–related events such as Application_Launching, Application_Activated, Application_Deactivated, Application_Closing, RootFrame_NavigationFailed, and Application_UnhandledException. As far as exceptions are concerned, only two events will be of interest. RootFrame_NavigationFailed captures unhandled exceptions when the Windows Phone page fails to load. In ErrorHandlingDemo, unhandled exceptions occur when MainPage tries to load and throws ArgumentOutOfException.
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 Figure 4–4. Breakpoint at RootFrame_NavigationFailed 2.
 
 With your mouse, hover over NavigationFailedEventArgs e and you will be able to drill into the object value and see the e.Uri that contains the page that caused the error during the load, as shown in Figure 4–5.
 
 Figure 4–5. NavigationFailedEventArgs.Uri
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 3.
 
 Press F5 to continue debugging, and you will notice that code execution next breaks in the Application_UnhandledException method. All exceptions that are not handled specifically by a try-catch-finally block will ultimately end up in this method.
 
 Handling an Exception RootFrame_NavigationFailed When an exception is thrown in the MainPage of an application, the exception will be caught by the RootFrame_NavigationFailed method, and this is where you want to handle it in order to stop the exception from bubbling up to the Application_UnhandledException method. In ErrorHandlingDemo, replace the RootFrame_NavigationFailed method with following code. Notice the use of MessageBox in the code to display the proper error with stack trace and set e.Handled to true, which will stop the breakpoint to move to the Application_UnhandledException method. // Code to execute if a navigation fails private void RootFrame_NavigationFailed(object sender, NavigationFailedEventArgs e) { if (System.Diagnostics.Debugger.IsAttached) { // A navigation has failed; break into the debugger System.Diagnostics.Debugger.Break(); } MessageBox.Show( string.Format("Page {0} failed to load because of with error: {1}", e.Uri.ToString(), e.Exception.StackTrace)); e.Handled = true; }
 
 Fixing the Error in the Code In the previous section, you added a MessageBox display in case any other page fails to load, and in the following steps, you will be fixing the actual cause of the exception in MainPage. But first, let’s fix the error in MainPage.xaml.cs. Fix the error in MainPage.xaml.cs by replacing txtDeviceName.Text = DeviceExtendedProperties.GetValue("DName").ToString() with txtDeviceName.Text = DeviceExtendedProperties.GetValue("DeviceName").ToString().
 
 Debugging a Web Service Exception ErrorHandlingDemo contains the CalculatorService web service project, where the service will be hosted locally and consumed by the demo application. The code is written so that the application will throw the exceptions that you will be fixing.
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 Catching a Web Service Exception You will be stepping through the breakpoints in order to understand the behavior of the thrown exception. Before you begin, we need to make sure that both the Windows Phone project and the web service project start simultaneously when you Press F5. 1.
 
 Right-click the ErrorHandlingDemo solution in Solution Explorer and choose the property. The solution property page Window shown in Figure 4–6 will display.
 
 2.
 
 Select the Multiple startup projects option, and CalculatorService and ErrorHandlingDemo projects’ Actions are set to Start.
 
 3.
 
 Also put two breakpoints in MainPage.xaml.cs, as shown in Figure 4–6, at the line txtAnswer.Text = e.Result.ToString() and _svc.AddAsync(txtX.Text, txtY.Text).
 
 Figure 4–6. Breaking point to debug CalculatorService web service 4.
 
 Press F5 and you will see the application show in Figure 4–1 in the emulator, and you will notice the WCF Test Client starts as well, as shown in Figure 4–7. The WCF Test Client will host the CalculatorService, allowing you to step into the web service call.
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 Figure 4–7. WCF test client 5.
 
 From the emulator, press the Call Calculator Service button.
 
 Notice that the Visual Studio catches InvalidCastException thrown from the CalculatorService project, as shown in Figure 4–8.
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 Figure 4–8. InvalidCastException in CalculatorService 6.
 
 When you hover over x value you will notice that it contains Test, which cannot be converted to integer causing InvalidCastException.
 
 7.
 
 Press F5 to continue, and Visual Studio breaks at Reference.cs, which is the web service proxy class that was generated against WSDL from Visual Studio (see Chapter 3 for more detail on how to consume web services).
 
 8.
 
 Press F5 again, and the execution will break on the line txtAnswer.Text = e.Result.ToString() found in MainPage.xaml.cs.
 
 9.
 
 In Immediate Window, type in e.Error and you will notice that e.Error is not empty. When the web service returns any kind of error, e.Error will not be empty, and when you try to access e.Result that contains web service call, the result will throw an exception.
 
 10. Press F5 again, and you will notice the exception thrown in the e.Result property, as shown in Figure 4–9.
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 Figure 4–9. Exception thrown in e.Result when the web service has an error 11. Press F5, and the exception will be finally caught in Application_UnhandledException.
 
 Fixing the CalculatorService Exception After stepping through the breakpoints, you now have enough information to fix the exception. First let’s check the values received from the caller in CalculatorService. Replace Service1.svc.cs codes with the following snippet. The CheckValue method will make sure that the received value is not null and it converts the value to the integer. public int Add(object x, object y) { int xValue = CheckValue(x); int yValue = CheckValue(y); return xValue + yValue; }
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 private int CheckValue(object value) { int convertedValue = -1; if (value == null) { throw new ArgumentNullException("value"); } else if (!int.TryParse(value.ToString(), out convertedValue)) { throw new ArgumentException( string.Format("The value '{0}' is not an integer.", value)); } return convertedValue; } In MainPage.xaml.cs replace the AddCompleted event delegate with following codes. You will be checking to make sure e.Error is empty before retrieving e.Result, and if e.Error is not empty, then you will be throwing the proper error message. _svc.AddCompleted += (s, e) => { if (e.Error == null) { txtAnswer.Text = e.Result.ToString(); } else { MessageBox.Show( string.Format("CalculatorService return an error {0}", e.Error.Message)); } };
 
 Testing the Application You’ve finished debugging and fixing the application exceptions, and now you will be able to properly run the application and handle exceptions. Press F5 and you will see Figure 4–1; notice now that txtDeviceManufacturer and txtDeviceName are properly populated during the MainPage load. When you change txtX to an integer and click the Call Calculator Service button, txtAnswer will be populated with the result received from the web service.
 
 Registering a Windows Phone Device for Debugging Testing an application on a Windows Phone device is a lot more work than using the Windows Phone emulator, because it involves registering your device, physically connecting it to your computer via a USB cable, and running Zune software in the background on your workstation. Here are the steps you need to follow to set up a phone as your debugging platform. First, you must apply for a Windows Phone Marketplace account at the Windows Phone developer portal.
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 1.
 
 If you don’t yet have a Windows Phone account, go to http://developer.windowsphone.com/ and sign up.
 
 Microsoft will review your application and activate your account. If you have not yet installed Zune software, you can download the latest Zune software from www.zune.net/enus/products/software/download/default.htm. 2.
 
 Once you’re approved, click the Windows Start menu on your workstation and select All Programs ®Zune to start the Zune software, whose Welcome page is shown in Figure 4–10.
 
 Figure 4–10. Zune software
 
 ■ Note The Windows Phone 7 device is based on the Zune, which is a Microsoft product and iPod competitor for playing video and audio. A Windows Phone uses Zune software to update a Windows Phone 7 system, and Zune must be running in order to deploy an application to a device. Also you can use Zune software to back up your device.
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 3.
 
 Connect your Windows Phone device to your developer workstation using a USB cable.
 
 4.
 
 To confirm that your device is properly connected and recognized by the Zune software, click the phone icon at the bottom left corner of the Zune Welcome screen, as indicated by the arrow in Figure 4–11.
 
 Figure 4–11. Clicking the phone icon in Zune software 5.
 
 When you click the phone icon, the Zune software will display detailed information about your device, as shown in Figure 4–12.
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 Figure 4–12. Windows Phone device detail page in Zune Now you are ready to actually register your device. 6.
 
 Go to the Windows Start menu, select All Programs ®Windows Phone Developer Tools, and select Windows Phone Developer Registration, as shown in Figure 4–13.
 
 Figure 4–13. Windows Phone developer registration A Windows Phone developer registration form will display, as shown in Figure 4–14. 7.
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 Enter the ID and password that you used to register for a Windows Phone Marketplace account in Step 1.
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 Figure 4–14. Windows Phone developer registration To confirm that your phone is properly registered, go to http://developer.windowsphone.com/ and log in. Once logged in, click Account and select DEVICE REGISTRATION from left side menu, as shown in Figure 4–15. You should see a list of the devices you have registered.
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 Figure 4–15. Device registration page In the following section, you will learn tips and tricks to make your life easier when you begin to debug and test using a real device.
 
 TIPS AND TRICKS: DEBUGGING ON A DEVICE Here are a few things that you should keep in mind to make your life easier and save you time when you’re debugging an application on a live Windows Phone.
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 1.
 
 When debugging it is best to disable screen time-out, especially if you are debugging through a complex program that takes a long time. On the Windows Phone device, go to Settings ® Lock & Wallpaper and set the screen time-out to never. Remember to come back to reset the screen time-out to other than never so you don’t waste your battery.
 
 2.
 
 When you try to debug in the Windows Phone 7 device, you will get the error message shown here. And when you click No, you will see an “Access Denied” message in your Error List window. This is because your device is locked due to time-out. To avoid this problem during the debugging, you would want to disable time-out on the device by following Step 1. To resolve this issue, simply unlock your device and restart in debug mode in Visual Studio.
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 3. When the Zune application is not started, you will receive the error “Zune software is not launched. Retry after making sure that Zune software is launched” in the Visual Studio Error List Window.
 
 Handling Device Exceptions In the following section, you will learn to capture device-specific exceptions. You will be using the accelerometer device as an example to properly handle unexpected exceptions by catching AccelerometerFailedException. AccelerometerFailedException can occur if the accelerometer device on the phone is broken. Also the exception can occur if the device throws unexpected error caused internally by Microsoft Window Phone framework. Figure 4–16 displays the basic UI of the CatchDeviceExceptionDemo project that you will be building.
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 Figure 4–16. CatchDeviceException UI
 
 Creating the CatchDeviceExceptionDemo Project To set up the CatchDeviceExceptionDemo project, follow the steps you’ve used for previous examples in this book.
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 1.
 
 Open Microsoft Visual Studio 2010 Express for Windows Phone on your workstation.
 
 2.
 
 Create a new Windows Phone Application by selecting File ® New Project on the Visual Studio command menu. Select the Windows Phone Application template, name the application “CaptureAccelerometerData,” and click OK.
 
 3.
 
 In order to use the accelerometer, add an assembly reference to Microsoft.Devices.Sensors by right-clicking the References folder in Solution Explorer, and choose Microsoft.Devices.Sensors from the Add Reference window, as shown in Figure 4–17.
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 Figure 4–17. Adding reference to Microsoft.Devices.Sensors
 
 Building the User Interface You will be building the user interface using the XAML in the Visual Studio. For building simple controls, it is faster to work with the XAML code. Go to Solution Explorer, open MainPage.xaml, and replace the XAML you find there with the following code.
 
 Declaring the UI Resources The namespaces you see in the following code snippet are typically declared by default when you first create a Windows Phone project. In particular, namespaces xmlns:phone="clrnamespace:Microsoft.Phone.Controls; assembly=Microsoft.Phone" allow you to add common Windows Phone controls to the application main page. 
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 Building the Main Page and Adding Components Create two buttons to start and stop the accelerometer. Once you have loaded the XAML code, you should see the layout shown in Figure 4–18. In the next section, you will be coding the application.
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 Figure 4–18. CatchDeviceExceptionDemo design view
 
 Coding the Application In Solution Explorer, open MainPage.xaml.cs and replace the code there with the following code C# code blocks.
 
 Specifying the Namespaces Begin by listing the namespaces the application will use. Notice our inclusion of Microsoft.Devices.Sensors that will allow us to start and stop Windows Phone’s accelerometer. using System.Windows; using Microsoft.Phone.Controls; using Microsoft.Devices.Sensors;
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 Initializing Variables The variable _acc, Accelerometer object, will be used to start and stop. Accelerometer _acc; public MainPage() { InitializeComponent(); _acc = new Accelerometer(); }
 
 Implementing Accelerometer Start and Stop Behavior Implement a button event for stopping and starting the accelerometer. Notice that you are catching AccelerometerFailedException, which can be raised during the start and stop of the accelerometer. In the exception property, you will find ErrorId and Message that contains specific error code and description that could explain why the error was raised private void btnStartAcc_Click(object sender, RoutedEventArgs e) { try { _acc.Start(); _acc.ReadingChanged += (s1, e1) => { // Do something with captured accelerometer data }; } catch (AccelerometerFailedException ex) { string errorMessage = string.Format(@" Accelerometer threw an error with ErrorId {0} during the start operation with error message {1} ", ex.ErrorId, ex.Message); MessageBox.Show(errorMessage); } } private void btnStopAcc_Click(object sender, RoutedEventArgs e) { try { _acc.Stop(); } catch (AccelerometerFailedException ex) { string errorMessage = string.Format(@" Accelerometer threw an error with ErrorId {0}
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 during the stop operation with error message {1} ", ex.ErrorId, ex.Message); MessageBox.Show(errorMessage); } }
 
 Testing the Finished Application To test the finished application, press F5. The result should resemble the screenshot shown in Figure 4– 16. The only thing you will not be able to test is being able to raise AccelerometerFailedException, which can be raised only if the accelerometer device fails. But the demo will give you a good idea of how you should be handling the device-related exception if it ever occurs.
 
 Summary In this chapter, you learned how catch and handle errors in an application and unexpected errors thrown by a Windows Phone. You also learned how to use Visual Studio’s powerful debugging features to troubleshoot and fix defects, regardless of whether you’re running an application in the emulator or on a real device. In Chapter 5, you will learn to package, publish, and manage a Windows Phone application for distribution through the Windows Phone Marketplace.
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 Packaging, Publishing, and Managing Applications Every developer dreams of developing an application that everyone loves to use and becoming an instant millionaire. You will have that chance when you develop your own application and then packaging, distributing, and selling it to millions of Windows Phone users worldwide through the Windows Marketplace . In order for you to submit your application to the Windows Phone Marketplace you will need to pay $99 per year. At the Windows Phone Marketplace you have three options for distributing your application. •
 
 You can sell your application at fixed cost that you specify and earn 70% on each sale you make.
 
 •
 
 You can distribute your application for free up to five free applications and subsequent applications will cost $19.99 to submit. When you do decide to distribute your application for free you would want to consider incorporating Windows Phone 7 Ad SDK so you can earn money from the advertising. Using Microsoft Advertising service you can produce targeted advertising for your application to display. For example if you are creating health related application then you might considering choosing advertising categories from sports, life style and/or health categories. You have to keep in mind though that you are allowed to select only three categories.
 
 •
 
 You can distribute your application as a trial application using the Market Trial API to reduce the number of features available in the application so that users can download the application and try it first before making a purchase.
 
 To package and publish your application to the Windows Phone Marketplace your application must abide by the rules of the Windows Phone Marketplace. In following sections, you will learn in great detail about what you need to do in order to successfully deliver your application to the Windows Phone Marketplace.
 
 Windows Phone Application Publishing Lifecycle When you develop a Windows Phone application you distribute to Windows Phone Marketplace through the Windows Phone developer portal. Figure 5–1 shows you the overview interaction of the developer to the developer portal to the Windows Phone Marketplace to the consumers.
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 Figure 5–1. Windows Phone application publishing lifecycle First (1) you must register as a developer with the Windows Phone portal and there will be $99 fee that you would need to pay. Your identity will be verified and you will be issued a certificate that the Windows Marketplace will use to sign your application. In addition, your bank account will be verified so that your earning can be deposited there. Next (2), if you haven’t already done so, you’ll need to download the SDK tools you need to develop in Visual Studio. After you’ve created your application (3) you will submit it to the portal for validation and certification (4) so Microsoft can assure the application abides by the Windows Phone Marketplace rules. Once your application becomes eligible, it will be signed using the certificate you received during registration (5), and then published to the Windows Phone Marketplace (6). Once the application is published, users will be able to buy, download and install it from the Widows Phone Marketplace portal. There, users can also rate it and comment on its virtues and flaws, providing you with feedback that you can use to improve it. The Marketplace will provide you with downloads and sales information as well.
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 In the followings sections you will be learning great deal about the certification requirements and the process that will guide you through so that your application can pass through and be submitted to the Windows Phone Marketplace.
 
 Windows Phone Application Certification Requirements In the battle of smartphones between (iPhone, Android and Windows Phone), the applications available on each smartphone will play critical role to winning the consumers to use the phone. Windows Phone Marketplace puts in place the rules and process to ensure that the published applications are high in quality. You can download Windows Phone 7 application certification requirements from http://go.microsoft.com/?linkid=9730558. The following list describes the idea behind the rules and the process imposed on publishing the application to Windows Phone Marketplace: 1.
 
 Applications are reliable – You will be dealing with the consumers who will be picky and any hint of the instability in the application will cause the consumers not only talk bad about the application but the brand behind the phone. So Microsoft will enforce the best practices for creating reliable application.
 
 2.
 
 Applications make efficient use of resources – Your application must make efficient use of the pone resources and make sure does not have any adverse effect on performance. For example the battery life can be drained quickly if you continue to use the location service or the accelerometer because you forgot to turn it off after to use in the application and the user is continuing to use your application not aware that location service and accelerometer is still running.
 
 3.
 
 Application does interfere with the phone functionality – The user must be notified before modifying any phone settings or preferences.
 
 4.
 
 Applications are free of malicious software – The application must be safe to install and use.
 
 In following sections, the summary of main points will be presented so that you can be aware of the content of the certification documents. Remember that the following sections describing the certification requirements are based on version 1.3 and Microsoft could modify and release newer version. So check back with the developer portal http://developer.windowsphone.com.
 
 Application Policies This section will cover policies that will help protect the Windows Phone Marketplace and the consumers using the Windows Phone application bought from the marketplace.
 
 Windows Phone application binary (XAP file) You must compile your application in release mode from Visual Studio and it will produce a file with a .xap file extension. A ZAP file is nothing more than a ZIP file with a different extension name. In in fact, if you change the extension name of your XAP file from .xap to .zip, you will be able to extract its file content. You should be aware of following facts. For installation over the air, the XAP file must be no larger than 20 MB.
 
 123
 
 CHAPTER 5 ■ PACKAGING, PUBLISHING, AND MANAGING APPLICATIONS
 
 1.
 
 Must disclose additional data package to be downloaded if greater than 50 MB and notify the user that there might be additional charges depending on how the data package is downloaded.
 
 2.
 
 Maximum size of a XAP is 400 MB and a XAP greater than 20 MB can only be installed through Zune, or over Wi-Fi.
 
 What your application must not do This section will summarize what your application cannot do that is described in the Application Policies section. Cannot sell, link or promote mobile voice plans. 1.
 
 Cannot distribute, link or direct the users to alternate marketplace.
 
 2.
 
 Your application cannot taint the security or functionality of Windows Phone devices or Windows Phone Marketplace.
 
 What your application must do This section will summarize what your application must do. 1.
 
 Your application must be functional.
 
 2.
 
 Your trial application (if submitted as trial) must reasonably include the feature subsets of the fully functional application.
 
 3.
 
 If your application includes / displays advertising, the advertising must abide by http://advertising.microsoft.com/creative-specs.
 
 4.
 
 If your application enables chat, instant messaging, or person to person communication and allows the user to create account the user must be verified of at least 13 years old.
 
 5.
 
 If your application sells music, the application must include Windows Phone music Marketplace (if available). If the content of the music is purchased elsewhere the application must include its own playback media play.
 
 Location Service Following requirements will deal with the location service (GPS).
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 1.
 
 Location must be obtained using Microsoft Location Service API (Notifications the subject of Chapter 17).
 
 2.
 
 Cannot override, ignore and circumvent Microsoft toast or prompts related to the Location Service API (Location Services are covered later in Chapter 14).
 
 3.
 
 Cannot override a user’s choice to disable location services on the phone.
 
 4.
 
 Must have enable and disable option of the Location Service used in the application.
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 5.
 
 If the location data is published other service or other person. Must fully disclose how the Location Service information will be used, permission to use the location information obtained, user has the option to opt in and out, and there must be visual indicator whenever the information is transmitted. Also must provide privacy policy statement regarding the location service information usage.
 
 6.
 
 Security must be in place to protect the location data obtained.
 
 Push Notification Service (PNS) Following section summarizes the policies relating to the push notification. Must provide opt in and out option to use the service. 1.
 
 Cannot excessively use PNS that can cause a burden to Microsoft network or Windows Phone device.
 
 2.
 
 PNS cannot be used to send mission critical that could affect life or death.
 
 Content Policies Your application must conform to the content restriction of the Windows Phone Marketplace. If the application you developed already has the ratings from ESRB, PEGI and USK, you need to submit the certificate of the ratings. Keep mindful of licensed materials, logo, name and trademarks. The content must not be illegal or suggest harms. Any hate related contents are not allowed. Any promotion of sales and illegal under local law of alcohol, tobacco, weapons and drugs are not allowed. Any x-rated contents are not allowed. Any realistic violence content will not be allowed. Any excessive use of the profanity will not be allowed. Keep in mind that this section is highly subjective and Microsoft will have final saying at the end. Best suggestion would be to take practical approach and ask yourself if your application will be safe to be used and viewed by the minor.
 
 Application Submission Validation Requirements In order to package and submit an application for certification, you must make sure that following requirements are met.
 
 Packaging Requirements When you are getting ready to create a XAP, it is best to use Visual Studio and to compile the binaries in Release Mode, which will produce the XAP file and take care of the many requirements identified in the certification document. Below requirements are things you should make sure to look into because they are easy to overlook them. XAP file cannot be greater 400 MB. 1.
 
 Application icon must be 62 x 62 of PNG file type.
 
 2.
 
 Application tile image must be 173 x 173 of png file type.
 
 3.
 
 Must have the application title.
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 Code Requirements There will be coding requirements that your application will be subjected to. Following list described those requirements Application must use documented APIs only found at http://msdn.microsoft.com/enus/library/ff626516(VS.92).aspx. 1.
 
 PInvoker and COM interoperability is not allowed.
 
 2.
 
 Application must be compiled in release mode.
 
 3.
 
 Windows Phone assemblies cannot be redistributed.
 
 4.
 
 When using a method from System.Windows.Controls APIs in Microsoft.Xna.Framework.Game or Microsoft.Xna.Framework.Graphics cannot be called.
 
 Phone Feature Use Disclosure When the user purchases the application from the Windows Phone Marketplace the marketplace will display what phone features the application will be using. This is done through by submission of the application manifest file for Windows Phone (http://msdn.microsoft.com/enus/library/ff769509(VS.92).aspx). The phone features added to application manifest is typically added and removed automatically by Visual Studio so this is not something you would normally be concerned with. But you must be aware to make sure during your packaging process to check to make sure the features listed in the application manifest are something that you are using in your application and correctly represented.
 
 Language Validation Supported languages are English, French, Italian, German and Spanish. Depends on where you are submitting your application you must properly localize your application for at least one of the supported languages.
 
 Images for Windows Phone Marketplace Your application must be submitted with the images and screenshots that will be displayed to the user in the Windows Phone Marketplace. Microsoft recommends that you use 262 DPI. Required small mobile application tile 99 x 99 (PNG) and large mobile application tile 173 x 173 (PNG). 1.
 
 Required large PC application tile 200 x 200 (PNG).
 
 2.
 
 Optional background art 1000 x 800 (PNG).
 
 3.
 
 Required screenshot 400 x 800 (PNG).
 
 Application Certification Requirements Once the application is submitted for the certification process it will be tested against series of certification requirements. Following sections will summarize those requirements.
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 Application Reliability This section will deal with certification requirements that deal with application reliability. Application must run on all Windows Phone 7 devices. 1.
 
 Application must handle all raised exception and must not crash the application unexpectedly.
 
 2.
 
 Application must not hang and become unresponsive to the user input. If the application is processing time consuming process the visual element must provide progress bar with ability to cancel the progress.
 
 Performance and Resource Management This section will describe requirements that deal with performance and resource management issue of the application. Application must launch first screen within 5 seconds after the application is launched. 5 second rule also applies even after the application is closed or deactivated and then restarted. 1.
 
 Application must respond to the user input in 20 seconds after launch. 20 second rule also applies even after the application is closed or deactivated and then restarted.
 
 2.
 
 When Windows Phone Back button is pressed from first screen will exit the application. If the Back button is pressed from other then the first screen it must return to the previous page. In games if the Back button is pressed it should pause the game with context menu displayed and if the Back button is pressed again it will exit the pause.
 
 3.
 
 Application cannot use more than 90MB of RAM. If the device has more than 256 MB the application can use more than 90 MB.
 
 Phone Functionality The application cannot prevent the use of phone’s functionalities or hang when making a call, answering incoming call, ending a call, sending and receiving SMS or MMS messages.
 
 Security The application must not contain any virus and malware. Application must implement type-safe code as described in unsafe code and pointers (http://msdn.microsoft.com/en-us/library/ t2yzs44b(v=VS.80).aspx). And finally the application must not run security critical code as described in security changes in the .Net Framework 4 (http://msdn.microsoft.com/en-us/library/ dd233103(v=VS.100).aspx). Security is covered in greater detail in Chapter 19.
 
 Technical Support Information The application must include the application name, version, and technical support information.
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 Submitting Your First Windows Phone Application to the Windows Phone Marketplace In above sections, you learned a great deal about how to pass through the Windows Phone Marketplace’s validation and certification process by understanding the rules and process set forth to protect the consumer and the marketplace. Now you will be learn to deploy your first Windows Phone application to the marketplace so you can start making millions. Let’s start first by learning to package the application for submission.
 
 Package the application To package the application you will use Visual Studio. For this demo you will use the Notepad project that you created in Chapter 3. Open the Notepad solution found in the directory where you unzipped the source code that accompanies this book; the solution is found at [unzipped directory]\Codes\ch03\Notepad\Notepad.sln. Double click on the solution and Visual Studio will open Notepad solution. 1.
 
 When you see Visual Studio as seen in Figure 5–2 below click on Notepad solution found in the Solution Explorer and then select Release mode from the dropdown found in the menu.
 
 Figure 5–2. Compiling the phone application in Release mode
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 2.
 
 Press F6 to build the solution in Release mode.
 
 3.
 
 When the build is done, you’ll find the binaries under bin\release directory where the project file is located. To find out where the project file is, click on the Notepad project from the Solution Explorer. In the Properties window that appears you will see the project path in Project Folder property, as seen in Figure 5–3 below.
 
 Figure 5–3. Project Folder property 4.
 
 In side of [your project folder]\bin\release you will find Notepad.xap which you will be using in next section to submit to the Windows Phone Marketplace.
 
 Submit the application From the above you compiled Notepad application and created Notepad.xap file. In this section you will be deploying the application. Open your browser of choice and go to http://developer.windowsphone.com and sign into the portal.
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 1.
 
 You will see menu at the top called “my dashboard.” Hover over the menu choose “child menu Windows Phone.” When the page loads and if this is your first time submitting you application you will see Figure 5–4 shown below.
 
 Figure 5–4. Submitting Windows Phone application: my apps page. 2.
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 Click the “submit new app” button and the upload page will load as show in Figure 5–5 below.
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 Figure 5–5. Submitting Windows Phone application: upload page 3.
 
 From upload page enter Application name, choose Application platform Windows Phone 7, English as Default language, choose initial version, click on Application package and browse to where Notepad.xap is found and select the xap file. Put developer note for yourself and Tester note to provide special instruction. See Figure 5–4 above when you completed the step and click Next button.
 
 4.
 
 The description page shown in Figure 5–6 will load. Fill out the description dialogue by completing the following steps:
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 •
 
 Choose a category from the Category from dropdown menu that is appropriate for your application.
 
 •
 
 Choose a Sub-category
 
 •
 
 Add Detailed a description, and add a Featured app description, a single sentence that will catch a user’s eye at the marketplace.
 
 •
 
 Add key words that will be used during the search by the user at the marketplace.
 
 •
 
 Add a legal URL if you have one, and add a contact email.
 
 Figure 5–6. Submitting Windows Phone application: Description page
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 5.
 
 The artwork page will load. You will be uploading large and small application tile, large pc application tile, and screenshots. The screen resolution is defined in the certification requirements document. Your screen should resemble Figure 5–7 below. The images that are used to upload in this step can be found in [directory where source code is unzipped]\Codes\ch05. Click Next button to continue.
 
 Figure 5–7. Submitting Windows Phone application: artwork page
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 6.
 
 The pricing page shown in Figure 5–8 will load. Choose currency and select application price. If you are targeting worldwide market select Worldwide distribution. Also if the application is trial application select Trial supported application. Your screen should resemble Figure 5–8 below. Click Next button to continue.
 
 Figure 5–8. Submitting Windows Phone application: pricing page 7.
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 The submit page will load as shown in Figure 5–9 below. Check the checkbox labeled “Automatically publish to Marketplace after passing certification” and click the ”Submit for certification” button.
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 Figure 5–9. Submitting Windows Phone application: submit page 8.
 
 You will be returning to my apps page and you will see the application that you just submitted with testing in progress status as show in Figure 5–10 below.
 
 Figure 5–10. Submitted application with Testing in progress status
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 Congratulations. You have successfully submitted your Windows Phone application to the worldwide market of Windows Phone users for the price of 99 cents. If your application successfully passes through the certification process you will be notified by email. If your application fails the certification process you will be able to see the report of why your application failed and you will have option to resubmit.
 
 Updating your application In this section, you will learn to redeploy your application with a newer version that might contain fixes to the bugs users have reported or new features you have added. When you log in to App Hub and go to my apps page as described in above sections. You will see your application that is published to the Marketplace similar to the Figure 5–11 below.
 
 Figure 5–11. Updating the application published to the Marketplace
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 1.
 
 Click on the View Details link as show in Figure 5–11. You will find this link next to the application that you want to redeploy.
 
 2.
 
 On next screen you will see Action dropdown and from the dropdown select Submit application update as show in Figure 5–12. Notice that Action dropdown contains other options like being able to change the price, removing the application from the Marketplace, and add completely different version of the same application in which case the consumers must buy the product again and where as with the update the consumers will get free update.
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 Figure 5–12. Submit application update 3.
 
 The remaining steps are exactly the same as those for submitting a new application to the Marketplace, as described in previous section. An update must go through the certification process again.
 
 Finding your application in the Marketplace In this section you will learn to find your application and view ratings and comments. You will be using Zune software that you download from http://www.zune.net/en-US/products/software/ download/downloadsoftware.htm. 1.
 
 Install your downloaded Zune software.
 
 2.
 
 Open up your Zune software found in your machine at Start ➤ All Programs ➤ Zune.
 
 3.
 
 Follow the steps to configure Zune if it is first time use.
 
 4.
 
 Once you are on the main page of Zune click on marketplace link and then click on the APPS link as shown in Figure 5–13.
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 Figure 5–13. Finding your application in the Marketplace using Zune 5.
 
 You can either search for your application or navigate to the category look for your application.
 
 Summary In this chapter, you learned a great deal about the Windows Phone Marketplace’s certification requirements. And then you learned to package the application in Visual Studio to produce the xap file and submitted the application through the Windows Phone development portal for the certification process. In the following chapters, you will begin to learn about the specific features of the Windows Phone. In Chapter 6, you will learn about the accelerometer that is very useful in programming games in order to use the phone like steering wheel. You will learn about using the accelerometer to detect the orientation of the phone or capture the phone shakes.
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 Using Windows Phone 7 Technologies In Part 2, you learn how to incorporate features of a standard Windows Phone and the Windows Phone platform into your applications, including the accelerometer, application bar, Windows Phone controls, location service, media elements, photos, push notifications, Reactive Extensions, browser controls, internationalization, trial applications, security, and integration with the Windows Phone OS. These are core features of Windows Phone that make the platform fun to work with and also give you access to features that can make your application stand out from the crowd. Each chapter introduces a core feature of the phone and shows you, step-bystep—and with tested code examples—how to use it in your own applications. You will also gain an understanding of how these core features are being used in the real world, which, we hope, will inspire you to build great applications of your own.
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 Working with the Accelerometer An accelerometer has many practical uses for applications that depend on the movements of a Windows Phone in three-dimensional space. With data from an accelerometer, you can steer a simulated car in a driving game or fly a plane in a flight simulator. Capturing a motion such as a shake, a punch, a swing, or a slash and mixing accelerometer data with a physics engine can be used to create Wii-like games. Just for fun, you can build novelty applications to amaze your friends, such as a light saber simulation that makes Star Wars–like sounds as you swing your phone in the air. An accelerometer can even be used for business applications, like a level to use when you hang a picture frame. Under the covers, the controllers for games that run on consoles like the Wii remotes are nothing more than accelerometers wrapped in buttons and plastic. The accelerometer in a Windows Phone measures the device’s movements in space, or more precisely its acceleration along three axes—x, y, and z—relative to the Earth’s gravitational pull, which is perpendicular to the ground (9.8 m/sec2). Think of Newton’s apple. When you drop an apple, it will fall toward the earth, and the force that pulls it can be calculated using that well-known high school science formula, Force = mass * acceleration. In a Windows Phone, the accelerometer can tell you the orientation of the phone with respect to the earth’s gravitational force. In this chapter, you will learn how to use the Windows Phone accelerometer to write applications that respond to the phone’s orientation and movement. In the first example, you will learn to capture data from the accelerometer and to interpret the x, y, and z values. In a second demo, you will learn to use readings from the accelerometer to move a ball in 2D space.
 
 Understanding Orientation and Movement When you hold a Windows Phone in your hand with its display facing you, think of it as occupying the origin of a three-dimensional graph with its z axis pointing toward you (a positive direction), its y axis pointing down (a negative direction), and its x axis pointing toward the right (a positive direction). Figure 6–1 shows how these three axes are positioned relative to the device as you hold it facing toward you in your hand.
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 Figure 6–1. Accelerometer axis direction when you hold it in your hand facing toward you To illustrate the accelerometer reading of the (x, y, z) = (0, -1, 0) means putting the phone on the table, standing up with the phone buttons facing downwards, with the front of the phone facing toward you, as shown in Figure 6–2. If you were to rotate the phone in Figure 6–2 to the right 90 degrees, so that the Windows Phone control buttons are to the right, as shown in Figure 6–3, and the expected accelerometer readings will be (x, y, z) = (-1, 0, 0). If you took the phone in Figure 6–2 and rotated it to the right 180 degrees, (x, y, z) would be (0, 1, 0), as shown in Figure 6–4. If you were to rotate the phone in Figure 6–4 to the right 90 degrees, as shown in Figure 6–5, (x, y, z) would be (1, 0, 0). If you were to put the phone flat on the table with the phone facing up, as shown in Figure 6–6, (x, y, z) would be (0, 0, 1). If you put the phone facing down on the table, as shown in Figure 6–7, (x, y, z) would be (0, 0, 1).
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 Figure 6–2. (x, y, z) = (0, -1, 0)
 
 Figure 6–3. (x, y, z) = (-1, 0, 0)
 
 Figure 6–4. (x, y, z) = (0, 1, 0)
 
 Figure 6–5. (x, y, z) = (1, 0, 0)
 
 Figure 6–6. (x, y, z) = (0, 0, -1)
 
 Figure 6–7. (x, y, z) = (0, 0, 1)
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 Calculating Distance The so-called Euclidean distance algorithm is a useful way to calculate a distance between two points in three-dimensional space. This is a very useful equation that allows you to detect sudden movements such as the shaking of the phone. If ( Ox, Oy, Oz ) is a previous accelerometer value and ( Nx, Ny, Nz ) is a new one, you can calculate Euclidean distance as follows.
 
 Calculating Pitch and Roll With obtained accelerometer readings you will have a pretty good understanding of the current orientation of the phone as seen in foregoing section, but using the accelerometer data, you can obtain much more information to understand how the phone is tilted on the x, y, and z axes. This information can be very useful if you are planning to create airplane simulation games or racing games that use the accelerometer to control the direction of moving objects. Think of it as using a phone like joystick by detecting the tilt motion. When you hold the phone vertically, with the screen facing you, both the pitch and roll angles are 0 degrees, as shown in Figure 6–8.
 
 Figure 6–8. Pitch and roll angles of 0 degrees
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 Now if you tilt the phone slightly to the right, you will be able to calculate the pitch () and roll () angles shown in Figure 6–9. Also there is another angle of interest, which would be theta, the angle respect to the z axis, which is not shown in Figure 6–9.
 
 Figure 6–9. Pitch and roll angles In order to calculate pitch (), roll (), and theta angles you will need the following equations, where Ax, Ay, and Az are the accelerometer values for x, y, and z.
 
 You’ll use both Euclidean distance and pitch and roll calculations in the examples that follow.
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 Introducing SDK Support for Accelerometers In order to use the Windows Phone accelerometer, you’ll need to reference the Microsoft.Devices.Sensors namespace, which contains the Accelerometer class. Among its members is the ReadingChanged event, which constantly updates the x, y, and z coordinates of the device as event arguments e.X, e.Y, and e.Z, with a Timestamp that can be used to calculate velocity, acceleration, and other values. There are two things that you must remember about the accelerometer device. First is that heavy use of the accelerometer will use up the battery of the phone, and thus you must remember to turn it on only when it is needed and turn it off when done. Second, the accelerometer runs on a thread that is completely separate from the thread on which the current UI runs. This means that you must use Deployment.Current.Dispatcher.BeginInvoke to update the UI, otherwise you will receive “Invalid cross thread exception.”
 
 Retrieving Accelerometer Data You will begin by building a simple application that captures the accelerometer data. The accelerometer data consist of acceleration data in x, y, z directions and time in which the acceleration data was captured. Figure 6–10 displays the basic UI of the accelerometer data captured. In order for this demo to work, you must deploy the project to an actual Windows Phone device—please refer to Chapter 4 for deploying to the device. If you do not have a Windows Phone device, you might consider using Reactive Extension to simulate the accelerometer behavior. Reactive Extension will not be covered in this chapter, but you can refer to Chapter 18 for more detail on how to create simulation in order to work with the accelerometer in the emulator.
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 Figure 6–10. CaptureAccelerometerData demo You will build the demo in three steps. First, you’ll need to create a Visual Studio project. Next you will build the project’s user interface, and then you’ll finish up by adding the code the application needs to retrieve and display data from the accelerometer.
 
 Creating the CaptureAccelerometerData Project To set up the CaptureAccelerometerData project, follow the steps you’ve used for previous examples in this book. 1.
 
 Open Microsoft Visual Studio 2010 Express for Windows Phone on your workstation.
 
 2.
 
 Create a new Windows Phone Application by selecting File ® New Project on the Visual Studio command menu. Select the Windows Phone Application template, name the application “CaptureAccelerometerData,” and click OK.
 
 3.
 
 In order to use the accelerometer, add an assembly reference to Microsoft.Devices.Sensors by right-clicking the References folder in Solution Explorer and choose Microsoft.Devices.Sensors from the Add Reference window, as shown in Figure 6–11.
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 Figure 6–11. Adding a reference to Microsoft.Devices.Sensors
 
 Building the User Interface You will be building the user interface using the XAML in the Visual Studio. For building simple controls, it is faster to work with the XAML code. Go to Solution Explorer, open MainPage.xaml, and replace the XAML you find there with the following code.
 
 Declaring the UI Resources The namespaces you see in the following code snippet are typically declared by default when you first create a Windows Phone project. In particular, the namespaces xmlns:phone="clrnamespace:Microsoft.Phone.Controls; assembly=Microsoft.Phone" allow you to add common Windows Phone controls to the application main page. 
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 Building the Main Page and Adding Components Now create the components you need to display the x, y, z values, and the time reading that your application captures from the accelerometer. You’ll also want to add components to display the pitch, roll, and theta values of the device, which you will calculate and use to understand how the phone is oriented. Finally, you also need buttons to start and to stop the accelerometer, which are also specified in this snippet. 
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 Once you have loaded the XAML code, you should see the layout shown in Figure 6–12. In the next section, you will be adding events to the updating of the UI with captured accelerometer data.
 
 Figure 6–12. CaptureAccelerometerData demo design view
 
 Coding the Application In Solution Explorer, open MainPage.xaml.cs and replace the code there with the following C# code blocks that will implement the UI updates using accelerometer data.
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 Specifying the Namespaces Begin by listing the namespaces the application will use. Notice our inclusion of Microsoft.Devices.Sensors that will allow you to start and stop Windows Phone’s accelerometer. using System; using System.Windows; using Microsoft.Phone.Controls; using Microsoft.Devices.Sensors; namespace CaptureAccelerometerData { public partial class MainPage : PhoneApplicationPage {
 
 Initializing Variables The variable _ac, an Accelerometer object, will be used to start and stop, and retrieve x, y, z and time. Also notice the inclusion of the ReadingChanged event, which you’ll draw on to send captured accelerometer data to your UI. Accelerometer _ac; public MainPage() { InitializeComponent(); _ac = new Accelerometer(); _ac.ReadingChanged += new EventHandler(_ac_ReadingChanged); }
 
 Capturing and Displaying Accelerometer Data Notice here that you cannot directly change the UI elements upon receiving the accelerometer data because the accelerometer data comes from a different thread than the current UI thread. If you try to change the UI elements directly here you will get an “Invalid cross-thread access” error, as shown in Figure 6–13. In order to overcome this problem, you must use the Dispatcher in the current UI thread, as shown in the following code.
 
 Figure 6–13. Invalid cross-thread access error
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 private void ProcessAccelerometerReading(AccelerometerReadingEventArgs e) { txtTime.Text = e.Timestamp.ToString(); txtX.Text = e.X.ToString(); txtY.Text = e.Y.ToString(); txtZ.Text = e.Z.ToString(); txtPitch.Text = RadianToDegree((Math.Atan(e.X / Math.Sqrt(Math.Pow(e.Y, 2) + Math.Pow(e.Z, 2))))).ToString(); txtRoll.Text = RadianToDegree((Math.Atan(e.Y / Math.Sqrt(Math.Pow(e.X, 2) + Math.Pow(e.Z, 2))))).ToString(); txtTheta.Text = RadianToDegree((Math.Atan(Math.Sqrt(Math.Pow(e.X, 2) + Math.Pow(e.Y, 2))/ e.Z))).ToString(); }
 
 Implementing Start and Stop of Accelerometer Implement the button event for stopping and starting the accelerometer. Notice here that you must anticipate the possible error that might occur when you are trying to start or stop the accelerometer. private void btnStart_Click(object sender, RoutedEventArgs e) { try { _ac.Start(); } catch (AccelerometerFailedException) { MessageBox.Show("Acceleromter failed to start."); } } private void btnStop_Click(object sender, RoutedEventArgs e) { try { _ac.Stop(); } catch (AccelerometerFailedException) { MessageBox.Show("Acceleromter failed to stop."); } } } }
 
 Testing the Finished Application To test the finished application, press F5. The result should resemble the screenshot shown in Figure 6– 10, and you will see that the x, y, z, and time text blocks are constantly being updated each time you click the Start button. Remember that to run the application on a Windows Phone 7 device, you must choose the “Windows Phone 7 Device” option shown in Figure 6–14.
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 Figure 6–14. Choosing a Windows Phone 7 device before running the application
 
 Using Accelerometer Data to Move a Ball In this second demo, you will learn to use the captured accelerometer data to do something more useful: moving the image of a ball as you tilt the phone left, right, forward, and back. This demo has many uses in helping you understand how to translate the user input of the accelerometer data and apply it to UI elements. Figure 6–15 displays the basic UI of the MoveBallDemo.
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 Figure 6–15. MoveBallDemo UI
 
 Creating the MoveBall Project To set up the CaptureAccelerometerData project, follow the steps you’ve used for previous examples in this book.
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 1.
 
 Open Microsoft Visual Studio 2010 Express for Windows Phone on your workstation.
 
 2.
 
 Create a new Windows Phone Application by selecting File ® New Project in the Visual Studio command menu. Select the Windows Phone Application template, name the application “MoveBallDemo,” and click OK.
 
 3.
 
 In order to use the accelerometer, add an assembly reference to Microsoft.Devices.Sensors by right-clicking the References folder in Solution Explorer and choose Microsoft.Devices.Sensors from the Add Reference window, as shown in Figure 6–11 above.
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 Building the User Interface You will be building the user interface using the XAML in Visual Studio. For building simple controls, it is faster to work with the XAML code. Go to Solution Explorer, open MainPage.xaml, and replace the XAML you find there with the following codes.
 
 Declaring the UI Resources The namespaces you see here are typically declared by default when you first create the Windows Phone project, and the namespaces like xmlns:phone="clrnamespace:Microsoft.Phone.Controls;assembly=Microsoft.Phone" will allow you to add common Windows Phone controls. 
 
 Building the Main Page and Adding Components The UI consists of Start and Stop buttons for stopping and starting the accelerometer and a ball that moves as the Windows Phone is tilted left, right, forward, and backward. Once you’ve loaded the XAML code, you should see the layout shown in Figure 6–16. Now it’s time to animate the ball and add the sound effect by wiring up some events, which you’ll do next.
 
 Figure 6–16. MoveBall demo design view
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 Coding the Application In Solution Explorer, open MainPage.xaml.cs and replace the code there with the following code C# code blocks.
 
 Specifying the Namespaces Begin by listing the namespaces the application will use. Notice our inclusion of Microsoft.Devices.Sensors that will allow us to start and stop Windows Phone’s accelerometer. using using using using using
 
 System; System.Windows; System.Windows.Controls; Microsoft.Phone.Controls; Microsoft.Devices.Sensors;
 
 namespace MoveBallDemo { public partial class MainPage : PhoneApplicationPage {
 
 Initializing Variables The variable _ac, an Accelerometer object, will be used to start and stop the sensor, and retrieve x, y, z and time value. Also notice the ReadingChanged event, which sends the captured accelerometer data to be displayed in the UI. Also the starting position of the ball is set to the center of the canvas where the ball is placed. private Accelerometer _ac; public MainPage() { InitializeComponent(); SupportedOrientations = SupportedPageOrientation.Portrait; ball.SetValue(Canvas.LeftProperty, ContentGrid.Width / 2); ball.SetValue(Canvas.TopProperty, ContentGrid.Height / 2); _ac = new Accelerometer(); _ac.ReadingChanged += new EventHandler(ac_ReadingChanged); }
 
 Handling Captured Accelerometer Data Notice that here, as in the previous demo, you cannot directly change the UI elements upon receiving the accelerometer data because the accelerometer data comes from a different thread than the current UI thread. If you try to change the UI elements directly here, you will get an “Invalid cross-thread access” error, as shown in Figure 6–13 In order to overcome this problem, you must use the Dispatcher in the current UI thread, as shown in the following code.
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 private void ac_ReadingChanged(object sender, AccelerometerReadingEventArgs e) { Deployment.Current.Dispatcher.BeginInvoke(() => MyReadingChanged(e)); }
 
 Applying Captured Accelerometer Data to the Ball The following code achieves the behavior where if the phone is tilted in vertically with the display facing toward you, based on the algorithm specified in the method, the ball will fall straight very fast. But if you tilt the phone slightly while the display is facing up, the ball will slowly slide to the direction in which the phone is tilted. private void MyReadingChanged(AccelerometerReadingEventArgs e) { double distanceToTravel = 2; double accelerationFactor = Math.Abs(e.Z) == 0 ? 0.1 : Math.Abs(e.Z); double ballX = (double)ball.GetValue(Canvas.LeftProperty) + distanceToTravel * e.X / accelerationFactor; double ballY = (double)ball.GetValue(Canvas.TopProperty) – distanceToTravel * e.Y / accelerationFactor; if (ballX < 0) { ballX = 0; } else if (ballX > ContentGrid.Width) { ballX = ContentGrid.Width; } if (ballY < 0) { ballY = 0; } else if (ballY > ContentGrid.Height) { ballY = ContentGrid.Height; } ball.SetValue(Canvas.LeftProperty, ballX); ball.SetValue(Canvas.TopProperty, ballY); }
 
 Adding Start and Stop Button Events Implement the button event for stopping and starting the accelerometer. private void btnStart_Click(object sender, RoutedEventArgs e) { if (_ac == null) { _ac = new Accelerometer();
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 } _ac.Start(); } private void btnStop_Click(object sender, RoutedEventArgs e) { if (_ac == null) { _ac = new Accelerometer(); } _ac.Stop(); } } }
 
 Testing the Finished Application To test the finished application, press F5. Remember to choose to run the application on a Windows Phone 7 device, as shown in Figure 6–15 Once the application runs on the Windows Phone, click the Start button. Tilt the phone and watch the ball move in the direction the phone is being tilted.
 
 Summary In this chapter, you learned about the fundamentals of the accelerometer. In the first demo, you learned to capture the accelerometer data and display it by updating UI elements on the currently executing UI thread. In the second demo, you learned to move a ball on the phone screen by using captured accelerometer data to calculate its speed and position. In Chapter 7, you will learn to create an application bar to create shortcuts for the most commonly used tasks in the application and how to design it to deliver a compelling application.
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 Application Bar When you are ready to program your Windows Phone 7 application in Visual Studio, in most cases you will be aware of the general features that your application will provide. Each of the major application features will need to be accessible via a shortcut or some form of a navigation menu. For Windows Phone 7 applications, Microsoft recommends that you use a standard Windows Phone 7 Application Bar to provide shortcuts for most common tasks within the application. We have covered Metro User Interface design concepts for Windows Phone 7 in Part 1 of this book. The use of an Application Bar within the application helps ensure that these guidelines are properly observed. An Application Bar is essentially a Windows Phone 7 menu system with clickable icons that conform to the general Metro UI guidelines provided by Microsoft. For example, take a look at the Windows Phone 7 version of the popular social networking application Foursquare (one place you can find its screenshots is 4square.codeplex.com). At the bottom of the screen, you will see an Application Bar with shortcuts to most common features of the application. Another example is Graphic.ly (www.pcworld.com/article/191549/graphicly.html), which is an application that uses Deep Zoom capabilities of Silverlight to provide an immersive comic book reading experience. On its Application Bar, Graphic.ly naturally has shortcuts to zoom into and zoom out of the comic book contents, since those features are the most important ones for that application. Within each application, two types of Application Bars can be present: a global Application Bar and a local one. If a global Application Bar is defined, then it can be added to any .xaml page within the application via a single XAML statement. Alternately, a local Application Bar would be local to a single page and must be defined for each .xaml page separately. You will create both global and local Application Bars in this chapter. The position of the Application Bar on the screen varies with the phone orientation. When the phone is in default portrait orientation, an Application Bar is displayed as a single row of icons at the bottom of the screen. Figure 7–1 shows an example of an Application Bar with three icons for Add, Save, and Delete. The ellipsis to the right of the Delete button signifies the presence of additional shortcuts in the Application Bar (called Menu Items) that will become visible to you when you click that ellipsis button. In this chapter, we’ll show you how to create visually appealing application bars that conform to the best practices published by Microsoft.
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 Figure 7–1. An Application Bar with Add (+ icon), Save (disk icon), and Delete (trash can icon) on Windows Phone 7
 
 Introducing the Application Bar The contents of an Application Bar are limited to a maximum of four elements. The elements are added and are automatically centered in the Application Bar from left to right. Additional application shortcuts can be added to the Application Bar via text-based menu items and are hidden from view by default. The presence of an ellipsis to the right of the main Application Bar icons hints that, in addition to the main icons, there are text-based menu items in the Application Bar. These items serve as additional shortcuts and slide up as a list when the user clicks the ellipsis or the empty space right underneath the ellipsis. An example of what the phone screen looks like when there are menu items present in the application and the ellipsis is pressed is shown in Figure 7–2. There is good news and bad news when it comes to working with the Application Bar. The good news is that it’s easy to create and comes by default with a lot of built-in functionality that you don’t have to code. For example, when the phone changes orientation from portrait to landscape, the Application Bar automatically moves to the left side of the phone screen. In addition, there is a default animation for showing text-based menu items (shown in Figure 7–2) that did not fit in the four main icon slots on the Application Bar. Finally, a minor but handy feature that ensures consistent user experience is the automatic addition of a circle around each Application Bar icon (i.e., you as the developer do not have to draw it) and the conversion of textual menu items to lower-case text.
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 The bad news is that there is little flexibility for creating icons and menus for the Application Bar. The height of the Application Bar is fixed and cannot be changed. The size of the icons in the Application Bar is 48 pixels wide and 48 pixels high (generally expressed as 48x48); icons of other sizes will be scaled to fit that size, which usually means distortion and is not recommended. The actual graphic within the icon has to be 26x26 pixels to properly fit within the circle that the Application Bar automatically draws for each icon. Microsoft also recommends that you always try to use default system theme colors for the Application Bar because the use of custom colors can lead to unpredictable and potentially unfavorable effects on display quality, menu animations, and power consumption. In the following section, you will learn how to create an Application Bar that looks like Figure 7–2. Later on in this chapter, we will write code to react to Application Bar events and access features of our application.
 
 Adding an Application Bar to a Windows Phone 7 Application Windows Phone 7 provides two types of Application Bar for use with phones apps: a global bar and a local bar. The global Application Bar must be defined in App.xaml, and it can be added to any page within the Windows Phone 7 application with a single line of XAML code. There are two ways to define a local Application Bar and add it to a particular application page: 1.
 
 Using XAML
 
 2.
 
 Using Managed Code (i.e., C#)
 
 You’ll get to try both methods in this chapter, where you’ll learn to build an Application Bar that provides simple functionality and asks for a person’s name, then acts like that name has been saved to the database or the cloud storage. Regardless of the approach you choose and regardless of whether you are building a local or a global Application Bar, there is a preparatory step you should take before you can properly display and use it. That step involves adding images for your Application Bar buttons to project resources.
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 Figure 7–2. Application Bar with menu items shown. Note how menu items appear in lower-case, regardless of the letter casing when they were created.
 
 Adding Images for Use with Application Bar Buttons Because the maximum size of each Application Bar icon is 48x48 pixels, the size of each icon you add is limited to 26x26 pixels so that a circle can be properly drawn around it. Since Windows Phone 7 supports the concept of themes, the background of an icon has to match the rest of the theme, and therefore should be made transparent. On this transparent background, the actual graphic should have white foreground color using an alpha channel. Fortunately, in many cases, you won’t have to create icons yourself, since Microsoft has released a set of commonly used images for Windows Phone 7, all properly sized and formatted in Microsoft’s approved style. You can grab a copy of those icons here: www.microsoft.com/downloads/details.aspx?FamilyID=369b20f7–9d30-4cff-8a1bf80901b2da93&displaylang=en.
 
 ■ Tip Like everything else on the Internet, the aforementioned URL is subject to change. If, for some reason, you are not able to download icons by using that link, simply go to bing.com and search for “Application Bar Icons for Windows Phone 7 Series.”
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 1.
 
 Once you’ve downloaded the small 260KB ZIP file containing the images, unzip them to an easy-to-access location on your computer. Follow the next steps to properly include those images into the project. Start off by creating a new Visual Studio Project and naming it ApplicationBarSample.
 
 2.
 
 Next, let’s organize the project for easier readability by creating a folder for the icon images you’ll use in the ApplicationBarSample project. Right-click the project name in the Solution Explorer, select Add®New Folder. Name the folder “Images.”
 
 3.
 
 Next, copy the downloaded icon images to the newly created folder within your project. Using Windows Explorer, go to the folder to which you downloaded the zipped icons file and copy the image files you need from there to the Images folder of your project. In the example that follows, you will be using the images located in the WP7AppBarIcons\_basic_shellcommon\dark subfolder of the downloaded archive. Make sure to copy the *.png files only, without any folder structure.
 
 4.
 
 Now the images are copied, but the Visual Studio still needs to make them a part of the project. Right-click Solution Explorer, then select Add®Existing Item. Select all images by clicking each one while holding the Ctrl key down, or (quicker) by clicking the first image, holding down the Shift key, and then clicking the last image in the set.
 
 5.
 
 Finally, you need to instruct Visual Studio to include new images in every build. For each image, right-click the image in the Solution Explorer and choose Properties (you can also press F4 to bring up the Properties dialog). In the Properties dialog box, set the Build action to “Content” and set the Copy to Output property to “Copy Always,” as shown in Figure 7–3.
 
 Figure 7–3. For each image, make sure to set Build Action to “Content” and Copy to Output Directory to “Copy Always”.
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 Now that the project knows where to find the icon images for an Application Bar, it’s time to create a project to showcase the Application Bar’s features.
 
 Adding a Global Application Bar Using XAML A global Application Bar is created as an application resource in the app.xaml section. Follow these steps to create and add a global Application Bar. 1.
 
 In Solution Explorer, right-click the App.xaml file for the ApplicationBarSample project and select Open. This action causes Visual Studio to display the XAML code for the application’s resource and configuration page.
 
 2.
 
 Next, you need to paste the complete XAML definition of the Application Bar with three icons and two menu items in the Application Resources section. Locate the section of the App.xaml and paste the following code within that section. Note that setting the Text property for each control is required:
 
 3.
 
 With the global Application Bar defined, you are ready to add it to the pages within our application. Open MainPage.xaml and add the following attribute within the node:
 
 ApplicationBar="{StaticResource GlobalAppMenuBar}" 4.
 
 Press F5 to run the application. You should see an Application Bar identical to the one shown in Figure 7–2.
 
 Before moving onto the next section and taking a look at a local Application Bar, let’s clean up the MainPage.xaml code by removing the ApplicationBar="{StaticResource GlobalAppMenuBar}" XAML. If we don’t do that, we will get an application exception after we add a local Application Bar.
 
 166
 
 CHAPTER 7 ■ APPLICATION BAR
 
 Adding a Local Application Bar Using XAML One of the two ways to add a local Application Bar to a Windows Phone 7 application is to use XAML markup. Using XAML markup wherever possible is considered best practice since it allows for the separation of design (XAML) and logic (C#) of an application. The following steps show the XAML you need to add to ApplicationBarSample to construct a local Application Bar for the app. 1.
 
 In Solution Explorer, right-click the MainPage.xaml and select Open. This action causes Visual Studio to display the XAML code for the application’s main page.
 
 2.
 
 You must define a PhoneNavigation element within XAML before adding an Application Bar. To accomplish that, inside the phone:PhoneApplicationPage, add a phone:PhoneApplicationPage.ApplicationBar element, as shown here. Notice how this element is automatically available for selection via Visual Studio IntelliSense once you start typing the first few characters—an excellent way to ensure that there are no spelling errors.
 
 3.
 
 It is now time to add the Application Bar XAML to the page. Inside the phone:PhoneApplicationPage.ApplicationBar element, add a shell:ApplicationBar element. Set the IsVisible and the IsMenuEnabled properties to True, and set the Opacity property to 1, as illustrated here.
 
 4.
 
 Now that you have created an Application Bar in XAML, you are ready to create buttons for it. The buttons you add are a part of the shell:ApplicationBar.Buttons element, so let’s go ahead and add that element now inside the shell:ApplicationBar element:
 
 5.
 
 Inside the shell:ApplicationBar element, you will create three shell:ApplicationBarIconButton XAML elements to add three button definitions: one for Add, one for Save, and one for Delete. If we had any textbased menu items to add, the ellipsis in the right corner of the Application Bar would be created automatically for us by Windows Phone 7. The ellipsis is not counted as one of the buttons on the Application Bar; therefore we could have a maximum of four buttons plus an ellipsis. The XAML markup to add three buttons is shown here:
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 6.
 
 Note that the IconUri properties in this code snippet refer to the default names of the images that come as part of the download from Microsoft. If you have changed default names of those images, make sure to properly edit the reference used in IconUri as well. Also note the Text element—it is a required element and it cannot be an empty string. This text will be visible if you click the ellipsis in the right corner of the Application Bar, as shown in Figure 7–2.
 
 7.
 
 At this point, you are done creating Icon Buttons and should make sure that the shell:ApplicationBar.Buttons element is properly closed. You can go ahead and press F5 to view the results of your work—the Application Bar containing three items should be shown at the bottom of the phone screen.
 
 Now it’s time to add some menu items to the Application Bar. Since menu items are text-based, they are useful in cases where text conveys a better meaning of the shortcut than an icon in the Application Bar. Of course, if we need more than four items to be present in the Application Bar, our only choice is to resort to menu items. In the next section, we’ll add menu items to our Application Bar.
 
 Adding Menu Items Let’s add two menu items, “Menu Item 1” and “Menu Item 2,” to the ApplicationBarSample app. 1.
 
 All menu items are a part of shell:ApplicationBar.MenuItems element, so go ahead and add that element now inside the shell:ApplicationBar element:
 
 2.
 
 Finally, we will define MenuItems themselves by adding shell:ApplicationBarMenuItems inside the shell:ApplicationBar.MenuItems element:
 
 If you run the application, you will now see an Application Bar displayed by the Windows Phone emulator that is identical to the one shown in Figure 7–1. If you click the ellipsis to the right of the icons, the application bar slides up, revealing the two menu items, identical to Figure 7–2. Try it by pressing F5. Let’s talk briefly about the Opacity property of an Application Bar we used in this example. Even though its values can range from 0 to 1, Microsoft recommends that developers use only three values for this property: 0, 0.5, and 1. If the Opacity is set to anything less than 1, the Application Bar will overlay the displayed page of an application. If Opacity is set to 1, however, the Application Bar will have a dedicated region at the bottom of the screen and will not be overlaying any portion of an application. The full XAML markup for creating an Application Bar with three main icons and two menu items is shown here. Listing 7–1. XAML Code to Implement an Application Bar 
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 Adding an Application Bar via XAML is pretty straightforward thanks to all the powerful and easy-touse tooling provided by Visual Studio 2010. Using XAML allows you to separate presentation from logic, which is a very good practice. We recommend you use XAML wherever possible. Sometimes, however, XAML alone is not sufficient for the task. Luckily, it is perhaps even easier to work with the Application Bar from managed code, especially if you have a little bit of programming experience. In the next section, we will show you how to do that.
 
 Adding an Application Bar Using Managed Code The second way to create an Application Bar for a Windows Phone 7 application is to use one of the .NET languages. At the time of this writing, only C# is supported, but plans to support other .Net languages are certainly in the works. Perhaps when you read this, it may even be possible to write applications for Windows Phone 7 with F#! The steps necessary to create an Application Bar using C# are described here. But first, be sure to remove all of the Application Bar XAML code you wrote for the previous walkthroughs. 1.
 
 You will be editing the MainPage code of your application. To accomplish that, locate the MainPage.xaml.cs file by expanding the MainPage.xaml file in the Solution Explorer. Right-click MainPage.xaml.cs and select View Code.
 
 2.
 
 For easier reference to an Application Bar component inside the Microsoft.Phone assembly (i.e., to avoid typing Microsoft.Phone.Shell.ApplicationBar before each component name), add the following using directive to the top of the MainPage.xaml.cs file:
 
 using Microsoft.Phone.Shell; 3.
 
 Inside the constructor for the page (i.e., inside the public MainPage() code block), right after InitializeComponent(), initialize the Application Bar and set its IsVisible and IsMenuEnabled properties, as shown in the following code:
 
 ApplicationBar = new ApplicationBar(); ApplicationBar.IsVisible = true; ApplicationBar.IsMenuEnabled = true; 4.
 
 Initialize Application Bar buttons, providing the relative URI to the image that will be used for each button. Note that you must set the Text property of each button—otherwise you will cause an exception.
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 ApplicationBarIconButton btnAdd = new ApplicationBarIconButton(new Uri("/Images/appbar.add.rest.png", UriKind.Relative)); btnAdd.Text = "add"; ApplicationBarIconButton btnSave = new ApplicationBarIconButton(new Uri("/Images/appbar.save.rest.png", UriKind.Relative)); btnSave.Text = "save"; ApplicationBarIconButton btnDelete = new ApplicationBarIconButton(new Uri("/Images/appbar.delete.rest.png", UriKind.Relative)); btnDelete.Text = "delete"; 5.
 
 Add the buttons to the Application Bar via the following code:
 
 ApplicationBar.Buttons.Add(btnAdd); ApplicationBar.Buttons.Add(btnSave); ApplicationBar.Buttons.Add(btnDelete); 6.
 
 Next, we will create two menu items that will appear as text when the ellipsis button is clicked next to the icons on the Application Bar. Very similar to adding icons, there are initialization and addition steps for each menu item. The initialization code for the menu items looks like this:
 
 ApplicationBarMenuItem menuItem1 = new ApplicationBarMenuItem("Menu Item 1"); ApplicationBarMenuItem menuItem2 = new ApplicationBarMenuItem("Menu Item 2"); The strings “Menu Item 1” and “Menu Item 2” are the text for the two menu items; in your application, you will certainly change that text to something much more meaningful and fun. 7.
 
 Add menu items to the Application Bar.
 
 ApplicationBar.MenuItems.Add(menuItem1); ApplicationBar.MenuItems.Add(menuItem2); 8.
 
 Finally, you are ready to test the Application Bar. Save your work and press F5 to start debugging the application using Windows Phone 7 emulator. You should see an Application Bar identical to the one shown in Figure 7–1. If you click the ellipsis to the right of the icons, the Application Bar slides up, revealing two menu items, identical to Figure 7–2.
 
 The full code listing for adding the Application Bar using managed C# code appears here. The full MainPage() constructor listing is included for readability purposes. Listing 7–2. C# Code to Implement an Application Bar public MainPage() { InitializeComponent(); SupportedOrientations = SupportedPageOrientation.Portrait | SupportedPageOrientation.Landscape; ApplicationBar = new ApplicationBar(); ApplicationBar.IsVisible = true; ApplicationBar.IsMenuEnabled = true; ApplicationBarIconButton btnAdd = new ApplicationBarIconButton(new Uri("/Images/appbar.add.rest.png", UriKind.Relative)); btnAdd.Text = "add"; ApplicationBarIconButton btnSave = new ApplicationBarIconButton(new
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 Uri("/Images/appbar.save.rest.png", UriKind.Relative)); btnSave.Text = "save"; ApplicationBarIconButton btnDelete = new ApplicationBarIconButton(new Uri("/Images/appbar.delete.rest.png", UriKind.Relative)); btnDelete.Text = "delete"; ApplicationBarMenuItem menuItem1 = new ApplicationBarMenuItem("Menu Item 1"); ApplicationBarMenuItem menuItem2 = new ApplicationBarMenuItem("Menu Item 2"); ApplicationBar.Buttons.Add(btnAdd); ApplicationBar.Buttons.Add(btnSave); ApplicationBar.Buttons.Add(btnDelete); ApplicationBar.MenuItems.Add(menuItem1); ApplicationBar.MenuItems.Add(menuItem2); } While adding the Application Bar to Windows Phone 7 is cool in itself, we cannot do much with that Application Bar right now. We can push buttons a few hundred times, but nothing changes on the phone screen or inside the application. To react to button press events, we need to write some managed (C# in our case) code, also called the event handler code. In the next section, you’ll learn how to write code that processes and reacts to the button press events.
 
 Wiring Up Events to an Application Bar There are two parts to writing code that reacts to Application Bar events: 1.
 
 Writing a small snippet of “glue code” that links Application Bar button or menu item click to the function that does all the processing (the “worker” function).
 
 2.
 
 Writing a “worker” function that performs all the heavy lifting—i.e., rearranging UI elements on the screen, saving data, prompting the user for input or anything else that the developer decides to do in response to the button or the menu item click event.
 
 Let’s start with the Add button, which you’ll wire up in the next section.
 
 Adding “Glue” Code and a “Worker Function” to the Add Button Visual Studio has made adding both “glue code” and a “worker” function virtually a two-keystroke procedure. Let’s see how easy it is to create an event handler for the “Add” button on our Application Bar using a couple of Visual Studio shortcuts. The walkthrough assumes that you have already created the Application Bar via managed code (not XAML, which we will talk about shortly) by following the steps in previous sections. 1.
 
 Once again, we will be editing the code of the MainPage of our application. To accomplish that, locate the MainPage.xaml.cs file by expanding the MainPage.xaml file in the Solution Explorer. Right-click MainPage.xaml.cs and select View Code.
 
 2.
 
 At the very end of the MainPage() constructor, type the following code:
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 btnAdd.Click+= 3.
 
 Notice the appearance of a small pop-up window to the right of the “=” sign as you type it. You should sew the following message with the message new EventHandler(btnAdd_Click); (Press TAB to insert)
 
 4.
 
 Go ahead and press the Tab key, and notice how a line of code is automatically added after the “=” sign. This one line of code is the “glue code” you need to tie together user interaction with the Add button. btnAdd.Click+=new EventHandler(btnAdd_Click);
 
 5.
 
 Now press the Tab key again, and Visual Studio automatically creates a skeleton for the “worker” function for you. This may not seem like a big deal at first, but it’s usually a challenge to remember exactly what parameter types this “worker” function must have. This shortcut is just one example of how Visual Studio really enhances developer productivity.
 
 6.
 
 The “worker” code that Visual Studio adds to your application looks like this: void btnAdd_Click(object sender, EventArgs e) { throw new NotImplementedException(); }
 
 Now you’re ready to add a bit of interactivity to your Application Bar, which you’ll do in the next section.
 
 ■ Tip You are certainly not required to use the shortcut just described to generate event handler code for the Application Bar or for any other event for that matter. You can write all of the foregoing code by hand, but be very careful to pass the proper parameter types and the proper number of parameters to the event handler.
 
 Reacting to Add Button Events With a “worker” function in place for the Add button, let’s expand it to accommodate a simplified realworld scenario: when a user clicks the Add button (the button with a “+” icon) on the Application Bar), we will show a text box on the screen that is ready and waiting for user input. We will also add functionality to the Save button (the button with a floppy disk icon) that will display the thank-you message and hide the text box. Of course, in the real world, you would want to store the values entered by the user and react on the user input in some fashion, but that is slightly beyond the scope of the current chapter. Follow these steps to add interactivity to the Application Bar events.
 
 1.
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 Locate MainPage.xaml in the Solution Explorer and double-click that file to bring up XAML designer. Click the View menu®Other Windows®Toolbox. You should see XAML designer and a toolbox side-by-side, as shown in Figure 7–4. If you see the toolbox, Windows Phone 7 design surface, and XAML code on the screen side-by-side as in Figure 7–5, click the Collapse Pane (>> icon) in the area between the design surface and XAML to hide the XAML code, as illustrated in Figure 7–5. 
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 ■ Tip If you do not see the XAML view, click the Expand Pane (					    
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