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 Introduction Why You Should Read this Book For years, Visual Basic has been the most widely used programming language. Visual Basic .NET extends programmer capabilities by introducing structured error handling, support for multiple threads of execution, the ability to quickly create and use Web services, a new model for interacting with databases (ADO.NET), and much more. For years, to perform many of these operations, a programmer had to be using a language such as C++ or Java. In the past, many programmers claimed that for performance reasons, Visual Basic was not well suited for developing professional-quality applications. With the release of Visual Basic .NET, questions and concerns about performance should disappear. Within the .NET environment, programs written in Visual Basic .NET, C#, or Visual C++ .NET exploit the same methods and classes provided by the Common Language Runtime and Base Class Library to accomplish specific operations. Because each programming language uses the same libraries (and because of improvements to the Visual Basic compiler), .NET programs will have similar performance regardless of the programming language used to create the application. With its technological advances and performance improvements, Visual Basic .NET is well positioned to remain the programming language of choice for years to come. This book examines hundreds of ways you can exploit Visual Basic .NET capabilities and features built into the .NET environment. Each Tip provides ready-to-run source code that you can use to experiment with a programming concept or that you can cut and paste into your own programs. Further, each Tip provides step-by-step explanations of the processing the code performs. In this book’s chapters, you will: • Learn how to exploit Visual Basic .NET’s object-oriented programming capabilities, such as classes, inheritance, interfaces, and reflection. • Understand how your programs can use the Common Language Runtime and Base Class Library’s thousands of programming-language independent methods and classes to accomplish specific tasks. • Learn about the “common dialogs,” which your programs can use to display standardized dialog boxes for operations that open, save, and print files and for selecting fonts and colors.
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 Visual Basic .NET Tips & Techniques
 
 • See how Visual Basic .NET supports multiple threads of execution which create the illusion that your program is performing two or more tasks at the same time. • Explore ways in which the .NET environment makes the forms-based user interface available to all programming languages through the use of Windows forms. • Use the Try-Catch statement to detect and respond to an exception (which programmers refer to as structured error handling). • Create an ASP.NET Web page using a compiled programming language such as Visual Basic .NET or C#. • Create and use Web services (functions or subroutines a program can call remotely to accomplish a specific task) using Visual Studio. • Learn how the .NET environment replaces the ADO model for database access with ADO.NET.
 
 • And much more!
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 • Explore the many operations you can perform in Visual Basic .NET to quickly improve your program’s performance and functionality.
 
 What this Book Covers
 
 TE
 
 This book contains 18 chapters. Each chapter examines a specific aspect of Visual Basic .NET or a key capability provided by the .NET environment. In each chapter, you will first examine the key “foundation” material and then you will learn how to put the concepts to use. Finally, you will learn how to leverage behind-the-scenes operations to maximize your program’s performance and functionality. Each chapter is packed with dozens of ready-to-run programs. You can download each program’s source code from the Osborne Web site at www.Osborne.com. Chapter 1, “Laying Your Visual Basic .NET Foundation”: Over the past ten years, Visual Basic has emerged as the programming language of choice for the vast majority of programmers. If you have not programmed in Visual Basic in the past, Chapter 1 will present the key data types, operators, and programming constructs (such as If and While statements) that you must know to create Visual Basic programs. You will also learn how to create console-based programs that display output to an MS-DOS–like window and Windows-based programs that use forms to provide the user interface. If you have programmed in Visual Basic, Chapter 1 presents Tips that cover the key differences between older versions of Visual Basic and Visual Basic .NET. By the time you finish Chapter 1, you will have the foundation in place upon which you can build your Visual Basic .NET expertise. Chapter 2, “Exploiting the .NET Environment”: If you are like most programmers who are moving to Visual Basic .NET, you not only face the task of learning a new programming language, but you also must understand the new features of the .NET environment and how to exploit those features within your programs. In Chapter 2, you will take a “crash course” in .NET technologies. You will examine the Common Language Runtime and common type system. You will create ASP.NET Web pages using Visual Basic .NET and C#. You will also exploit Web forms to build a user interface for your ASP.NET pages. You will examine how the .NET environment uses metadata
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 (data about data) to let programs query objects. Then you will learn about the .NET environment’s use of intermediate-language (IL) code for executable programs and class libraries. Finally, you will learn how to exploit structured error handling with your Visual Basic .NET program to handle exceptions generated by your own source code as well as exceptions generated by a class method that resides in a class library. If you are trying to put your arms around the .NET environment, Chapter 2 provides the information you must know. Chapter 3, “Programming Visual Basic .NET Classes”: To create object-oriented programs, programmers make extensive use of classes to group an object’s data (variables) and methods (functions and subroutines that operate on the variables). In Chapter 3, you will first examine the fundamentals of Visual Basic .NET classes. You will learn how to define a class and then how to create one or more instances of the class (objects). Next, you will learn how to use the dot operator to access class variables and methods and how you can restrict the class components a program can access directly by using access specifiers such as Public and Private. Then you will learn how to use the special New method (which programmers call the constructor method) to initialize an object’s fields. You will then learn how the .NET environment uses “managed memory” to store the objects you create and the role of the .NET garbage collector and class-based destructor methods. By the time you finish Chapter 3, you will understand the ins and outs of Visual Basic .NET classes as well as the behind-the-scenes operations that affect the class objects you create and use. Chapter 4, “Object-Oriented Programming in Visual Basic .NET”: Visual Basic .NET programs make extensive use of classes to represent objects. Often, programmers can take advantage of the classes that are built into the .NET environment to perform key system operations, such as retrieving the system date and time, manipulating a file, and so on. When programmers create their own classes to represent an object, they often find that they can define a new object in terms of an existing class. For example, a programmer might define an Employee class using the variables and methods defined in an existing Person class. Or the programmer might define a ComputerBook class in terms of an existing Book class. To define a new class in terms of an existing class, programmers use inheritance. Chapter 4 examines inheritance in detail. You will learn how to take advantage of the constructor and destructor methods that reside in the existing class (which programmers call the base class) and how to override the processing a base-class method performs by defining a method with the same name with the new class (which programmers call the derived class). You will also learn how to create polymorphic objects that change forms as the program executes. A polymorphic Phone object, for example, might change from a cellular phone to a pay phone, depending on the processing the program performs. Finally, you will learn how to create and use interfaces within Visual Basic .NET programs. Chapter 5, “Test Driving the Common Language Runtime and Base Class Library”: The .NET environment provides the Common Language Runtime (CLR) and Base Class Library (BCL), which contain thousands of programming-language independent classes and routines your code can use to perform specific operations. In Chapter 5, you will examine several of the key classes that are used throughout this book’s Tips on a regular basis. First, you will examine the DateTime class and ways you can use the class methods to determine the current system date and time, to compare dates, to determine dates in the future or past, and so on. Next, you will examine the String class, which implements many of the older Visual Basic string-manipulation functions. You will also learn why the “immutable” nature of the String class may reduce your program performance and how you can instead use StringBuilder objects to manipulate a string’s contents in order to reduce overhead. Then
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 you will examine the Math class and the methods it provides. Finally, you will learn how to send e-mail messages from within a Visual Basic .NET program or ASP.NET page. Chapter 6, “Programming Visual Basic .NET File and Directory Operations”: To store information from one user session to the next, Visual Basic .NET programs make extensive use of files. In Chapter 6, you will examine key classes built into the .NET Common Language Runtime that your programs can use to perform key file and directory operations. To begin, you will learn how to create, select, move, and delete a directory. Next, you will learn how to retrieve a collection that contains a directory’s files or subdirectories. You will then learn how to create, copy, move, and delete a file and how to exploit file attributes, such as the date and time the file was created or last accessed. Then you will learn how to store data, such as a form’s contents, into a file and how to retrieve a file’s contents using file stream operations. Finally, you learn how to monitor a directory for changes to files. Chapter 7, “Leveraging the .NET Common Dialogs”: For years, Visual Basic programmers have made extensive use of forms to build user interfaces. To allow programs to perform key operations, such as opening, saving, or printing a file in a consistent manner, the .NET environment provides a set of classes that display dialog boxes programs can use to interact with the user. Programmers refer to this set of dialog boxes as the common dialogs. Chapter 7 examines the use of each class in detail. You will also learn how to preview and later print a document’s contents. Chapter 8, “Exploiting Multiple Threads of Execution”: Today, users commonly run two or programs at the same time using a multitasking operating system such as Windows or Linux. Although a multitasking operating system appears to run two or more programs at the same time, the CPU can only execute one program’s instructions at any given time. A multitasking operating system creates the illusion that two or more programs are running at the same time by rapidly switching control of the CPU between each active program. Because the operating system switches the CPU so quickly, each program appears to be running at the same time. Using a similar CPU-switching technique, Visual Basic .NET allows programs to (appear to) perform two or more tasks at the same time through the use of threads of execution. In general, a thread of execution corresponds to a set of instructions, such as a subroutine. Within a Visual Basic .NET program, you can create multiple Thread objects that you direct to execute specific program instructions. As your program executes, it will switch control of the CPU between the Thread objects, creating the illusion that the threads are executing simultaneously. Chapter 8 examines threads of execution in detail. You will also learn how to synchronize thread operations to prevent one thread from interfering with another. Chapter 9, “Taking Advantage of Structured Error Handling”: For years, Visual Basic programs and VBScript-based Active Server Pages have made extensive use of the ON ERROR statement to respond to errors. Using the ON ERROR statement, the program could specify the statements the program will execute when an operation generated an error. In the .NET environment, Visual Basic .NET programs make extensive use of methods and classes that are built into the Common Language Runtime. Many of these key methods respond to errors by generating exceptions. If a program does not detect and respond to the exception, the program will end, displaying a fatal error message that describes the exception. For years, C++ programmers have taken advantage of structured error handling to respond to exceptions. Visual Basic .NET now provides the same capabilities. In Chapter 9, you will learn how to detect and respond to exceptions in your Visual Basic .NET programs.
 
 Introduction
 
 xxiii
 
 Chapter 10, “Responding to and Handling Events”: To build user interfaces, Visual Basic programmers write code that responds to form-based events, such as a mouse click. Visual Basic .NET changes the format that programmers must use to define the subroutines that handle events. Further, Visual Basic .NET provides the Delegate object to which your programs can assign the address of one or more subroutines you want the program to execute when a specific event occurs. Chapter 10 examines event handling and Delegate objects in detail. Chapter 11, “Programming Windows Forms”: To quickly build user interfaces, Visual Basic programmers make extensive use of forms. To create a user interface using Visual Basic forms, programmers simply dragged and dropped controls onto a form. Compared to Visual Basic, building a user interface using other programming languages, such as C++, is quite difficult. In fact, the user interface is often one of the most time-consuming aspects of program development. The .NET environment, however, provides programming languages such as C# (as well as Visual Basic .NET) the ability create user interfaces using Windows Forms. In general, Windows forms are a programming language independent implementation of the form-based capabilities that Visual Basic programmers have exploited for years. Using Windows forms, you drag and drop controls onto a form. Behind the scenes, Visual Studio will include the code in your program that creates, displays, and interacts with each control. Chapter 11 examines Windows forms and the key controls in detail. Chapter 12, “Looking Closer at .NET Assemblies and Versioning”: When you create an application in the .NET environment, the application resides in a special file called an assembly. The assembly may use the .exe extension for a program or the .dll extension for a class library. In addition to storing executable code, the assembly contains metadata (data about data) that describes the program and the components (the class libraries that reside in .dll files) the program requires. Further, the metadata provides version information about the program and about the version number the program requires for each of its components. The versioning information the assembly provides is key to the .NET’s ability to reduce conflicts when new versions of a program or a .dll file release. In Chapter 12, you use several tools Visual Studio provides to closely examine and update the information an assembly contains. You will also learn how to create class libraries and the steps you must perform to share the library among Visual Basic .NET, C#, and ASP.NET applications. Chapter 13, “Programming ASP.NET Solutions”: Today, programmers make extensive use of Active Server Pages to drive Web sites. By combining HTML tags within a script (normally written in VBScript), Active Server Pages let developers create dynamic content that can change on a per-user basis, pages that can interact with the user, as well as pages that utilize database content. The .NET environment extends the capabilities Web developers can use to build dynamic pages by introducing ASP.NET. An ASP.NET page, like an Active Server Page, combines HTML tags with programming code. Programmers can create an ASP.NET page using compiled programming languages such as Visual Basic .NET and C#. By letting programmers use a compiled language, ASP.NET pages provide programmers with all the features the programming language provides, as well those of the .NET Common Language Runtime. Within an ASP.NET page, programmers can create classes, use inheritance, leverage multiple threads of execution, handle errors via exceptions, and more. Because the ASP.NET pages use a compiled programming language, the scripts are faster than a scripted counterpart. Further, as you will learn in Chapter 15, ASP.NET pages support Web forms, which let programs build pages by dragging and dropping Web controls onto a page. Many of the Web controls are server-based, which means the server displaying the page responds to the
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 controls, which greatly increases the processing each control can perform. This chapter examines ASP.NET pages in detail. Chapter 14, “Programming Windows Services”: Within the Windows environment, a service is a special program that runs behind the scenes to perform a specific task. The print spooler, for example, oversees the output you send to a printer. Likewise, the Internet Information Services (IIS) server runs behind the scenes to send the Web pages and files that a user’s browser request. Visual Studio makes it very easy for programmers to create Windows services. In Chapter 14, you will learn the key subroutines each server must provide in order to communicate with Windows, and you will learn the steps you must perform to install and start a service each time Windows boots. Chapter 15, “Programming Web Forms”: The .NET environment brings with it the ASP.NET model for building dynamic Web pages. To create an ASP.NET page, programmers use a compiled programming language such as C# or Visual Basic .NET. A major advantage of using a compiled program to build Web pages is that the program can use routines built into the Common Language Runtime. Further, to simplify the process of building a user interface for Web pages, the .NET environment introduces Web forms. In general, using Web forms, you can drag and drop controls onto a Web page, much like you would build a form within a traditional Visual Basic program. Then you can assign a code to each control. Web controls are unique in that you can direct the control to perform its processing at the server, which lets the processing a control performs become quite complex. Chapter 15 examines Web forms and each of the Web-based controls in detail. Chapter 16, “Programming Web Services”: For years, applications have evolved to make extensive use of networks and to support remote operations. Normally, within a distributed environment, applications running on a client computer will access data stored on a remote server computer, such as a company database. In the past, many network operating systems have supported remote procedure calls (RPC) that let a program call a function or procedure that resides on a remote system. Within the program’s source code, the call to the remote procedure looks very much like a standard procedure call, including the subroutine or function name and parameters. Behind the scenes, however, the remote procedure call requires an exchange of messages between the program and the server. The program must send the server a message that specifies the subroutine or function it wants to call and messages that correspond to each parameter. After the remote procedure completes its processing, the server must send messages back to the program that contain the procedure’s result. Across the Internet, Web services provide programmers with the ability to perform remote procedure calls. The .NET environment makes it easy to create Web services. Chapter 16 examines in detail the steps you must perform to create and to later call a Web service. Chapter 17, “Getting Started with ADO.NET”: For years, programmers have made extensive use of Active Data Objects (ADO) to simplify database applications. The .NET environment brings with it a new model for database access called ADO.NET, which provides significant improvements over the ADO model. The ADO.NET model introduces the DataSet object that replaces the RecordSet object that programmers used in the past with ADO. In Chapter 17, you will learn how to connect to, query, and update databases using ADO.NET. You will also examine how the ADO.NET model exploits XML to provide structure to the data the DataSet object contains. Finally, you will perform ADO.NET operations from within an ASP.NET page and you will map data stored in a table to a DataGrid control for display. Chapter 18, “Programming .NET Reflection and Program Attributes”: The .NET environment makes extensive use of metadata (data about data) to let objects become self-describing.
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 In other words, as a program executes, the program can query an object to learn about the capabilities the object provides. Programmers refer to the ability to query an object as reflection. Using reflection, a program can learn specifics about the methods a class provides, the class member variables, and more. Chapter 18 examines the steps you must perform to query an object’s capabilities. You will learn how to query an assembly that contains an application or a class library about the classes it provides. Then you will retrieve information about those classes, such as each method’s type (subroutine or function) as well as the number and type of parameters the method uses. With this information in hand, your programs can invoke the class methods, passing to the methods the correct parameter values. To provide programs with more information about entities, such as a class, method, or even an assembly itself, Visual Basic .NET supports attributes. You might use one set of attributes, for example, to influence compiler operations and a second set to control how the debugger performs various operations. In Chapter 18, you will examine attributes Visual Studio inserts into your programs and ways you can create and use your own custom attributes.
 
 How to Use this Book Although this book’s chapters build on the information preceding chapters present, we have structured the book so that you can turn to any Tip and find the information you need. As you scan through the book’s page, watch for the Use It icon, which highlights specific steps you can immediately perform to accomplish a task. For example, if you must save data to and later retrieve data from a file, you might turn directly to the Tip titled “Starting with File Streams,” in Chapter 6, that tells you how to read and write files. Or if you must detect and handle a specific exception, you might turn to the Tip titled “Catching a Specific Exception,” which appears in Chapter 9. To help you quickly locate the information you need, at the start of each chapter, we have included a list of the specific Tips that chapter presents. If you need more information on a topic, each chapter provides introductory text that will give you a solid foundation. If you have not programmed with Visual Basic in the past, you should turn first to Chapter 1, which provides the introductory information you must know. If you are an experienced Visual Basic programmer, Chapter 1 provides Tips that detail specific differences between older versions of Visual Basic and Visual Basic .NET. If you are new to the .NET environment, Chapter 2 examines many of the key .NET capabilities.
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 ver the past ten years, Visual Basic has emerged as the programming language of choice for the vast majority of programmers. Many programmers site Visual Basic’s ease of use as the key to its success. Others claim that the ability to drag and drop controls onto a form to quickly build a program’s user interface lead to Visual Basic’s widespread use. While masses of programmers have used Visual Basic to implement solutions for a wide range of programming tasks, a large group of developers, many of whom have been programming with languages such as C and C++ for years, have refused to acknowledge Visual Basic’s suitability as a professional programming language. Many such programmers have stated that while Visual Basic provides a convenient way to build a prototype, programmers should later rewrite the code using a language such as C++ to achieve better performance.
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 With the release of the .NET environment, Microsoft has included two new key programming languages, Visual Basic .NET and C# (Microsoft also included Visual C++ .NET as a part of the .NET environment). As you will learn, the .NET environment provides programming-language independent classes and routines that are used by both C# and Visual Basic .NET. This means whether a programmer is using Visual Basic .NET or C#, the programmer has the same .NET capabilities available for use. From a performance perspective, Visual Basic .NET applications will run neck and neck with identical programs written using C#. Although the .NET environment provides C# programmers with the ability to drag and drop controls onto a form to quickly build a user interface, the sheer number of Visual Basic programmers who migrate to Visual Basic .NET will make Visual Basic .NET the .NET programming language of choice. Throughout this book’s 18 chapters, you will examine Visual Basic .NET and the .NET environment in detail. This chapter exists to provide programmers who are new to Visual Basic with a foundation from which they can build their knowledge and understanding of the capabilities Visual Basic .NET and the .NET environment provide. If you are an experienced Visual Basic programmer, you may want to simply scan the titles of the Tips this chapter provides in search of topics you may find new and then turn to the chapter’s final Tip, which summarizes key differences between Visual Basic and Visual Basic .NET. In either case, it’s time to get started.
 
 Creating Your First Console Application Using Visual Basic .NET, you can create a variety of application types, such as a console-based program that displays its output in an MS-DOS-like window, as shown here, a Windows-based program that often displays a form-based interface, an ASP.NET page, and more.
 
 Because of the console-based application’s ease of use (you can quickly create programs to display simple output without having to place controls onto a form), many of the Tips this book presents use console-based applications. To create a console application using Visual Studio, perform these steps:
 
 1. In Visual Studio, select File | New | Project. Visual Studio will display the New Project dialog box.
 
 Chapter 1: Laying Your Visual Basic .NET Foundation
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 2. In the New Project dialog box, click the Console Application icon. In the Name field, type a project name that describes the program you are building, such as DemoProgram (do not type an extension). Then, in the Location field, type the name of the folder in which you want Visual Studio to place the project’s folder and files. Click OK. Visual Studio will display a code window, as shown in Figure 1-1, in which you can type your program statements. In the code window, type the following statements in the Main subroutine: Sub Main() Console.WriteLine("My first VB.NET Program!") Console.ReadLine() End Sub
 
 Next, to run the program, select Debug | Start. Visual Studio will display your program’s output in a console window. To end the program, which will direct Visual Studio to close the window, press ENTER. As you type program statements in a Visual Basic .NET program, you must type the statements exactly as they appear in this book, making sure you include the quotes, commas, periods, and so on. Otherwise, your programs may violate one or more of the Visual Basic .NET syntax rules (the rules that define the language structure and the format you must use as you create programs). When a syntax
 
 Figure 1-1
 
 Displaying the code window in Visual Studio
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 error occurs, Visual Studio will display an error message that describes the error and the line number in your code where the error occurs. Before Visual Studio will build your program, you must locate and correct the syntax error. Each time you make a change to your program code, you must direct Visual Studio to rebuild your program to put your change into effect. To rebuild your program, select Build | Build Solution. For example, in the previous program statements, change the code to display the message “Hello, user” by changing the Console.WriteLine method as follows: Console.WriteLine("Hello, user")
 
 Next, rebuild your program and then select Debug | Start to view your new output.
 
 Building a Windows-Based Application
 
 TE
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 Using Visual Studio, you can create a variety of application types. Normally, to create a Windowsbased application, programmers will drag and drop one or more controls onto a form to provide the user interface, as shown in Figure 1-2.
 
 Figure 1-2
 
 Placing controls on a form in Visual Studio to build a Windows-based application
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 Chapter 11 examines in detail the controls you can place onto a form. To create a simple Windows-based application using Visual Studio, perform these steps: 1. In Visual Studio, select File | New | Project. Visual Studio will display the New Project dialog box. 2. In the New Project dialog box, click the Windows Application icon. In the Name field, type a project name that describes the program you are building, such as DemoProgram (do not type an extension). Then, in the Location field, type the name of the folder in which you want Visual Studio to place the project’s folder and files. Click OK. Visual Studio will display a design window, similar to that previously shown in Figure 1-3, in which you can drag and drop controls onto your form. 3. To display the toolbox that contains the controls you can drag and drop onto the form, select View | Toolbox. Visual Studio will open the Toolbox window. 4. In the Toolbox window, locate the Label control. Drag and drop the control onto the form. 5. In the form, right-click the Label control and choose Properties. Visual Studio will display the Label control’s properties in the Properties window. 6. In the Properties window, locate the Text property and type Hello, user. To build your program, select Build | Build Solution. Then, to run your program, select Debug | Start. Visual Studio, in this case, will display your program’s form in its own window as shown in Figure 1-3. If you make changes to the program’s form, a control that resides on the form, or your program code, you must direct Visual Studio to rebuild your program to put your changes into effect.
 
 Figure 1-3
 
 Creating and running a simple Windows-based application using Visual Studio
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 Choosing the Correct Visual Basic Types To store information as they execute, programs place data into named storage locations that programmers refer to as variables—so named because the data a variable stores can change (vary) as the program executes. A program might use one variable to store a user’s name, a second to store a user’s e-mail address, and a third to store the user’s age. Each variable you create in your programs must be of a specific type. A variable’s type defines the set of values a variable can store, such as counting or floating-point numbers (a number with a decimal point), or alphanumeric characters (such as the letters of the alphabet that make up a name). A variable’s type also defines the set of operations a program can perform on a variable. It makes sense, for example, that a program can multiply two floating-point numbers, but it would not make sense to multiply two strings (such as two names). Table 1-1 briefly describes the Visual Basic data types. For each type, the table lists the range of values the type can store, along with the number of bytes of memory Visual Basic .NET must set aside to store the variable’s value. As you select a data type for use in your programs, choose a type that best matches your data. Assume your program must store values in the range –10,000 to 20,000. The Visual Basic .NET data types Integer, Long, and Short can each store values in this range. However, by using the type Short, your programs will allocate less memory to store the value—which means your program can store and retrieve the value faster than it could with a larger data type. More importantly, however, by selecting the Short type, you provide another programmer who reads your code with insight into the variable’s use. In the case of a variable defined as the type Short, another programmer who reads your code immediately knows the variable will store values in the range –32,768 to 32,767. Visual Basic .NET has “retired” (no longer supports) the Currency and Variant data types that existed in previous versions of Visual Basic. Type
 
 Values
 
 Size
 
 Boolean
 
 Represents a True or False value.
 
 2 bytes
 
 Byte
 
 Represents an 8-bit value in the range 0 to 255.
 
 1 byte
 
 Char
 
 Represents a 16-bit Unicode character.
 
 2 bytes
 
 DateTime
 
 Represents a date and time value.
 
 8 bytes
 
 Decimal
 
 Represents a value with 28 significant digits in the range +/–79,228,162,514,264,337,593,543,950,335 with no decimal point to 7.9228162514264337593543950335 with 28 places to the right of the decimal point.
 
 12 bytes
 
 Double
 
 Represents a floating-point value using 64 bits.
 
 8 bytes
 
 Integer
 
 Represents a value in the range –2,147,483,648 to 2,147,483,647.
 
 4 bytes
 
 Long
 
 Represents a value in the range –9,223,372,036,854,775,808 through 9,223,372,036,854,775,807.
 
 8 bytes
 
 Short
 
 Represents a value in the range –32,678 to 32,677.
 
 2 bytes
 
 Single
 
 Represents a floating-point value using 32 bits.
 
 4 bytes
 
 Table 1-1
 
 The Visual Basic .NET Types
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 Declaring Variables in a Visual Basic .NET Program Variables exist to let programs easily store and later retrieve information as the program executes. Programmers often describe a variable as “a named location in RAM” (a storage container) that holds a value. The size of the variable’s storage container depends on the variable’s type. To declare a variable in a Visual Basic .NET program, you use the Dim statement to specify the variable’s name and type. The Dim statement is so named because it specifies the dimensions of the variable’s storage container. The following Dim statement declares a variable named EmployeeNumber of type Integer: Dim EmployeeNumber As Integer
 
 In this case, by declaring the variable as type Integer, you direct Visual Basic .NET to allocate 4 bytes to store the variable’s value, for which the type Integer can be in the range –2,147,483,648 to 2,147,483,647. Often, programs must declare several variables at one time. The following statements declare variables to store an employee’s name, ID, salary, and phone number: Dim Dim Dim Dim
 
 EmployeeName As String EmployeePhoneNumber As String EmployeeNumber As Integer EmployeeSalary as Double
 
 In the previous variable declarations, the first two statements declare variables of type String, which can store alphanumeric characters. When you declare variables of the same type, Visual Basic .NET lets you place the declarations in the same statement, as shown here: Dim EmployeeName, EmployeePhoneNumber As String
 
 The following statement is equivalent to that just shown—each declares two String variables: Dim EmployeeName As String, EmployeePhoneNumber As String
 
 In general, you should consider declaring variables on individual lines, so you can place a comment to the right of the declaration that describes the variable’s purpose: Dim EmployeeName As String Dim EmployeePhoneNumber As String
 
 ' Employee first and last name ' 10 digits in the form ###-###-####
 
 When you name variables, choose names that meaningfully describe the information the variable stores. In that way, another programmer who reads your code can better understand the variable’s purpose and your code’s processing simply by reading the variable’s name. If you consider the following variable declarations, the first variable’s name provides you with the variable’s implied use, whereas the second variable does not: Dim CityName As String Dim X As String
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 After you declare a variable in Visual Basic .NET, you can then use the assignment operator (the equal sign) to assign a value to the variable, as shown here: CityName = "Houston" EmployeeName = "Smith" EmployeeSalary = 60000
 
 Often, programmers must assign an initial value to a variable. To do so, some programmers choose to declare the variables on one line and then initialize the variable on the next, as shown here: Dim EmployeeName As String EmployeeName = "Bill Smith"
 
 ' Employee first and last name
 
 Dim EmployeePhoneNumber As String ' 10 digits in the form ###-###-#### EmployeePhoneNumber = "281-555-1212"
 
 Visual Basic .NET, however, lets you combine these two operations into one statement, as shown here: Dim EmployeeName As String = "Bill Smith" Dim EmployeePhoneNumber As String
 
 = "281-555-1212"
 
 Visual Basic .NET is a case-independent programming language, which means it treats upper- and lowercase letters the same in a variable name. The following statements each assign the value 50000 to the variable named EmployeeSalary: EmployeeSalary employeesalary EMPLOYEESALARY eMpLoYeEsAlArY
 
 = = = =
 
 50000 50000 50000 50000
 
 If you do not assign an initial value to a variable, Visual Basic .NET will initialize your variables for you during compilation. Visual Basic .NET will use the initial values listed in Table 1-2 based on the variable’s type. Type
 
 Value
 
 Boolean
 
 False
 
 Date
 
 12:00:00AM
 
 Numeric types
 
 0
 
 Object
 
 Nothing
 
 Table 1-2
 
 Default Values Visual Basic .NET Assigns to Variables of Specific Data Types
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 The following program, DeclareVariables.vb, declares and initializes several variables. The program then displays each variable’s value using the Console.WriteLine method: Module Module1 Sub Main() Dim EmployeeName As String Dim EmployeePhoneNumber As String Dim EmployeeSalary As Double Dim NumberOfEmployees As Integer EmployeeName = "Buddy Jamsa" EmployeePhoneNumber = "555-1212" EmployeeSalary = 45000.0 NumberOfEmployees = 1 Console.WriteLine("Number of employees: " & NumberOfEmployees) Console.WriteLine("Employee name: " & EmployeeName) Console.WriteLine("Employee phone number: " & EmployeePhoneNumber) Console.WriteLine("Employee salary: " & EmployeeSalary) Console.ReadLine() ' Pause to view output End Sub End Module
 
 After you compile and execute this program, your screen will display the following output: Number of employees: 1 Employee name: Buddy Jamsa Employee phone number: 555-1212 Employee salary: 45000 
 
 NOTE In previous versions of Visual Basic, programmers used the LET statement to assign a value to a variable. Visual Basic .NET does not support the LET statement.
 
 Displaying Screen Output Using Console.Write and Console.WriteLine When you create a console-based application, your programs display their output to an MS-DOS window similar to that shown in Figure 1-4.
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 Figure 1-4
 
 Displaying program output to a console window
 
 To write output to the console window, your programs use the Console.Write and the Console.WriteLine methods. The difference between two methods is that Console.WriteLine will send a carriage-return and linefeed combination following your program output to advance the cursor to the start of the next line, whereas Console.Write will not. To display a string message using Console.WriteLine, you simply pass the message as a parameter, placing the text in double quotes, as shown here: Console.WriteLine("Hello, Visual Basic World!")
 
 Similarly, to display a number or a variable’s value, you pass the number or variable name to the method (without quotes) as shown here: Console.WriteLine(1001) Console.WriteLine(EmployeeName)
 
 Often, programmers will precede a value with a text message, such as “The user’s age is:”. To display such output, the code will normally use the Visual Basic .NET concatenation operator (&) to append the value to the end of the string as shown here: Console.WriteLine("The user's age is: " & UserAge)
 
 The following program, OutputDemo.vb, illustrates the use of the Console.Write and Console.WriteLine methods: Module Module1 Sub Main() Dim A As Integer = 100 Dim B As Double = 0.123456789 Dim Message As String = "Hello, VB World!" Console.WriteLine(A) Console.WriteLine("The value of A is " & A) Console.WriteLine(B)
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 Console.WriteLine(B & " plus " & A & " = " & B + A) Console.WriteLine(Message) Console.ReadLine() End Sub End Module
 
 After you compile and execute this program, your screen will display the following output: 100 The value of A is 100 0.123456789 0.123456789 plus 100 = 100.123456789 Hello, VB World!
 
 Note that the program places the Console.ReadLine() statement as the last statement in the program. When you run a console application in Visual Studio, the console window will immediately close after the program completes its processing. By placing the Console.ReadLine() statement at the end of the code, the program will pause, waiting for the user to press the ENTER key, before the program ends and the window closes.
 
 Formatting Program Output Using Console.WriteLine In the previous Tips, you used the Console.WriteLine and Write functions to display messages to the console window. In each example, your application simply wrote the character string: Console.WriteLine("Hello, world!")
 
 Using the Console.WriteLine and Write functions, you can display values by using placeholders in the method’s text output in the form {0}, {1}, and so on, and then passing parameters for each placeholder. The following statement uses placeholders in the Console.WriteLine function: Console.WriteLine("The number is {0}", 3 + 7)
 
 In this case, the WriteLine function will substitute the value 10 for the placeholder {0}. The following statement uses three placeholders: Console.WriteLine("The result of {0} + {1} = {2}",
 
 3, 7, 3+7)
 
 In this case, the function will substitute the value 3 for the placeholder {0}, the value 7 for the placeholder {1}, and the value 10 for the placeholder {2}. Using placeholders such as {0} and {1}, you can display values and variables using the Console.WriteLine and Write functions. When you specify placeholders, you must make sure
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 that you include values the function is to substitute for each placeholder. If you specify the placeholders {0} and {1}, for example, and only provide one value, the function will generate an exception. If your program does not handle the exception, your program will immediately end. When your programs use the Console.WriteLine and Write functions to display output, your programs can place a format specifier after the placeholder number, such as {1, d} or {2, 7:f}. The format specifier can include an optional width value, followed by a colon and a character that specifies the value’s type. Table 1-3 briefly describes the type specifiers. In the previous Tip, you learned to use several different format specifiers in the Console.WriteLine and Console.Write functions. When your program displays floating-point values, there will be times, such as when the value represents currency, when you will want to specify the number of digits the functions display to the right of the decimal point. Assume your program must display the variable Amount, which contains the value 0.123456790. To control the number of digits the WriteLine and Write functions display, you specify the placeholder, width, format specifier, and number of digits, as shown here: Console.WriteLine("See decimals {0, 12:f1}", _ 0.123456789) ' 0.1 Console.WriteLine("See decimals {0, 12:f9}", _ 0.123456789) ' 0.123456789
 
 In addition to the width and format specifiers, the functions also let you use the pound sign (#) to format your data. The following statement directs Console.WriteLine to display a floating-point value with two digits to the right of the decimal point: Console.WriteLine("The value is {0, 0:###.##}", Value)
 
 Specifier
 
 Value Type
 
 C or c
 
 Local currency format.
 
 D or d
 
 Decimal value.
 
 E or e
 
 Scientific notation.
 
 F or f
 
 Floating point.
 
 G or g
 
 Selects scientific or floating point depending on which is most compact.
 
 N or n
 
 Numeric formats which include commas for large values.
 
 P or p
 
 Percentage formats.
 
 R or r
 
 Called the “round-trip” specifier. Used for floating-point values to ensure that a value that is converted to a string and then back to floating point yields the original value.
 
 X or x
 
 Table 1-3
 
 Hexadecimal formats.
 
 Format Specifiers You Can Use with Console.WriteLine and Console.Write
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 When you use the pound-sign character to specify an output format, the WriteLine function will not display leading zeros. In other words, the function would output the value 0.123 as simply .123. When you want to display leading zeros, you can replace the pound sign with a zero, as shown here: Console.WriteLine("The value is {0, 0:000.00}", Value)
 
 The following program, ConsoleWriteLineDemo.vb, illustrates the use of the various Console.WriteLine formatting capabilities: Module Module1 Sub Main() Dim A As Double = 1.23456789 Console.WriteLine("{0} {1} {2}", 1, 2, 3) Console.WriteLine("{0, 1:D} {1, 2:D} {2, 3:D}", 1, 2, 3) Console.WriteLine("{0, 7:F1} {1, 7:F3} {2, 7:F5}", A, A, A) Console.WriteLine("{0, 0:#.#}", A) Console.WriteLine("{0, 0:#.###}", A) Console.WriteLine("{0, 0:#.#####}", A) Console.ReadLine() End Sub End Module
 
 After you compile and execute this program, your screen will display the following output: 1 2 3 1 2 3 1.2 1.2 1.235 1.23457
 
 1.235 1.23457
 
 Concatenating Characters to the End of a String In Visual Basic .NET programs, the String type lets variables store alphanumeric characters (the upper- and lowercase letters of the alphabet, the digits 0 through 9, and punctuation symbols). To assign a value to a String variable, you must place the value in double quotes, as shown here: Dim Name As String = "John Doe"
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 The following program, UseStrings.vb, assigns values to several different String variables, which the program later displays using Console.WriteLine: Module Module1 Sub Main() Dim Book As String = _ "Visual Basic .Net Programming Tips & Techniques" Dim Author As String = "Jamsa" Dim Publisher As String = "McGraw-Hill/Osborne" Console.WriteLine(Book) Console.WriteLine(Author) Console.WriteLine(Publisher)
 
 End Module
 
 AM FL Y
 
 Console.ReadLine() End Sub
 
 After you compile and execute this program, your screen will display the following output:
 
 TE
 
 Visual Basic .Net Programming Tips & Techniques Jamsa McGraw-Hill/Osborne
 
 When your programs use String variables, a common operation your code will perform is to append characters to a String variable’s existing contents. Programmers refer to operations that append characters to a String as concatenation operations. To concatenate one string to another, you use the ampersand (&), which is the Visual Basic .NET concatenation operator. The following statement assigns an employee’s first name and last name to a variable called EmployeeName, by concatenating the FirstName and LastName variables and assigning the result to the EmployeeName variable: Dim FirstName As String = "Bill" Dim LastName As String = "Gates" Dim EmployeeName As String EmployeeName = FirstName & " " & LastName
 
 As you can see, the code separates the first and last names with a space by concatenating the space to the end of the string the FirstName variable contains. Throughout this book, you will encounter Console.WriteLine statements that use the concatenation operator to append a value to a string: Console.WriteLine("The result is " & SomeVariable)
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 The following program, ConcatenateDemo.vb, illustrates the use of the concatenation operator: Module Module1 Sub Main() Dim WebSite As String Dim Publisher As String = "Osborne" Console.WriteLine("This book's publisher: " & Publisher) WebSite = "www." & Publisher & ".com" Console.WriteLine("View their books at " & WebSite) Console.ReadLine() End Sub End Module
 
 After you compile and execute this program, your screen will display the following output: This book's publisher: Osborne View their books at www.Osborne.com
 
 Forcing Programs to Specify a Variable’s Type To reduce possible errors that result from misspelled variable names, you should force programs to declare each variable the code uses to store data. By declaring a variable, your program specifies the variable’s type, which, in turn, limits the range of values the program can assign to the variable and the operations the program can perform on the variable. The following program, BadVariables.vb, does not declare the variables it uses. The program assigns values to several employee-based variables and then displays the employee’s name: Option Explicit Off
 
 ' Lets the program use variables without ' declaring the variables
 
 Module Module1 Sub Main() EmployeeName = "Buddy Jamsa" EmployeePhoneNumber = "555-1212" EmployeeSalary = 45000.0 NumberOfEmployees = 1 Console.WriteLine("Number of employees: " & NumberOfEmployees) Console.WriteLine("Employee name: " & EmployeName) Console.WriteLine("Employee phone number: " & EmployeePhoneNumber)
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 Console.WriteLine("Employee salary: " & EmployeeSalary) Console.ReadLine() ' Pause to view output End Sub End Module
 
 Unfortunately, when you execute this program, the program does not display the employee’s name. Instead, the program displays blank output for the name, as shown here: Number of employees: 1 Employee name: Employee phone number: 555-1212 Employee salary: 45000
 
 If you examine the program statements closely, you will find that the Console.WriteLine statement that displays the employee’s name misspells the variable name (it omits the ending e in Employee). Normally, Visual Studio requires that you declare each variable your program uses. By forcing the program to declare each variable, you eliminate such errors. In this case, the statement Option Explicit Off directs the compiler to let the program use a variable without first declaring the variable (an option you should not enable). To force a program to declare variables, you place the following statement at the start of your program: Option Explicit On
 
 If you insert the statement at the start of the BadVariables.vb program, the Visual Basic .NET compiler will generate a syntax error message similar to those shown in Figure 1-5, that tells you
 
 Figure 1-5
 
 Syntax-error messages that correspond to undeclared variables
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 the variables are not declared. As you declare variables to remove the syntax errors, you will likely discover the misspelled variable name.
 
 Beware of Variable Overflow and Precision As you learned, a variable’s type specifies the range of values a variable can store and a set of operations a program can perform on the variable. If you assign a value to a variable that exceeds the range of values the variable can store, an overflow error occurs. Assume that your program is using a variable of type Short to store a value in the range –32,678 to 32,767. Further, assume that the variable contains the value 32,767 and your program adds the value 1 to the variable as shown here: Dim Value As Short = 32767 Value = Value + 1
 
 When the program executes this statement, the value 32,768 will fall outside of the range of values the variable can store. When the overflow error occurs, your program will generate an exception and will end, displaying an error message similar to that shown in Figure 1-6. Chapter 9 discusses exceptions and how your programs should respond to such errors. Just as a variable’s type limits the range of values a variable can store, it also limits the accuracy (or precision) of the value a variable can represent. Variables of type Single are generally precise to 7 digits to the right of the decimal point, whereas variables of type Double are precise to 15 digits. The following program, ShowPrecision.vb, illustrates the accuracy of single- and double-precision variables: Module Module1 Sub Main() Dim A As Single = 0.123456789012345 Dim B As Double = 0.123456789012345 Console.WriteLine("Single: " & A) Console.WriteLine("Double: " & B) Console.ReadLine() End Sub End Module
 
 After you compile and execute this program, your screen will display the following output: Single: 0.1234568 Double: 0.123456789012345
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 Figure 1-6
 
 An exception (error) that occurs when the value a program assigns exceeds a type’s acceptable range of values
 
 As your programs manipulate floating-point numbers, a type’s limited precision can lead to errors that are difficult to detect. The following program, PrecisionError.vb, uses a For loop to move through the values 0.01, 0.02, 0.03 up to 0.1. When the variable A contains the value 0.05, the program displays a message so stating: Module Module1 Sub Main() Dim A As Single For A = 0.01 To 0.1 Step 0.01 If (A = 0.05) Then Console.WriteLine("Reached 0.05") End If Next Console.WriteLine("Done with loop") Console.ReadLine() End Sub End Module
 
 After you compile and execute the program, your screen will display the following output: Done with loop
 
 As you can see, the program does not display the message “Reached 0.05.” That’s because the computer’s limited precision prevents the computer from exactly representing the value 0.05. For the loop to display the message, you must change the If statement to take the limited precision into account and test for the value being a few digits from 0.05, as shown here: If (Math.Abs(A – 0.05) < 0.00001) Then
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 Performing Numeric Operations To accomplish meaningful work, a program must perform operations on its variables. A program might multiply a variable that contains a user’s total purchases by a sales tax amount, in order to determine the amount of tax the user must pay. Then the code may add the sales tax and shipping costs to the purchase amount in order to determine the total amount of money the user owes for his or her purchase of two items: Purchases = 10.0 + 20.0 SalesTax = Purchases * 0.05 TotalDue = Purchases + SalesTax
 
 To perform such operations, programs use arithmetic operations. Table 1-4 briefly describes the Visual Basic .NET arithmetic operators. The following program, OperatorDemo.vb, illustrates the use of the various Visual Basic .NET arithmetic operators: Module Module1 Sub Main() Console.WriteLine("1 + 2 = " & 1 + 2) Console.WriteLine("3 - 4 = " & 3 - 4) Console.WriteLine("5 * 4 = " & 5 * 4) Console.WriteLine("25 / 4 = " & 25 / 4) Console.WriteLine("25 \ 4 = " & 25 \ 4) Console.WriteLine("25 Mod 4 = " & 25 Mod 4) Console.WriteLine("5 ^ 2 = " & 5 ^ 2) Console.ReadLine() End Sub End Module
 
 Operator
 
 Purpose
 
 +
 
 Addition
 
 -
 
 Subtraction
 
 *
 
 Multiplication
 
 /
 
 Division (standard)
 
 \
 
 Division (integer)
 
 Mod
 
 Modulo (remainder)
 
 ^
 
 Exponentiation
 
 Table 1-4
 
 The Visual Basic .NET Arithmetic Operators
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 After you compile and execute this program, your screen will display the following output: 1 + 2 = 3 3 - 4 = -1 5 * 4 = 20 25 / 4 = 6.25 25 \ 4 = 6 25 Mod 4 = 1 5 ^ 2 = 25
 
 When your programs perform arithmetic operations, you must understand that Visual Basic .NET assigns a precedence to each operator, which controls the order in which the program will perform the operations. Assume that your program must calculate the result of the following expression: Result = 5 + 3 * 2
 
 If Visual Basic .NET were to perform the operations from left to right, it would calculate the result 16, which is not correct. Instead, Visual Basic .NET will first perform the multiplication operation, because the multiplication operator has a higher precedence than addition: Result = 5 + 3 * 2 Result = 5 + 6 Result = 11
 
 Table 1-5 illustrates the precedence of Visual Basic .NET arithmetic operators. If based only on operator precedence, the order in which Visual Basic .NET performs arithmetic operations often will not match the order you need. Assume that your program needs to determine the sales tax (using 5% for this example) for two items priced at $10 and $20. Consider the following expression: SalesTax = 10 + 20 * 0.05
 
 Arithmetic Operator
 
 Purpose
 
 ^
 
 Exponentiation.
 
 -
 
 Negation.
 
 *, /
 
 Multiplication and division.
 
 \
 
 Integer division.
 
 Mod
 
 Remainder.
 
 +, -
 
 Addition and subtraction. Note that string concatenation using + has equal precedence to addition and subtraction, whereas concatenation using & has lower precedence.
 
 And, Or, Not, Xor
 
 Bitwise operators.
 
 Table 1-5
 
 Operator Precedence with Visual Basic .NET
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 Because the multiplication operator has a higher precedence than the addition operator, Visual Basic .NET will perform the multiplication first, which results in the following incorrect result: SalesTax = 10 + 20 * 0.05 = 10 + 10 = 20
 
 To control the order in which Visual Basic .NET performs operations, you must group operations in parentheses. When Visual Basic .NET evaluates an expression, Visual Basic .NET will perform operations that appear in parentheses first. In the previous sales tax example, you can use parentheses as follows to ensure that the program adds the first two items and then performs the multiplication on the result: SalesTax = (10 + 20) * 0.05
 
 In this case, the program would calculate the sales tax as follows: SalesTax = (10 + 20) * 0.05 = (30) * 0.05 = 1.50
 
 The following program, PrecedenceDemo.vb, illustrates how using parentheses to force the order of an expression’s evaluation can change the result: Module Module1 Sub Main() Dim Expression1 Dim Expression2 Dim Expression3 Dim Expression4 Expression1 Expression2 Expression3 Expression4
 
 = = = =
 
 5 5 5 5
 
 As As As As ^ ^ ^ ^
 
 Double Double Double Double
 
 2 + 1 * 3 – 4 (2 + 1) * 3 – 4 (2 + 1) * (3 - 4) ((2 + 1) * (3 - 4))
 
 Console.WriteLine(Expression1) Console.WriteLine(Expression2) Console.WriteLine(Expression3) Console.WriteLine(Expression4) Console.ReadLine() End Sub End Module
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 After you compile and execute this program, your screen will display the following output: 24 371 -125 0.008
 
 Casting a Value of One Variable Type to Another A variable’s type specifies a range of values a variable can store and a set of operations a program can perform on a variable. In your programs, there will be times when you must assign a value of one type of variable to a variable of a different type. Programmers refer to such operations as “casting” the variable’s type. When you assign a value of a “smaller type,” such as a value of type Short, to a larger type, such as a variable of type Integer, Visual Basic .NET can perform the assignment because the smaller variable’s value can fit into the larger variable’s storage capacity. Programmers refer to an assignment operation that casts the value of a variable of a smaller type to a variable of a larger type as an implicit cast. In contrast, if you reverse the assignment and assign a value of a larger type to a smaller type, Visual Basic .NET must discard bits that represent the larger variable’s value. If you assign an Integer value (which Visual Basic .NET represents using 32 bits) to a variable of type Short (which uses 16 bits), Visual Basic .NET will discard the value’s upper 16 bits, which obviously can lead to erroneous results. For such cases when your code must assign the value of a larger type to a variable of a smaller type and you do not care that Visual Basic .NET may discard part of the larger value, your code must perform an operation that programmers call an explicit cast. To perform an explicit cast, your program must use one of the built-in functions listed in Table 1-6.
 
 Function
 
 Purpose
 
 ToBoolean
 
 Converts a value to a Boolean (True or False).
 
 ToByte
 
 Converts a value to an 8-bit Byte in the range 0 to 255.
 
 ToChar
 
 Converts a value to a 2-byte Unicode character.
 
 ToDateTime
 
 Converts a value to a DateTime object.
 
 ToDecimal
 
 Converts a value to a 12-byte Decimal.
 
 ToDouble
 
 Converts a value to an 8-byte Double.
 
 ToInt16
 
 Converts a value to a 2-byte Short.
 
 ToInt32
 
 Converts a value to a 4-byte Integer.
 
 Table 1-6
 
 Type Conversion Routines Provided in the System.Convert Namespace
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 Function
 
 Purpose
 
 ToInt64
 
 Converts a value to an 8-byte Integer.
 
 ToSByte
 
 Converts a value to an 8-bit signed value in the range –128 to 127.
 
 ToSingle
 
 Converts a value to a 4-byte Single.
 
 ToString
 
 Converts a value to its String representation.
 
 ToUInt16
 
 Converts a value to a 2-byte unsigned Short in the range 0 to 65,535.
 
 ToUInt32
 
 Converts a value to a 4-byte unsigned Integer in the range 0 to 4,294,967,295.
 
 ToUInt64
 
 Converts a value to an 8-byte unsigned long Integer in the range 0 to 18,446,744,073,709,551,615.
 
 Table 1-6
 
 Type Conversion Routines Provided in the System.Convert Namespace (continued)
 
 The following program, CastDemo.vb, performs two simple cast operations. The first assigns a value of type Integer to a value of type Short. The second casts a value of type Double to a value of type Single: Module Module1 Sub Main() Dim BigInteger As Integer = 10000 Dim LittleInteger As Short Dim BigFloat As Double = 0.123456789 Dim LittleFloat As Single LittleInteger = BigInteger LittleFloat = BigFloat Console.WriteLine(LittleInteger) Console.WriteLine(LittleFloat) Console.ReadLine() End Sub End Module
 
 After you compile and execute this program, your screen will display the following output: 10000 0.1234568
 
 In the case of the floating-point value 0.123456789, you can see that the assignment caused the operation to lose significant digits. The Integer to Short assign, in this case, was successful because
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 the Integer variable contained a value in the range a variable of type Short can store. If, for example, you change the program to use the value 40000, the assignment will cause the program to generate an overflow exception. So, depending on the value that the Integer variable contains, this program may or may not work. To reduce potential errors that can occur when your programs assign a value from a larger type to a smaller type, your code can demand that the Visual Basic .NET compiler not allow such assignments by placing the following statement at the start of your programs: Option Strict On
 
 After you enable strict type-conversion processing, the following assignment statement would cause the Visual Basic .NET compiler to generate a syntax error: LittleInteger = BigInteger
 
 AM FL Y
 
 Making Decisions Using Conditional Operators
 
 TE
 
 A program is simply a set of instructions the CPU executes to perform a specific task. The programs this chapter has presented thus far have begun their execution with the first statement and then have continued to execute statements one following another, up to and including the last statement. As your programs perform more complex operations, your code will often perform one set of operations for a given condition and a second set for a different condition. For example, a program that implements a Web-based shopping cart would use one sales tax for customers in Texas and another for customers in New York. Programmers refer to the process of a program making decisions about which statements to execute as conditional processing. To perform conditional processing, programs make extensive use of the If and If-Else statements. To use an If statement, programs must specify a condition that Visual Basic .NET evaluates to either True or False. A condition might, for example, use an If statement to determine whether a user’s name is “Smith” or a student’s test score was greater than or equal to 90: If (Username = "Smith") Then ' Statements to execute End If If (TestScore > 90) Then ' Statements to execute End If
 
 When Visual Basic .NET encounters the If statement, Visual Basic .NET will evaluate the corresponding condition. If the condition evaluates to True, your program will execute the statements that appear between the If and End If statements. If, instead, the condition evaluates to False, your program will not execute the statements, continuing its execution at the first statement following the End If.
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 Often, programs must perform one set of statements when a condition is true and a second when the condition is false. In such cases, the programs can use the If-Else statement. The following statement displays a message that tells a student that he or she passed an exam (the student passes if his or her score is greater than or equal to 70). If the student did not pass the test, the code displays a message telling the student that he or she failed: If (TestScore >= 70) Then Console.WriteLine("You passed!") Else Console.WriteLine("You failed") End If
 
 To improve a program’s readability, programmers normally indent the statements that appear in constructs, such as the If and Else statements. Using indentation, a programmer, at a glance, can determine which statements relate. To simplify the indentation process, Visual Studio will automatically indent the statements you type in an If statement. Many times, a program must evaluate a variety of conditions. For example, rather than simply telling the student whether he or she passed or failed the exam, a better program would display the student’s grade based on the following. One way to display a message that corresponds to the student’s grade is to use several If statements, as shown here: If (TestScore >= 90) Then Console.WriteLine("You got an A") End If If (TestScore >= 80) And (TestScore < 90) Console.WriteLine("You got a B") End If If (TestScore >= 70) And (TestScore < 80) Console.WriteLine("You got a C") End If If (TestScore < 70) Then Console.WriteLine("You failed") End If
 
 The problem with the previous series of If statements is that regardless of the user’s test score, the program must evaluate each If statement, which adds unnecessary processing. A better solution is to use a series of If-Else statements as shown here: If TestScore >= 90 Then Console.WriteLine("Test grade: A") ElseIf TestScore >= 80 Then Console.WriteLine("Test grade: B")
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 ElseIf TestScore >= 70 Then Console.WriteLine("Test grade: C") Else Console.WriteLine("Test grade: F") End If
 
 The following program, IfDemo.vb, illustrates the use of several different If and If-Else statements: Module Module1 Sub Main() Dim TestScore As Integer = 80 If TestScore >= 90 Then Console.WriteLine("Test ElseIf TestScore >= 80 Then Console.WriteLine("Test ElseIf TestScore >= 70 Then Console.WriteLine("Test Else Console.WriteLine("Test End If
 
 grade: A") grade: B") grade: C") grade: F")
 
 Dim Language As String = "English" If (Language = "English") Then Console.WriteLine("Hello, world!") ElseIf (Language = "Spanish") Then Console.WriteLine("Hola, mundo") End If If (Now.Hour < 12) Then Console.WriteLine("Good morning") ElseIf (Now.Hour < 18) Then Console.WriteLine("Good day") Else Console.WriteLine("Good evening") End If
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 Console.ReadLine() End Sub End Module
 
 After you compile and execute this program, your screen will display output similar to the following: Test grade: B Hello, world! Good morning
 
 Take time to experiment with this program by changing the values the program assigns to the TestScore and Language variables.
 
 Taking a Closer Look at the Visual Basic .NET Relational and Logical Operators In a condition, such as the test for an If or While statement, programs use relational operators to compare one value to another. Using relational operators, an If statement can test if one value is greater than, equal to, or less than another value. The result of the condition’s test is always a Boolean (True or False) result. Table 1-7 briefly describes the Visual Basic .NET relational operators. Depending on the condition a program examines, there are many times when a program must test two or more relationships. An If statement might test if a user’s age is greater than or equal to 21 and Operator
 
 Relational Comparison
 
 >
 
 Greater than
 
 
=
 
 Greater than or equal to
 
 = 90 Console.WriteLine("Grade: A") Case Is >= 80
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 Console.WriteLine("Grade: B") Case Is >= 70 Console.WriteLine("Grade: C") Case Else Console.WriteLine("Grade: F") End Select
 
 As you can see, when you specify a condition in a Select statement, you must use the Is keyword. Also note that the Select statement supports an Else case that it executes when none of the specified cases match the selected value. In addition to using a condition in a Select statement as just shown, you can also specify a range of matching values, as shown here: Dim TestScore As Integer TestScore = 84 Select Case TestScore Case 90 To 100 Console.WriteLine("Grade: Case 80 To 89 Console.WriteLine("Grade: Case 70 To 79 Console.WriteLine("Grade: Case Else Console.WriteLine("Grade: End Select
 
 A") B") C") F")
 
 In the first example, you learned how to use a Select statement to match one value. Depending on the processing your program performs, there may be times when you want to perform the same processing for a range of values. The following Select statement displays messages based on the current day. For several days of the week, the code displays the same message: Dim DayOfWeek As Integer DayOfWeek = Now.DayOfWeek Select Case DayOfWeek Case 0, 6 Console.WriteLine("Enjoy the weekend") Case 1, 2, 3 Console.WriteLine("Too many days until the weekend") Case 4, 5 Console.WriteLine("Almost the weekend!") End Select
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 Repeating a Series of Instructions Just as there may be times when your programs must perform conditional processing in order to make decisions, there will also be times when your programs must perform one or more statements as long as a specific condition is true, or you may want the statements to execute a specific number of times. Programmers refer to such repetitive processing as iterative processing. Visual Basic .NET provides four iterative constructions your programs can use to repeat one or more statements: the For, While, For Each, and Do While loops. The For loop exists to let your programs repeat one or more statements a specific number of times. The following statement uses a For loop to display the numbers 1 to 5 on the screen using Console.WriteLine: Dim I As Integer For I = 1 To 5 Console.WriteLine(I) Next
 
 When this loop executes, your screen would display the following output: 1 2 3 4 5
 
 The For loop consists of three parts. The first part of the statement initializes the loop’s control variable. The second part compares the control variable to an ending condition. The third part is optional and specifies the amount by which the loop increments or decrements the control variable with each iteration. The following loop displays the numbers 0, 10, 20, … to 100 by incrementing the control variable by 10 with each iteration: For I = 0 To 100 Step 10 Console.WriteLine(I) Next
 
 When your programs use a For loop, Visual Basic .NET does not restrict you to using only counting numbers. You can also use variables of type Single and Double as a loop’s control variable. The following statements use a For loop to display values 0.0 to 1.0 by incrementing the loop’s control variable by 0.1 with each iteration: Dim X As Double For X = 0.0 To 1.0 Step 0.1 Console.WriteLine(X) Next
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 By using a negative step value, a For loop can move downward through a range of values. The following statements loop through the values 100 down to 0, decrementing the step value by 10 with each iteration: For I = 100 To 0 Step -10 Console.WriteLine(I) Next
 
 In contrast to the For loop, which repeats one or more statements a specific number of times, the While loop repeats statements as long as a specific condition is true. In your programs, you might use a While loop to read and display lines of a file. In this case, the statements in the loop would continue to read and display the file’s content while (as long as) the file contains content the program has not yet read and displayed (meaning, you have not yet reached the end of the file). Or you might use a While loop to display and respond to a user menu’s option selections until the user chooses the Quit option. The format of the While loop is as follows: While (Condition) ' Statements to repeat End While
 
 Note that unlike previous versions of Visual Basic that used the Wend statement to mark the end of a While loop, Visual Basic .NET uses End While. The For Each statement lets you repeat one or more statements for each element of an array. The following statements use a For Each statement to display the names of files that reside in the current directory: Dim Files As String() = Directory.GetFiles(".") Dim Filename As String For Each Filename In Files Console.WriteLine(Filename) Next
 
 Finally, the Do loop is similar to the While loop in that it lets your programs repeat one or more statements while a specific condition is met. However, unlike the While loop, which places the test at the start of the loop, the Do loop places the test at the end of the loop. This means the statements a Do loop contains will always execute at least one time: Do ' Statements to repeat Loop While (Condition)
 
 The following program, LoopDemos.vb, uses the For, While, and Do While loops to iterate through a range of values. Then the code uses the For Each loop to display the names of files in the current directory:
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 Imports System.IO Module Module1 Sub Main() Dim I As Integer For I = 0 To 10 Console.Write(I & " ") Next Console.WriteLine() Dim X As Double = 0.0 While (X < 100) Console.Write(X & " ") X = X + 25 End While Console.WriteLine() Do Console.Write(X & " ") X = X – 10 Loop While (X < 0) Console.WriteLine() Dim Files As String() = Directory.GetFiles(".") Dim Filename As String For Each Filename In Files Console.WriteLine(Filename) Next Console.ReadLine() End Sub End Module
 
 After you compile and execute this program, your screen will display the following output: 0 1 2 3 4 5 6 7 8 9 10 0 25 50 75 100 .\LoopDemo.exe .\LoopDemo.pdb
 
 33
 
 34
 
 Visual Basic .NET Tips & Techniques
 
 Avoiding Infinite Loops Iterative constructs such as the For and While statements exist to let your programs repeat a series of statements a specific number of times or as long as a specific condition is true. When your program uses iterative constructs, there may be times when a loop does not end (normally because of a programming error). Programmers refer to unending loops as infinite loops, because unless you can end the program by closing the program window, the loop will continue to execute forever. The goal of the following While loop, for example, is to display the values 0 through 99. However, if you examine the loop, you will find that it does not increment the variable I. As a result, after the loop starts, the loop will reach its ending condition (I equal to 100), so the code will repeat forever: Dim I As Integer = 0
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 While I < 100 Console.WriteLine(I) End While
 
 To reduce the possibility of an infinite loop in your programs, you should examine each loop to ensure that the loop correctly performs the following four steps: 1. Initializes a control variable
 
 2. Tests the control variable’s value 3. Executes the loop’s statements
 
 TE
 
 4. Modifies the control variable
 
 You can remember these four steps using the ITEM (Initialize, Test, Execute, Modify) acronym. Consider the previous While loop. The code initializes the variable I when it declares the variable. Then the first statement of the While loop tests the control variable. In the While loop, the code executes the Console.WriteLine statement. However, the code does not modify the control variable in the loop, which leads to the infinite loop.
 
 Executing a Loop Prematurely In a Visual Basic .NET program, loops let your code repeat a set of instructions a specific number of times or while a specific condition is met. Ideally, a loop should have one condition that determines if the code will perform (and later repeat) the loop’s statements. In a For loop, the loop’s processing ends when the loop’s control variable’s value is greater than the loop’s ending value. That said, there may be times when your code must terminate a For loop’s (or a For Each loop’s) processing prematurely. In such cases, your code can use the Exit For statement, which directs Visual Basic .NET to end the loop’s processing and to continue the program’s execution at the first statement that follows the For statement (the first statement that follows Next). In a similar way, to exit a While loop prematurely, your code can execute the Exit While statement.
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 NOTE Later in this chapter, you will examine subroutines that let you group a set of related statements that perform a specific task. Normally, a subroutine will execute its statements in succession, from the first statement to the last. However, there may be times when you must end a subroutine’s processing prematurely. In such cases, your code can issue the Exit Sub statement. However, as is the case of the For and While loops, to improve the readability of your code, you should avoid using Exit statements whenever possible.
 
 Visual Basic .NET Supports Lazy Evaluation to Improve Performance When your programs perform conditional and iterative processing, you can improve your program’s performance by changing the way that Visual Basic .NET handles conditions that use the logical And and Or operators. In statements such as the If, Select, and While statements, your programs can use the logical And operator to specify two conditions that must evaluate to True before the program will perform the corresponding statements. The following statement uses the logical And operator to test if the employee is a programmer and if the programmer knows how to program using Visual Basic .NET: If (UserIsProgrammer) And (UserKnowsVB) Then ' Statements End If
 
 Normally, when your code uses logical operators to evaluate a condition, Visual Basic will examine each part of the condition and then determine whether the condition is true. However, in the case of the And operator, if the first half of a condition evaluates to False, you know the entire condition will be False. In a similar way, in the case of the Or operator, if the first part of a condition evaluates to True, you know the entire condition will be True. To improve performance, you can take advantage of the AndAlso and OrElse operators. The AndAlso operator directs Visual Basic .NET to only evaluate the second part of a condition if the first part evaluates as a True. The OrElse operator directs Visual Basic .NET to evaluate the second part of a condition that uses OrElse should the first part of the condition evaluate to False. The following program, LazyEvaluation.vb, illustrates the use of AndAlso and OrElse operators: Module Module1 Sub Main() Dim OwnsDog As Boolean = True Dim OwnsCat As Boolean = False If OwnsDog AndAlso OwnsCat Then Console.WriteLine("Owns both a dog and a cat") End If
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 If OwnsDog OrElse OwnsCat Then Console.WriteLine("Owns a dog or cat--maybe both") End If Console.ReadLine() End Sub End Module
 
 You may be wondering why Visual Basic .NET does not simply use lazy evaluation all the time. The reason is that there may be times when not executing the second half of a condition can introduce errors. Consider the following If statement that calls a function in each of the conditions: If (IsAfterBusinessHours() And BuildingIsSecure()) Then
 
 Depending on the processing the BuildingIsSecure function performs, you may not want the program to skip the function’s execution simply because the IsAfterBusinessHours function returns a False result (which would end the statement’s execution if you use lazy evaluation).
 
 Wrapping Long Statements As you examine the programs this book’s Tips present, there will be many times when the code wraps a long statement onto two or more lines because of the limitations of the printed page. As you program, there may be times when you will want to wrap a long statement onto the next line so you do not have to continually scroll horizontally to see the program statements. To wrap a statement to the next line, you must place a space followed by an underscore (_) character at the end of the line, as shown here: SomeVeryLargeVariableName = SomeLongSubroutineName(ParameterOne, _ ParameterTwo, ParameterThree, ParameterFour)
 
 Often, programmers will wrap long character strings over two or more lines. To wrap a character string, you must break the string into multiple strings, so that one string ends at the point you want to wrap the line and a new string begins at the location you want on the following line. Between each of the strings, you place the concatenation operator (&) as shown here: Console.Writeline("The title of the book is: Visual Basic .Net" & _ " Programming Tips and Techniques")
 
 When you wrap a string in this way, you must remember to place a space character at either the end of one string or at the start of the new string if the strings were originally separated by a space.
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 Taking Advantage of the Visual Basic Assignment Operators In programs, it is common to perform an arithmetic operation that uses a variable’s current value and then assigns the result of the operation back to the variable. The following statement adds the value 1 to the variable Counter: Counter = Counter + 1
 
 To simplify operations that use a variable’s value in an expression and then assign the result back to the variable, Visual Basic .NET provides the set of assignment operators listed in Table 1-8. The following statement uses the addition assignment operator to increment the value of the Counter variable by 1: Counter += 1
 
 The following program, AssignmentDemo.vb, illustrates the use of the Visual Basic .NET assignment operators: Module Module1 Sub Main() Dim A As Integer A = 0 A += 10 Console.WriteLine("A += 10 yields " & A) A -= 5 Console.WriteLine("A -=5 yields " & A) A *= 3 Console.WriteLine("A *= 3 yields " & A) A /= 5 Console.WriteLine("A /= 5 yields " & A) A ^= 2 Console.WriteLine("A ^= 2 yields " & A) Console.ReadLine() End Sub End Module
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 Operator
 
 Purpose
 
 +=
 
 Adds the specified expression to a variable’s current value.
 
 -=
 
 Subtracts the specified expression from a variable’s current value.
 
 *=
 
 Multiplies a variable’s current value by the specified expression and assigns the result back to the variable.
 
 /= and \=
 
 Divides a variable’s value contents by the specified expression and assigns the result back to the variable.
 
 ^=
 
 Raises a variable’s current value to the power of the specified expression and assigns the result back to the variable.
 
 &=
 
 Concatenates the String to a variable’s value and assigns the result back to the variable.
 
 Table 1-8
 
 The Visual Basic .NET Assignment Operators
 
 After you compile and execute this program, your screen will display the following output: A A A A A
 
 += 10 yields 10 -=5 yields 5 *= 3 yields 15 /= 5 yields 3 ^= 2 yields 9
 
 Commenting Your Program Code As you program, you should place comments throughout your code that explain the processing your program performs or a specific variable’s use. Later, you or another programmer who is reviewing the code can read the comments to quickly understand the processing. To place a comment in a Visual Basic .NET program, you place a single quote on a line followed by the comment text. The Visual Basic .NET compiler will ignore any text that appears to the right of the single quote, treating the text as a comment. In a program, you can place comments on their own lines or to the right of a statement: ' The following subroutine displays the current date and time Sub ShowDateTime() Console.WriteLine(Now()) 'Now returns the current date and time End Sub
 
 As you test your programs, there may be times when you will want to disable one or more statements. Rather than removing the statements from your code, you can simply place the single-quote character in front of the statement. When Visual Basic .NET compiles your program, it will ignore the statement,
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 which it will treat as a comment. If you later want the program to execute the statement, you can simply remove the single quote: Console.WriteLine("This line will appear") ' Console.WriteLine("This line will not")
 
 Reading Keyboard Input Using Console.Read and Console.ReadLine When you create a console application, your programs can read keyboard input from the user using the Console.Read and Console.ReadLine methods. The difference between the methods is that Console.ReadLine returns all the characters up to the ENTER key, whereas Console.Read reads characters up to the first whitespace character, such as a space or tab. To assign the value a user types to a variable, you use the assignment operator as follows: VariableName = Console.ReadLine()
 
 Many of the Tips this book presents place the statement Console.ReadLine() at the end of the program code. When you run a console application in Visual Studio, the console window will immediately close after the program completes its processing. By placing the Console.ReadLine() statement at the end of the code, the program will pause, waiting for the user to press the ENTER key, before the program ends and the window closes. The following program, KeyboardInputDemo.vb, illustrates the use of the Console.Read and Console.ReadLine methods: Module Module1 Sub Main() Dim Age As Integer Dim FirstName As String Dim Salary As Double Console.Write("Age: ") Age = Console.ReadLine() Console.Write("Name: ") FirstName = Console.ReadLine() Console.Write("Salary: ") Salary = Console.ReadLine() Console.WriteLine(Age & " " & FirstName & " " & Salary)
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 Console.Write("Enter Age, Name Salary: ") Age = Console.Read() FirstName = Console.Read() Salary = Console.ReadLine() Console.WriteLine(Age & " " & FirstName & " " & Salary) End Sub End Module
 
 Take time to experiment with the program. You will find that if you type a value that does not correspond to the data type the program expects (such as if the program prompts for an age and you type your name instead), the program will generate an exception and will end. Chapter 9 examines exception processing in detail. To avoid such errors, many programs will read all keyboard input into character strings and then convert the string to an Integer or Double value as required.
 
 Displaying a Message in a Message Box Normally, console-based applications will display output to the console window using the Console.Write and Console.WriteLine methods. Likewise, a Windows-based program will display output using one or more controls that appear on a form. Both console- and Windows-based applications, however, can use a message box, similar to that shown here, to display a message to the user and to get a user’s button response (such as OK or Cancel).
 
 For years, Visual Basic programmers have used the MsgBox function to display a message box to the user: MsgBox("Hello, User")
 
 Although Visual Basic .NET supports the MsgBox function, most newer Windows-based programs will use the MessageBox class Show method to display a message box (as it turns out, behind the scenes, the MsgBox function itself calls MessageBox.Show): MessageBox.Show("Hello, User")
 
 To determine which message-box button a user selects, you assign the result of the MessageBox.Show (or MsgBox) method to a variable, as shown here:
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 VariableName = MessageBox.Show("Message", "Title", _ MessageBoxButtons.OKCancel)
 
 The following program, MsgBoxDemo.vb, illustrates the use of the MsgBox function in a console application: Module Module1 Sub Main() MsgBox("Message") MsgBox("Message", MsgBoxStyle.AbortRetryIgnore, "Title") End Sub End Module
 
 The following program, MessageBoxDemo.vb, illustrates the use of the various message box types: Public Class Form1 Inherits System.Windows.Forms.Form #Region " Windows Form Designer generated code " ' Code not shown #End Region Private Sub Form1_Load(ByVal sender As System.Object, _ ByVal e As System.EventArgs) Handles MyBase.Load MessageBox.Show("Message") MessageBox.Show("Message", "Title") MessageBox.Show("Message", "Title", MessageBoxButtons.OKCancel) MessageBox.Show("Message", "Title", _ MessageBoxButtons.AbortRetryIgnore, MessageBoxIcon.Warning) Me.Close() End Sub End Class
 
 Prompting the User for Input Using an Input Box Normally, console-based applications will get keyboard input from the user using the Console.Readline method. Likewise, Windows-based applications usually get input using one or more form-based controls. That said, both application types can use the InputBox function to prompt the user for input, as shown in Figure 1-7. Using the InputBox function, your code can assign the value the user enters to a variable, as shown here: VariableName = InputBox("Enter name")
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 Figure 1-7
 
 Using an input box to prompt the user for input
 
 Using the InputBox function, you can pass parameters that specify the prompt the box displays, the box title, as well as the x and y offsets (from the upper-left corner of the screen) at which the box appears. The following program, InputBoxDemo.vb, illustrates the use of the InputBox function: Module Module1 Sub Main() Dim Name As String Dim Age As Integer Dim Salary As Double Name = InputBox("Enter name") Age = InputBox("Enter age", 21) Salary = InputBox("Enter salary") Console.WriteLine(Name) Console.WriteLine(Age) Console.WriteLine(Salary) Console.ReadLine() End Sub End Module
 
 Again, when you use the InputBox function, the user must enter the value in the format that matches the type to which you are assigning a result. If, for example, you assign the result to an Integer value and the user enters a nonnumeric value, the program will generate an exception. Chapter 9 examines exceptions in detail. To avoid such errors, programs normally assign the InputBox result to a String variable and then convert that value to the format that matches the target variable’s type.
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 Breaking a Programming Task into Manageable Pieces As programs become larger and more complex, programmers often break the program into smaller, more manageable pieces of code, each of which performs a specific task. To organize the program statements by task, programmers use functions and subroutines. The difference between a function and a subroutine is that after a function performs its processing, the function returns a value (a result) and a subroutine does not. For example, the MessageBox.Show function displays a dialog box and then returns a value that corresponds to the user’s button selection. To use the function’s return value, your code normally assigns the result to a variable, as shown here: Variable = SomeFunctionName(OptionalParameters)
 
 To create a subroutine, your code uses the keyword Sub, followed by a unique name (that should correspond to the processing the subroutine performs), followed by parentheses that contain optional variables that will store values the program passes to the subroutine (which programmers call parameters). If the subroutine does not use parameters, you will simply place empty parentheses after the subroutine name. Next, you place the statements that correspond to the processing the subroutine performs followed by the End Sub statement, as shown here: Sub SubroutineName() ' Statements here End Sub
 
 The following statements create a subroutine named GreetUser that displays messages to the user using the Console.WriteLine method: Sub GreetUser() Console.WriteLine("Hello, user") Console.WriteLine("The current date and time is: " & Now()) Console.WriteLine("Have a nice day.") End Sub
 
 To use a subroutine in your program, you place the subroutine name, followed by the parentheses in your program code, as shown here: GreetUser()
 
 Programmers refer to the process of using a subroutine as “calling the subroutine.” When your program encounters a subroutine call, your program will jump to the statements the subroutine contains. After the program completes the subroutine’s processing, your program will resume its processing with the statement in your code that follows the subroutine call.
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 NOTE Visual Basic .NET no longer supports the GoSub statement which programmers used for many years to call a subroutine.
 
 As your programs become larger, it is likely that they will contain many subroutines. A word processing program, for example, might use one subroutine to spell-check a document, another to save the document’s contents to a file on disk, and yet another to print the document. In a console-based application, the program’s execution will always begin with the first statement that appears in the subroutine called Main. (You can think of the Main subroutine as containing your main or primary program statements). From within the Main subroutine, your code can call other subroutines. The following program, SubDemo.vb, creates and calls several subroutines: Module Module1
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 Sub ShowBookInformation() Console.WriteLine("Title: Visual Basic .Net " & _ "Programming Tips & Techniques") Console.WriteLine("Author: Jamsa") Console.WriteLine("Publisher: McGraw-Hill/Osborne") Console.WriteLine("Price: 49.99") End Sub Sub GreetInEnglish() Console.WriteLine("Hello, world") End Sub
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 Sub GreetInSpanish() Console.WriteLine("Hola, mundo") End Sub Sub ShowTime() Console.WriteLine("Current time is: " & Now) End Sub Sub Main() ShowTime() GreetInEnglish() GreetInSpanish() ShowBookInformation() Console.ReadLine() End Sub End Module
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 As you can see, the program defines four subroutines, placing the statements for each between the Sub and End Sub statements. When the program runs, Visual Basic .NET will begin the program’s execution in the subroutine named Main—a console application will always begin its execution in Main. When the program encounters the ShowTime subroutine call, the program will jump to the statements the ShowTime subroutine contains, which in this case is the Console.WriteLine statement that displays the current date and time. Then, after the subroutine completes its processing, the program will resume its execution back in Main at the first statement that follows the ShowTime subroutine call—the call to the GreetInEnglish subroutine. Again, the program will branch its execution to the statements the subroutine contains. The program will continue this process of calling a subroutine and then returning to Main until the program completes its statements. After you compile and execute this program, your screen will display the following output: Current time is: 4/9/2002 10:46:47 AM Hello, world Hola, mundo Title: Visual Basic .Net Programming Tips & Techniques Author: Jamsa Publisher: McGraw-Hill/Osborne Price: 49.99
 
 As briefly discussed, a function differs from a subroutine in that, after the function completes its processing, the function will return a value that your programs can assign to a variable or use in an expression. In Chapter 5, you will examine the arithmetic functions provided by the Math class. The following statements illustrate the use of several of the Math class functions: Dim SomeValue, SomeAngle As Double SomeValue = Math.Sqrt(100) SomeAngle = Math.Acos(2.225)
 
 When the program encounters the Math.Sqrt function call, the program will branch its execution to the corresponding program statements. After the function completes its processing, the program will assign the value the function returns to the SomeValue variable. Then the program will continue its execution with the next statement, which in this case, calls the Math class Acos function. To create a function, you use the Function keyword followed by a unique function name and parentheses that optionally declare variables to hold values the program passes to the function. You must also then specify the Returns keyword followed by the type (such as Integer or String) of the value the function returns. You place the function statements between the function header (which programmers also refer to as the function signature) and the End Function statement, as shown here: Function UniqueFunctionName(OptionalParameters) As FunctionReturnType ' Function statements go here End Function
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 The following statements create a function named GetBookPrice, which returns a value of type Double: Function GetBookPrice() As Double ' Function statements go here End Function
 
 To return a value, a function can use the Return statement, or the function can assign the value to its own name. In a function named GetBookPrice, the following statements both return the value 49.99: Return 49.99 GetBookPrice = 49.99
 
 To call a function in your program code, you must specify the function name followed by the parentheses and optional parameters. Normally, your code will assign the function’s result to a variable as shown here: Dim Price As Double Price = GetBookPrice()
 
 However, you can use the value a function returns in any expression, such as A = B + SomeFunction(), or in a call to Console.WriteLine, as shown here: Console.WriteLine("The price is: " & GetBookPrice())
 
 The following program, FunctionDemo.vb, creates two functions, one that returns value of type Double and one that returns a String. The program first calls each function, assigning the value the function returns to a variable. Then the program calls each function from within a Console.WriteLine statement, displaying the value the function returns. Finally, the code uses the GetBookPrice function in an If statement: Module Module1 Function GetBookPrice() As Double GetBookPrice = 49.99 End Function Function GetBookTitle() As String GetBookTitle = "Visual Basic .Net Programming Tips & Techniques" End Function Sub Main() Dim Price As Double Dim Title As String
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 Price = GetBookPrice() Title = GetBookTitle() Console.WriteLine(Price) Console.WriteLine(Title) Console.WriteLine(GetBookPrice()) Console.WriteLine(GetBookTitle()) If (GetBookPrice() = 49.99) Then Console.WriteLine("The book is 49.99") End If Console.ReadLine() End Sub End Module
 
 After you compile and execute this program, your screen will display the following output: 49.99 Visual Basic .Net Programming Tips & Techniques 49.99 Visual Basic .Net Programming Tips & Techniques The book is 49.99 
 
 NOTE As you read Visual Basic .NET books, you will often find that books use the terms function, subroutine, and method interchangeably. Keep in mind that a function differs from a subroutine in that the function returns a result. The term method is a general term that describes functions and subroutines that appear in a class. Chapter 3 discusses class variables in detail.
 
 Passing Parameters to a Function or Subroutine In a program, functions and subroutines exist to organize statements that perform a specific task. Often, to perform its processing, a function or subroutine will require that program pass it one or more values. The values a program passes to a function or subroutine are called parameters. Earlier in this chapter, for example, you passed values to the Console.WriteLine method for display: Console.WriteLine("Values are {0}, {1}, {3}", 100, 200, 300) Console.Writeline("The price is: " & GetBookPrice())
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 Similarly, your programs have passed values to the MessageBox.Show method: MessageBox.Show("Hello, World")
 
 To pass values to a subroutine or function, you must place the values in the parentheses that follow the routine’s name, separating the values with a comma. Before a function or subroutine can use the values, the routine must declare variables in which Visual Basic .NET will place the values when the program calls the routine. You declare the variables between the parentheses that follow the function or subroutine name when you create the routine. The following statements create a subroutine called Greeting that lets programs pass a message (a parameter) to the routine that the subroutine will display: Sub Greeting(ByVal Message As String) Console.WriteLine("Hello, user") Console.WriteLine("Today's message is: " & Message) End Sub
 
 To support parameters, you must declare a variable in the subroutine or function header that will hold the parameter’s value as the function executes. In this case, the subroutine declares a Variable named Message of type String. For now, you can ignore the ByVal keyword, which you will examine in the following Tip. In the program code, you would call the Greeting subroutine as follows: Greeting("Have a great day")
 
 When a function or subroutine supports parameters, your program must pass the correct number and type of parameters to the routine. If a function expects a parameter of type Double, and your program passes a String value to the function, an error will occur. Likewise, if a routine expects three parameter values, your program must pass three parameters to the routine in the order the parameter expects the values. The following program, ThreeSubs.vb, declares different subroutines, each of which uses a different number and type of parameter: Module Module1 Sub OneValue(ByVal Name As String) Console.WriteLine("Hello, " & Name) End Sub Sub TwoValues(ByVal Age As Integer, ByVal Name As String) Console.WriteLine("Age: " & Age) Console.WriteLine("Name: " & Name) End Sub Sub ThreeValues(ByVal Name As String, ByVal Age As Integer, _ ByVal Salary As Double) Console.WriteLine("Name: " & Name) Console.WriteLine("Age: " & Age)
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 Console.WriteLine("Salary: " & Salary) End Sub Sub Main() OneValue("Mr. Gates") Console.WriteLine() TwoValues(50, "Mr. Gates") Console.WriteLine() ThreeValues("Mr. Gates", 50, 250000.0) Console.ReadLine() End Sub End Module
 
 After you compile and execute this program, your screen will display the following output: Hello, Mr. Gates Age: 50 Name: Mr. Gates Name: Mr. Gates Age: 50 Salary: 250000
 
 Declaring Local Variables in a Function or Subroutine Depending on the processing a function or subroutine performs, there will be many times when the routine will require one or more variables to store values as the routine’s statements execute. In a function or subroutine, you can declare variables, which programmers refer to as local variables, following the subroutine or function heading, as shown here: Sub SomeFunction() Dim I As Integer Dim Sum As Double ' Statements go here End Sub
 
 Programmers refer to a subroutine or function’s variables as “local” because the fact that the variables exist and the values the variables contain are known only to the function or subroutine. The code outside of the function or subroutine does not know about the routine’s local variables, nor can the code use them. Because the variables are local, the names you use for the variables will not conflict with variables you have defined in other functions or subroutines.
 
 50
 
 Visual Basic .NET Tips & Techniques
 
 The following program, LocalVarDemo.vb, defines local variables in a subroutine and function. Although the variables use the same names in each routine, the local variables are distinct and the values your code assigns to the variables in one routine do not affect the values of the variables in another: Module Module1 Sub YahooInfo() Dim Name As String = "Yahoo" Dim Price As Double = 17.45 Dim I As Integer = 1001 Console.WriteLine("In YahooInfo") Console.WriteLine("Name: " & Name) Console.WriteLine("Price: " & Price) Console.WriteLine("I: " & I) End Sub Sub BookInfo() Dim Name As String = "C# Programming Tips & Techniques" Dim Price As Double = 49.99 Dim I As Integer = 0 Console.WriteLine("In BookInfo") Console.WriteLine("Name: " & Name) Console.WriteLine("Price: " & Price) Console.WriteLine("I: " & I) End Sub Sub Main() YahooInfo() Console.WriteLine() BookInfo() Console.ReadLine() End Sub End Module
 
 After you compile and execute this program, your screen will display the following output: In YahooInfo Name: Yahoo Price: 17.45 I: 1001 In BookInfo
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 Name: C# Programming Tips & Techniques Price: 49.99 I: 0
 
 Changing a Parameter’s Value in a Subroutine In the Tip titled “Passing Parameters to a Function or Subroutine,” you learned how to pass a parameter to a function or subroutine. In each of the examples the Tip presented, the routines used, but did not change, the values of the parameters the routines received. Depending on the processing a subroutine or function performs, there may be times when you will want the subroutine to change a parameter’s value. If you examine the previous functions and subroutines, you will find that each routine preceded its parameter declarations with the ByVal keyword: Sub SomeSubroutineName(ByVal A As Integer)
 
 The ByVal keyword specifies that Visual Basic .NET will pass the parameter to the function by value which means, when your program calls the routine, Visual Basic .NET will make a copy of the value the parameter contains. Then Visual Basic .NET will pass the copy of the value to the routine as opposed to the original variable. When you pass a parameter by value in this way, a subroutine or function cannot make a change to the parameter value that remains in effect after the routine ends. Consider the following program, ByValueDemo.vb, that passes the value of the Number parameter to a subroutine. In the subroutine, the code changes and displays the parameters value. After the subroutine ends and the program’s execution resumes in the Main subroutine, the value of the variable number is unchanged from its original value of 100. That’s because changes to a parameter that a program passes to a subroutine or function by value only remain in effect for the duration of the routine’s processing: Module Module1 Sub NoChangeToParameter(ByVal A As Integer) A = 1001 Console.WriteLine("Value of A in subroutine " & A) End Sub Sub Main() Dim Number As Integer = 100 Console.WriteLine("Number before function call: " & Number) NoChangeToParameter(Number) Console.WriteLine("Number before function call: " & Number) Console.ReadLine() End Sub End Module
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 After you compile and execute this program, your screen will display the following output: Number before function call: 100 Value of A in subroutine 1001 Number before function call: 100
 
 In order for a subroutine or function to change the value of a variable you pass to the routine as a parameter, the routine must know the variable’s memory location (so the routine can use the memory location to replace the value the variable stores). To provide the routine with the address of the parameter, you must pass the parameter to the routine by reference. To do so, you precede the parameter variable name with the ByRef keyword. The following program, ByRefDemo.vb, passes a parameter by reference to the subroutine named ParameterChange. In the subroutine, the code changes and then displays the parameter’s value. However, because the program passes the value by reference, the change to the value remains in effect after the subroutine ends: Module Module1 Sub ParameterChange(ByRef A As Integer) A = 1001 Console.WriteLine("Value of A in subroutine " & A) End Sub Sub Main() Dim Number As Integer = 100 Console.WriteLine("Number before function call: " & Number) ParameterChange(Number) Console.WriteLine("Number before function call: " & Number) Console.ReadLine() End Sub End Module
 
 After you compile and execute this program, your screen will display the following output: Number before function call: 100 Value of A in subroutine 1001 Number before function call: 1001
 
 Using Scope to Understand the Locations in a Program Where a Variable Has Meaning In a Visual Basic .NET program, you can declare variables in functions and subroutines, as parameters to a function or subroutine, or in a construct such as an If or While statement. Depending on where
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 you declare a variable, the location in your program where the variable has meaning (in other words, the statements in your program where you can use the variable) will differ. Programmers refer to the program areas where a variable is known to the program as the variable’s scope. Assume that you have two subroutines that each use a variable named Counter, as shown here: Sub BigLoop() Dim Counter As Integer For Counter = 1000 To 10000 Console.WriteLine(Counter) Next End Sub Sub LittleLoop() Dim Counter As Integer For Counter = 0 To 5 Console.WriteLine(Counter) Next End Sub
 
 When you declare a local variable in a subroutine (or function), the variable’s scope (the locations where that variable is known) is limited to the subroutine. Outside of each of the subroutines, the program does not know that the subroutine uses a variable named Counter. In this case, the two variables named Counter each have different scope. If one subroutine changes the value of its Counter variable, the change has no effect on the second subroutine’s variable. Because of each variable’s limited scope, using the same variable name in different subroutines does not create a conflict. When you create a console-based application, you can declare a variable outside of your subroutines and functions. The following statements declare a variable named Counter outside of the two subroutines: Dim Counter As Integer Sub BigLoop() For Counter = 1000 To 10000 Console.WriteLine(Counter) Next End Sub Sub LittleLoop() For Counter = 0 To 5 Console.WriteLine(Counter) Next End Sub
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 When you declare a variable outside of the routines in this way, the variable has global scope— that is, the variable is known throughout your program code. Any function or subroutine in your program can change the value of a global variable (which can lead to errors that are very difficult to detect when you are not expecting a subroutine to change the variable’s value). Because global variables can lead to such errors, you should not use (or you should severely limit the use of) global variables. When a local variable has the same name as a global variable, the code will always use the local variable (ignoring the global variable). In this case, any changes the routines make to their local variables named Counter will not affect the global variable named Counter, and vice versa. However, because such conflicts can confuse a programmer who is reading your code, you should avoid the use of global variables. If a subroutine or function must change a variable’s value, your code should pass the variable to the routine by reference (using the ByRef keyword in the routine’s parameter declaration). That way, another programmer who reads your code can better track the fact that the routine changes the parameter’s value.
 
 Module Module1 Dim Counter As Integer
 
 AM FL Y
 
 The following program, ScopeDemo.vb, illustrates how scope affects variables in a program. The program uses a global variable named Counter, a local variable in a subroutine named Counter, and a variable named Counter whose scope corresponds to an If statement:
 
 TE
 
 Sub BigLoop() For Counter = 1000 To 1005 ' Use global Counter Console.Write(Counter & " ") Next Console.WriteLine() End Sub Sub LittleLoop() Dim Counter As Integer For Counter = 0 To 5 ' Use local Counter Console.Write(Counter & " ") Next Console.WriteLine() End Sub Sub Main() Counter = 100 Console.WriteLine("Starting Counter: " & Counter) BigLoop()
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 Console.WriteLine("Counter after BigLoop: " & Counter) LittleLoop() Console.WriteLine("Counter after LittleLoop: " & Counter) If (Counter > 1000) Then Dim Counter As Integer = 0 Console.WriteLine("Counter in If statement: " & Counter) End If Console.WriteLine("Ending Counter: " & Counter) Console.ReadLine() End Sub End Module
 
 After you compile and execute this program, your screen will display the following output: Starting Counter: 100 1000 1001 1002 1003 1004 1005 Counter after BigLoop: 1006 0 1 2 3 4 5 Counter after LittleLoop: 1006 Counter in If statement: 0 Ending Counter: 1006
 
 Storing Multiple Values of the Same Type in a Single Variable In a program, variables let the program store and later retrieve values as the program executes. Normally, a variable stores only one value at a time. Many programs, however, must work with many related values of the same type. For example, a program many need to calculate the average of 50 test scores, or changes in the prices of 100 stocks, or the amount of disk space consumed by files in the current directory. To store multiple values of the same type (such as 50 Integer values) in one variable, your programs can use an array data structure. To create an array, you declare a variable of a specific type and then specify the number of elements the variable will store. The following statement declares an array named TestScores that can store 50 Integer values (the first array entry is at offset 0 in the array and the 50th is at offset 49): Dim TestScores(49) As Integer
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 To access values in an array, you use an index value to specify the array element (the specific value’s location) you desire. The first value in an array resides at location 0. The following statement assigns the test score 91 to the first element in the array: TestScores(0) = 91
 
 The following statements assign values to the first five elements of the TestScores array: TestScores(0) TestScores(1) TestScores(2) TestScores(3) TestScores(4)
 
 = = = = =
 
 91 44 66 95 77
 
 Normally, to access the values in an array, a program uses a For loop that increments a variable the code uses to specify array locations. The following For loop would display the values previously assigned to the first five array elements: For I = 0 To 4 Console.WriteLine(TestScores(I)) Next
 
 As discussed, the first element in an array resides at location 0. Likewise, the last element resides at the array size. In the case of the 50-element TestScores array, the last element would reside at TestScores(49). If your program tries to assign a value to an element outside of the array bounds (such as TestScores(100) = 45), the program will generate an exception. Chapter 9 examines exceptions and exception handling in detail. To assign values to an array, a program might read the values from a file, prompt the user for the values, or calculate the values based on program-specific processing. In addition, a program can initialize an array by placing the values in left and right braces, as shown here (when you initialize an array in this way, you do not specify the array size in the parentheses that follow the array name): Dim Values() As Integer = {100, 200, 300, 400, 500} Dim Prices() As Double = {25.5, 4.95, 33.4}
 
 As your programs execute, there may be times when you find that an array does not provide enough storage locations to hold the values you require. In such cases, your program can use the ReDim statement to increase or decrease the array’s size. The following program, ArrayDemo.vb, creates an array that stores ten values. The program then uses a For loop to display the array’s contents. In Chapter 3, you will examine classes that let you group information, functions, and methods in a data structure. When you create an array in Visual Basic .NET programs, the array is actually a class object that stores information about the array (such as the number of elements the array contains) and provides methods programs can use to manipulate the array. This program illustrates several of the properties and methods the class provides:
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 Module Module1 Sub Main() Dim Values() As Integer = {100, 200, 300, 400, 500} Dim MyValues(5) As Integer Dim Prices() As Double = {25.5, 4.95, 33.4} Dim I As Integer For I = 0 To 4 Console.Write(Values(I) & " ") Next Console.WriteLine() ' Copy one array to another Values.CopyTo(MyValues, 0) For I = 0 To 4 Console.Write(MyValues(I) & " ") Next Console.WriteLine() Values.Reverse(Values) For I = 0 To 4 Console.Write(Values(I) & " ") Next Console.WriteLine() Console.WriteLine("Array length: " & Values.Length) Console.WriteLine("Array lowerbound: " & _ Values.GetLowerBound(0)) Console.WriteLine("Array upperbound: " & _ Values.GetUpperBound(0)) For I = 0 To Prices.GetUpperBound(0) Console.Write(Prices(I) & " ") Next Console.WriteLine() Console.ReadLine() End Sub End Module
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 After you compile and execute this program, your screen will display the following output: 100 200 300 400 500 100 200 300 400 500 500 400 300 200 100 Array length: 5 Array lowerbound: 0 Array upperbound: 4 25.5 4.95 33.4
 
 Grouping Values in a Structure In the Tip titled, “Storing Multiple Values of the Same Type in a Single Variable,” you learned how to group multiple values of the same type into an array. In an array, you can only store values of the same type, such as all Integer values, all Double values, and so on. Depending on the processing your programs perform, there may be times when your programs can use a program-defined data type called a structure to group related pieces of information. Unlike an array, which can only store values of the same type, a structure can store several values of different types. Assume that your program must store information about a book, such as the title, author, publisher, and price. To do so, your programs can declare the following variables: Dim Dim Dim Dim
 
 Title As String Author As String Publisher As String Price As Double
 
 Next, assume that your program creates several functions and subroutines that use the book information. In your code, you can pass the variables to a subroutine or function as parameters: ShowBook(Title, Author, Publisher, Price)
 
 Although passing the variables as parameters in this way lets the subroutines and functions work with the book information, assume that the user changes the program’s requirements and you must now also track the number of pages and chapters in each book. In such cases, you could declare two new variables to store the page and chapter information and then change each and every function and subroutine to accept the information as parameters: Dim PageCount As Integer Dim ChapterCount As Integer ShowBook(Title, Author, Publisher, Price, PageCount, ChapterCount)
 
 As an alternative, your program can define a Book data structure in which you specify the information the structure must hold:
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 Structure Book Dim Title As String Dim Author As String Dim Publisher As String Dim Price As Double End Structure
 
 A structure is simply a type that groups related information. After you define the Book structure, your program can declare a variable of the Book type: Dim BookInfo As Book
 
 Next, your program can use the dot operator (which separates the variable name from a member variable) to assign values to each member variable: BookInfo.Title = "Visual Basic .NET Programming Tips & Techniques" Book.Author = "Jamsa" Book.Publisher = "McGraw-Hill/Osborne" Book.Price = 49.99
 
 Then, rather than passing the individual variables to the function or subroutine, your code can instead pass the structure variable: ShowBook(BookInfo)
 
 Should the user change the program’s requirement in the future, so that the program must also track the book’s copyright date and weight, you can simply add the variables to the Book definition without having to change the subroutine calls: Structure Book Dim Title As String Dim Author As String Dim Publisher As String Dim Price As Double Dim Copyright As String Dim Weight As Double End Structure
 
 The following program, StructureDemo.vb, creates the Book structure and then uses the structure to create a variable named BookInfo. Using the dot operator, the program then assigns values to each of the structure’s members. Finally, the code passes the structure variable to a subroutine that uses the dot operator to display the member’s values: Module Module1 Structure Book
 
 60
 
 Visual Basic .NET Tips & Techniques
 
 Dim Title As String Dim Author As String Dim Publisher As String Dim Price As Double End Structure Sub ShowBook(ByVal SomeBook As Book) Console.WriteLine(SomeBook.Title) Console.WriteLine(SomeBook.Author) Console.WriteLine(SomeBook.Publisher) Console.WriteLine(SomeBook.Price) End Sub Sub Main() Dim BookInfo As Book BookInfo.Title = "Visual Basic .Net Programming Tips & Techniques" BookInfo.Author = "Jamsa" BookInfo.Publisher = "McGraw-Hill/Osborne" BookInfo.Price = 49.99 ShowBook(BookInfo) Console.ReadLine() End Sub End Module
 
 After you compile and execute this program, your screen will display the following output: Visual Basic .Net Programming Tips & Techniques Jamsa McGraw-Hill/Osborne 49.99
 
 Improving Your Code’s Readability Using Constants In most programs, you must often use numeric values in a variety of ways. You might use a numeric value to control a For loop’s processing, as shown here: For I = 0 To 50 Console.WriteLine(I) Next
 
 Or you might use a numeric value in an If statement to perform a comparison:
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 If (I = 50) Then Console.WriteLine("Processing the last value") End If
 
 Further, you might use a numeric constant to define the size of an array variable (which stores multiple values of the same type in the same variable): Dim Students(50) As Integer
 
 The following program, UseNumbers.vb, uses numeric constants throughout the source code. If you examine the program statements, you will find that the code makes extensive use of the value 50: Module Module1 Sub Main() Dim Students(50) As Integer Dim I As Integer For I = 0 To 50 Students(I) = I Next For I = 0 To 50 Console.WriteLine(Students(I)) Next Console.ReadLine() ' Pause to view output End Sub End Module
 
 Rather than use numeric values in this way, your programs should take advantage of constants that assign a meaningful name to the value, such as a constant named NumberOfStudents. To create a constant, place a Const statement in your code similar to the following: Const NumberOfStudents As Integer = 50
 
 Then, in your program, use the constant name everywhere you would normally use the numeric constant. For example, you might declare arrays as follows: Dim Students(NumberOfStudents) As Integer
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 Likewise, in the For loop, you would use the constant to express the loop’s ending value as shown here: For I = 0 To NumberOfStudents Students(I) = I Next
 
 If you compare the For loops, you will find that the use of the constant gives another programmer who reads your code more insight into the program’s processing. With a glance at the loop, the programmer knows that the array will iterate (loop) through each of the students. Using constants also simplifies your program should the number of students change from 50 to 100. In the first program, you would need to change each occurrence of the value 50 to the value 100. Each time you make a change to a program, you increase the likelihood of introducing an error (such as a typo that places the value 10 instead of 100 in the code). If your code uses a constant, you need only change the following statement: Const NumberOfStudents As Integer = 100
 
 Behind the scenes, the Visual Basic .NET compiler as it compiles your source code will perform the constant substitution for you.
 
 Summarizing the Differences Between Visual Basic and Visual Basic .NET If you are an experienced Visual Basic .NET programmer, you may have skipped many of the foundation Tips this chapter provides. This Tip will summarize many of the key differences between Visual Basic and Visual Basic .NET. • Visual Basic .NET does not support the Variant data type. In Chapter 4, you will learn that all .NET classes inherit the System.Object type. • Visual Basic .NET does not support the Currency data type. Instead, programs should use the Decimal type. • Visual Basic .NET does not support the use of the LET statement to assign a value to a variable. Instead, your programs should simply use the assignment operator. • Visual Basic .NET does not support the DefType statement that previous versions of Visual Basic used to define the program’s default data type. As a matter of good programming practices, your programs should declare each and every variable. • Visual Basic .NET does not support user-defined types. Instead, your programs should use a Structure (or class) to group related information. • Visual Basic .NET no longer supports the IsMissing function. Instead, your programs should use IsNothing to determine whether an object contains a value.
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 • Visual Basic .NET does not support the use of the GoSub statement to call a subroutine. Instead, your program should simply call the subroutine by referencing the subroutine name followed by parentheses, which may contain optional parameters. • Visual Basic .NET does not support Static subroutines or functions. If a variable in a subroutine or function must maintain its value from one invocation to the next, the routine should declare the variable as Static. • Visual Basic .NET does not let programmers declare fixed length String variables. • Visual Basic .NET changes the type Integer to 32 bits, which lets Integer variables store values in the range –2,147,483,648 to 2,147,483,647. • Visual Basic .NET uses the type Short to represent 16-bit values, which can store numbers in the range –32,768 to 32,767. • Visual Basic .NET changes the lower bound of an array to element 0 (as opposed to element 1). A Visual Basic .NET program cannot use the Option Base statement to specify the default array base. Visual Basic .NET does not let you specify an array’s lower and upper bounds when you declare an array. All Visual Basic .NET arrays use the lower bound 0. • Visual Basic .NET uses Math class methods to perform arithmetic and trigonometric operations such as calculating a value’s square root or an angle’s sine or cosine. • When a Visual Basic .NET program calls a function or subroutine, the program must specify parentheses after the routine’s name, even if the routine does not use parameters. • By default, Visual Basic .NET passes variables to functions and subroutines by value (using the ByVal keyword), which means the routine cannot change the original variable’s value. If a subroutine or function must change a variable, you must pass the variable to the routine by reference (using the ByRef keyword). • Although Visual Basic .NET supports the MsgBox function, most newer programs will use the MessageBox class Show method. • Visual Basic .NET replaces the Wend statement that indicates the end of a While loop with the End While statement. • Visual Basic .NET replaces the Debug.Print statement with Debug.Writeline. • Visual Basic .NET lets a program declare variables in a construct, such as a While loop or If statement. The variable’s scope, in turn, corresponds to the construct. • Visual Basic .NET uses the value Nothing to indicate that an object does not contain a value. Visual Basic .NET does not support Null or Empty.
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 I
 
 f you are like most programmers who are moving to Visual Basic .NET, you are not only facing the task of learning a new programming language, but you are also trying to understand the new features of the .NET environment and how to exploit those features in the programs you create. The .NET environment brings with it many new features: • A programming-language-independent runtime library programmers call the Common Language Runtime, which programs written in C#, Visual Basic .NET, and JScript can use. • A common type system that means .NET programming languages all use the same representation for common data types. • The ASP.NET model for Web pages that is based on a compiled programming language (as opposed to VBScript) and which provides server-based support for scripts and controls. • Web forms, which let developers build an interface for Web pages by dragging and dropping controls onto a form. • ADO.NET, which extends database programming capabilities. • Extensive use of metadata (data that describes data) that lets programs query objects about the capabilities they provide. • Use of namespaces to organize classes and reduce name conflicts. • Compilers that produce an intermediate language, which a special software called a just-in-time (JIT) compiler compiles to native mode code when the user runs the application. • The use of a special file called an assembly to package applications and class libraries. • The ability to create Web services, special network-based software, that is callable across the Internet by a remote application or ASP.NET page. • The use of version information in an application’s assembly file that reduces problems caused by multiple software versions (such as conflicts among DLL files). Because of the version information programs and components contain, different versions of the same components can exist and execute side by side. • Support for the detection and processing of exceptions through the use of structured error handling.
 
 Throughout this book, you will examine these .NET capabilities in detail. To get you started, this chapter introduces the key .NET features. By the time you complete this chapter’s Tips, you will have a solid foundation upon which you can build your .NET knowledge.
 
 Taking Advantage of the Common Language Runtime For years, programmers have made extensive use of runtime library functions to perform operations in their programs, including manipulating files and directories, retrieving or setting the system date and
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 Figure 2-1
 
 The key components of the Common Language Runtime
 
 time, and performing arithmetic operations, such as calculating the sine of an angle or the square root of a value. Runtime libraries consist of hundreds to thousands of functions and subroutines programmers can use to perform common operations. In the past, most runtime libraries were programming-languagespecific, meaning the runtime library routines available for Visual Basic programmers could be, and often were, different from those available to C++ programmers. The .NET environment is built around two new and powerful language-independent runtime libraries called the Common Language Runtime (CLR) and a base-class library (BCL, which consists of thousands of class definitions). Because these libraries are programming-language independent, a Visual Basic .NET program has the same set of runtime library routines as a C# program. Although programmers often think of a runtime library in terms of the functions the library offers, the CLR also defines the .NET common types that specify a consistent set of language-independent data types for standard types such as integers and floating-point numbers. In the Tip titled “Taking Advantage of Intermediate Language Code,” you will learn that the .NET environment stores applications using an intermediate language (IL) form that the target system later compiles (using a just-in-time compiler) into a native mode application that matches the target system’s instruction set. The Common Language Runtime itself actually resides in the intermediate language format. Figure 2-1 illustrates the key components of the .NET Common Language Runtime. The Common Language Runtime is programming-language independent. The following Visual Basic .NET and C# programs illustrate the use of the Directory class GetFiles runtime library routines to display the names of files that reside in the root directory on drive C. The code also uses the Console class WriteLine method to display the filenames to the screen and the ReadLine method to wait for the user to press the ENTER key before ending. The following statements implement the Visual Basic .NET program ShowRoot.vb: Imports System.IO Module Module1
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 Sub Main() Dim Filename As String For Each Filename In Directory.GetFiles("C:\") Console.WriteLine(Filename) Next Console.ReadLine() ' Pause to view output End Sub End Module
 
 Likewise, the following statements implement the C# program CS_ShowRoot.cs: using System; using System.IO; namespace CS_ShowRoot { class Class1 { static void Main(string[] args) { foreach (string Filename in Directory.GetFiles("C:\\")) Console.WriteLine(Filename); Console.ReadLine(); // Pause to view output } } }
 
 As you can see, using the Common Language Runtime, the Visual Basic .NET and C# programs are quite similar in form and identical in functionality.
 
 Declaring Variables Based on Common Types A variable’s type defines a range of values a variable can store and a set of operations a program can perform on the variable. For example, a variable of type Integer can store values in the range –2,147,483,648 to 2,147,483,647. Likewise, a program can add, subtract, multiply, and divide integer values. In contrast, a Visual Basic .NET String variable holds character values (using a 2-byte Unicode format). A program can compare and concatenate two String variables, but a program could not multiply and divide a String variable’s contents. In the past, each programming language defined its own data types. Unfortunately, how one language defined a type was not always consistent with others. For example, the C++ programming
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 Type
 
 Values
 
 Char
 
 Represents a 16-bit Unicode character
 
 DateTime
 
 Represents a date and time value
 
 Decimal
 
 Represents 0 through +/–79,228,162,514,264,337,593,543,950,335 with no decimal point; represents 0 through +/–7.9228162514264337593543950335 with 28 places to the right of the decimal
 
 Double
 
 Represents a floating-point value using 64 bits
 
 GUID
 
 Represents a globally unique identifier using 128 bits
 
 Int16
 
 Represents a value in the range –32,678 to 32,677
 
 Int32
 
 Represents a value in the range –2,147,483,648 to 2,147,483,647
 
 Int64
 
 Represents a value in the range –9,223,372,036,854,775,808 through 9,223,372,036,854,775,807
 
 Single
 
 Represents a floating-point value using 32 bits
 
 TimeSpan
 
 Represents a positive or negative time interval
 
 Table 2-1
 
 The .NET Common Types
 
 language defined an integer using 32-bits (which meant an integer variable could store values in the range –2,147,483,648 to 2,147,483,647). Visual Basic defined an integer variable using 16 bits (which meant the variable could store values in the range –32,678 to 32,677). In the .NET environment, the Common Language Runtime defines a set of types programmers refer to as the common types. Languages such as C# and Visual Basic .NET define their data types based on the common types. Table 2-1 briefly describes each of the .NET common types. By taking advantage of the common types, the Common Language Runtime becomes programming-language independent. If a function in the CLR requires an integer parameter, for example, programs written in either C# or Visual Basic .NET will pass the same number of bits for the parameter value. When you create a program using Visual Basic .NET or C#, the compiler, behind the scenes, will map the programming language type names, such as Integer in Visual Basic .NET or int in C#, to the corresponding common type. The following Visual Basic .NET and C# programs illustrate how the compiler maps the programming language types to a common type. The following statements implement the Visual Basic .NET program VBShowCommonTypes.vb: Module Module1 Sub Main() Dim A As Short
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 Dim Dim Dim Dim Dim
 
 B C D E F
 
 As As As As As
 
 Integer Int64 Single Double Char
 
 Console.WriteLine("A: Console.WriteLine("B: Console.WriteLine("C: Console.WriteLine("D: Console.WriteLine("E: Console.WriteLine("F: Console.ReadLine() End Sub End Module
 
 {0} {0} {0} {0} {0} {0}
 
 ", ", ", ", ", ",
 
 A.GetType().FullName) B.GetType().FullName) C.GetType().FullName) D.GetType().FullName) E.GetType().FullName) F.GetType().FullName)
 
 After you compile and execute this program, your screen will display the following output: A: B: C: D: E: F:
 
 System.Int16 System.Int32 System.Int64 System.Single System.Double System.Char
 
 Likewise, the following statements implement the C# program ShowCommonType.cs: using System; namespace ShowCommonTypes { class Class1 { static void Main(string[] args) { short A = 0; int B = 0; long C = 0; float D = 0; double E = 0; char F = 'A';
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 Console.WriteLine("A: Console.WriteLine("B: Console.WriteLine("C: Console.WriteLine("D: Console.WriteLine("E: Console.WriteLine("F:
 
 {0} {0} {0} {0} {0} {0}
 
 ", ", ", ", ", ",
 
 A.GetType().FullName); B.GetType().FullName); C.GetType().FullName); D.GetType().FullName); E.GetType().FullName); F.GetType().FullName);
 
 Console.ReadLine(); } } }
 
 Migrating to ASP.NET Across the World Wide Web, sites make extensive use of Active Server Pages to display dynamic (changing or customized) content. For years, Web developers have made extensive use of VBScript to implement Active Server Pages. Although tens of millions of Web pages are based on Active Server Pages and VBScript, the Active Server Page model has shortcomings, such as the limits of the VBScript language, which include interpreted as opposed to compiled code, a less powerful interface than Windows-based applications, and limitations on maintaining user state information. The .NET environment brings with it a new model for creating dynamic Web pages, called ASP.NET. The first major change Web developers will encounter with ASP.NET is that VBScript is gone! To create an ASP.NET page, developers use a programming language such as Visual Basic .NET, C#, or JScript .NET. Unlike VBScript-based Active Server Pages, which the server first interprets and then executes, ASP.NET pages are compiled programs, which improves the pages’ performance and security. Because of the huge number of existing VBScript-based Active Server Pages, it is quite likely that ASP.NET pages and Active Server Pages will exist side by side within the same servers for years to come. Chapter 13 examines ASP.NET in detail. At that time, you will learn that an ASP.NET page can call an Active Server Page and vice versa. Developers store Active Server Pages in files that use the .asp extension. ASP.NET pages use the .aspx extension. The server uses the different file extensions to distinguish an ASP.NET page from an Active Server Page. To support ASP.NET pages, a server must be running Microsoft Internet Information Services (IIS) version 5 or later. For years, Web developers have used scripting languages such as VBScript and JavaScript to respond to client-side (browser-based) events. The ASP.NET environment introduces server-based support for events. In other words, within an ASP.NET page, many operations occur at the server. In addition, the .NET environment provides a new set of form-based controls that let programmers
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 create traditional form-based user interfaces for Web pages, as shown in Figure 2-2. In general, you should think of a Web form as a server-side control that lets the server respond to events the ASP.NET page generates. Chapter 15 examines Web forms in detail. The following ASP.NET page, SimpleVBPage.aspx, uses Visual Basic .NET to implement a page that displays the current date and time and a random message: Sub GreetUser() Dim Seconds As Integer Seconds = Now.Second If ((Seconds Mod 3) = 0) Then Response.Write("Hello, World!") ElseIf (Seconds Mod 3) = 1 Then Response.Write("Hello, Visual Basic .NET World!") ElseIf (Seconds Mod 3) = 2 Then Response.Write("Hello, ASP.NET World!") End If End Sub ASP.NET Demo Using Visual Basic .NET to Create an ASP.NET Page The current date and time is 
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 Figure 2-2
 
 The .NET environment introduces Web forms, which developers can use to create form-based Web pages
 
 When a user views this ASP.NET page, the user’s browser will display output similar to that shown in Figure 2-3. In a similar way, the following page, SimpleCsPage.aspx, implements the same page using the C# programming language: void GreetUser() { int Seconds;
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 Seconds = DateTime.Now.Second; if ((Seconds % 3) == 0) Response.Write("Hello, World!"); else if ((Seconds % 3) == 1) Response.Write("Hello, C# World!"); else if ((Seconds % 3) == 2) Response.Write("Hello, ASP.NET World!"); } ASP.NET Demo Using C# to Create an ASP.NET Page The current date and time is 
 
 Figure 2-3
 
 Displaying the output of the ASP.NET page SimpleVBPage.aspx
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 Exploiting Windows Forms
 
 TE
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 For years, Visual Basic programmers have exploited forms to quickly build consistent user interfaces. Many programmers will agree that the ability to drag and drop controls onto a form to build a user interface has been the key to Visual Basic’s tremendous popularity and success. In contrast to the Visual Basic development environment, C and C++ programmers built user interfaces around the Microsoft Foundation Classes (MFC) and the Win32 application program interface (API). Building a user interface in languages other than Visual Basic was often one of the most time-consuming aspects of application development. The .NET environment brings with it the Windows Forms user-interface development environment and controls that programmers using Visual Basic .NET, C#, or JScript can use to create form-based user interfaces by performing drag and drop operations. Figure 2-4 illustrates the process of building a form within the Visual Studio environment. As you would expect, programmers can drag and drop controls onto a form. Behind the scenes, Visual Studio generates the code the program can use to interact with the controls.
 
 Figure 2-4
 
 Windows forms extend drag-and-drop user interface development to the C# and JScript programming languages as well as Visual Basic .NET
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 The following source code (minus comments) illustrates the Visual Basic .NET code Visual Studio creates for the form shown in Figure 2-4: Public Class Form1 Inherits System.Windows.Forms.Form #Region " Windows Form Designer generated code " Public Sub New() MyBase.New() InitializeComponent() End Sub Protected Overloads Overrides Sub Dispose(ByVal disposing As Boolean) If disposing Then If Not (components Is Nothing) Then components.Dispose() End If End If MyBase.Dispose(disposing) End Sub 'Required by the Windows Form Designer Private components As System.ComponentModel.Icontainer Friend WithEvents Label1 As System.Windows.Forms.Label Friend WithEvents TextBox1 As System.Windows.Forms.TextBox Friend WithEvents CheckBox1 As System.Windows.Forms.CheckBox Friend WithEvents Button1 As System.Windows.Forms.Button Private Sub InitializeComponent() Me.Label1 = New System.Windows.Forms.Label() Me.TextBox1 = New System.Windows.Forms.TextBox() Me.CheckBox1 = New System.Windows.Forms.CheckBox() Me.Button1 = New System.Windows.Forms.Button() Me.SuspendLayout() 'Label1 Me.Label1.Location = New System.Drawing.Point(24, 56) Me.Label1.Name = "Label1" Me.Label1.TabIndex = 0 Me.Label1.Text = "Book Name" 'TextBox1
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 Me.TextBox1.Location = New System.Drawing.Point(144, 56) Me.TextBox1.Name = "TextBox1" Me.TextBox1.TabIndex = 1 Me.TextBox1.Text = "" 'CheckBox1 Me.CheckBox1.Location = New System.Drawing.Point(24, 96) Me.CheckBox1.Name = "CheckBox1" Me.CheckBox1.TabIndex = 2 Me.CheckBox1.Text = "Rush Order" 'Button1 Me.Button1.Location = New System.Drawing.Point(96, 144) Me.Button1.Name = "Button1" Me.Button1.TabIndex = 3 Me.Button1.Text = "Search" 'Form1 Me.AutoScaleBaseSize = New System.Drawing.Size(5, 13) Me.ClientSize = New System.Drawing.Size(280, 221) Me.Controls.AddRange(New System.Windows.Forms.Control() _ {Me.Button1, Me.CheckBox1, Me.TextBox1, Me.Label1}) Me.Name = "Form1" Me.Text = "Get Book Information" Me.ResumeLayout(False) End Sub #End Region End Class
 
 By integrating Windows forms into a language-independent platform, the .NET environment makes it very easy for programmers, regardless of their target programming language, to create a user interface by performing drag-and-drop operations.
 
 Making Sense of Metadata Metadata is a term programmers use to describe data about data. The .NET environment makes extensive use of metadata to describe objects, assemblies, ADO.NET data sets, and much more. Programmers state that one of the key benefits of the .NET environment is that objects are selfdescribing—in other words, a program can query an object to determine the methods, fields, and properties the object makes available for program use.
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 The .NET environment places metadata within the object itself. Each object contains data that describes the object. When you compile a .NET application, the compiler will create the metadata and include it in the application. As you will learn, every .NET application has a special file called an assembly that uses metadata to describe such information as the classes the application provides, as well as other components (such as DLL files) the application requires. When programmers discuss metadata, it doesn’t take long before the conversation turns to Extensible Markup Language (XML). That’s because XML provides an excellent way to structure metadata. Behind the scenes, the .NET environment makes extensive use of XML to format metadata. The following program, ClassInfo.vb, creates a Book class that contains methods and properties. The code then uses the .NET reflection API to query the class about the capabilities it provides (in other words, the program asks a class, which is self-describing, to tell the program about itself): Module Module1 Class Book Public Title As String Public Author As String Public Price As Double Public Sub New(ByVal Title As String, ByVal Author As String, _ ByVal Price As Double) Me.Title = Title Me.Author = Author Me.Price = Price End Sub Public Sub ShowTitle() Console.WriteLine("Title: " & Title) End Sub Public Sub ShowBook() Console.WriteLine("Title: " & Title) Console.WriteLine("Author: " & Author) Console.WriteLine("Price: " & Price) End Sub End Class Sub Main() Dim NetBook As _ New Book("Visual Basic .NET Programming Tips & Techniques", _ "Jamsa", 49.99) Console.WriteLine("Method Names") Dim Info As Reflection.MethodInfo
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 For Each Info In NetBook.GetType.GetMethods() Console.WriteLine(Info.Name) Next Console.WriteLine() Console.WriteLine("Member Names") Dim Member As Reflection.MemberInfo For Each Member In NetBook.GetType.GetMembers() Console.WriteLine(Member.Name) Next Console.ReadLine() End Sub End Module
 
 After you compile and execute this program, your screen will display the following output: Method Names GetHashCode Equals ToString ShowTitle ShowBook GetType Member Names Title Author Price GetHashCode Equals ToString ShowTitle ShowBook GetType .ctor
 
 Using the Reflection API, your programs can query any .NET class object about its capabilities. Chapter 18 examines reflection in detail.
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 Organizing Object Libraries Using Namespaces In object-oriented programming environments, such as the .NET environment, programmers make extensive use of classes to describe objects. To better organize classes and to simplify class use, programmers often group classes into class libraries. Normally, the classes in a library will perform related tasks. You might, for example, have a Math class library that provides functions that perform key arithmetic operations. Or you might have a Network class library that programs can use to communicate with a remote server. As the number of classes programmers add to a library increases, so too does the likelihood of name conflicts (two classes might use the same name). To reduce such potential name conflicts, programmers use namespaces to organize objects. In general, a namespace groups objects (which may reside in multiple assemblies) and assigns a name to the objects that can eliminate naming conflicts between two or more classes that do not share the same namespace. Assume, for example, that you use an Address class to store a site’s dotted IP address (such as 111.212.211.112) and domain name (such as www.osborne.com): Class Address Public DottedName As String Public DomainName As String End Class
 
 Likewise, assume that within your program, you use the following Address class to store an Employee’s home address: Class Address Public Street As String Public City As String Public State As String Public Zip As String End Class
 
 To eliminate the name conflict between the two Address classes, the programmer can place each class into a different namespace. The code might, for example, create a Network namespace into which it places the Address class that contains the IP information. Likewise, the program might create a Mailing namespace into which it places the Address class that stores street information. After you create a namespace, you then precede the corresponding class with the namespace followed by the dot operator, such as Mailing.Address or Network.Address. Using the namespace prefix, you create a unique name. In the .NET environment, your programs will make extensive use of the Common Language Runtime and the Base Class Library. To better organize the thousands of runtime library routines, the .NET environment makes extensive use of namespaces. Table 2-2 briefly describes key .NET namespaces.
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 Namespace
 
 Purpose
 
 System.CodeDOM
 
 Classes programs can use to represent a source code document
 
 System.Collections
 
 Classes that describe a variety of collection-based data structures, such as arrays, linked lists, and queues
 
 System.Configuration
 
 Classes programs can use to access .NET Framework configuration information
 
 System.Data
 
 Classes that support data input from sources such as ADO.NET
 
 System.Diagnostics
 
 Classes you can use to debug a .NET application by interacting with system counters, event logs, and performance counters
 
 System.DirectoryServices
 
 Classes that provide programs with an interface to the Active Directory
 
 System.Drawing
 
 Classes programs can use to achieve the GDI+ graphics functionality
 
 System.Globalization
 
 Classes that support international features, such as date, time, and currency formats
 
 System.IO
 
 Classes that support stream-based I/O operations
 
 System.Management
 
 Classes that interface with the Windows Management Instrumentation services
 
 System.Messaging
 
 Classes programs can use to send and receive messages across message queues
 
 System.NET
 
 Classes programs can use to perform network operations
 
 System.Reflection
 
 Classes programs can use to query an object about the object’s capabilities
 
 System.Runtime
 
 Classes programs can call to interact with assemblies, COM objects, and remote objects, such as InteropServices and Remoting
 
 System.Security
 
 Classes programs can call for encryption, access control, and more
 
 System.Text
 
 Classes programs can call to manipulate ASCII, Unicode, UTF-7, and UTF-8 text
 
 System.Timers
 
 Classes that provide timer-event support
 
 System.Web
 
 Classes programs can call to interact with a browser
 
 System.Windows.Forms
 
 Classes programs can call to create Windows-based forms
 
 System.XML
 
 Classes that support XML-based operations, such as reading and writing XML-based content
 
 Table 2-2
 
 Key .NET Namespaces
 
 When your programs use classes that the Common Language Runtime defines, there will be times when your programs must specify the namespace within which the class resides (the compiler will automatically search several of the commonly used .NET namespaces). To direct the compiler to include classes that reside in a specific namespace, you must import the namespace into your program code using the Imports statement. The following statement, for example, directs the compiler to include the System.IO namespace that contains classes your programs can use to manipulate files and directories: Imports System.IO
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 To define your own namespace in a program or a class library that you create, you place items between the Namespace and End Namespace statements: Namespace YourNamepaceName ' Place classes here End Namespace
 
 The following program, NamespaceDemo.vb, creates two namespaces, one named Network and one named Mailing. In each namespace, the code defines a class named Address. The program then uses each class type to create an object. By preceding the class name with the namespace name followed by the dot operator, the code explicitly states to the compiler which Address class it desires: Namespace Network Class Address Public DottedName As String Public DomainName As String Public Sub New(ByVal IPAddr As String, ByVal Domain As String) DottedName = IPAddr DomainName = Domain End Sub Public Sub ShowAddress() Console.WriteLine("IP: " & DottedName) Console.WriteLine("Domain: " & DomainName) End Sub End Class End Namespace Namespace Mailing Class Address Public Street As String Public City As String Public State As String Public Zip As String Public Sub New(ByVal Street As String, ByVal City As String, _ ByVal State As String, ByVal Zip As String) Me.Street = Street Me.City = City Me.State = State Me.Zip = Zip End Sub Public Sub ShowAddress()
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 Console.WriteLine("Street: " & Street) Console.WriteLine("City: " & City) Console.WriteLine("State: " & State) Console.WriteLine("Zip: " & Zip) End Sub End Class End Namespace Module Module1 Sub Main() Dim PC_Address As New Network.Address("122.111.222.112", _ "www.SomeSite.com") Dim Employee_Address As New Mailing.Address("122 Main", _ "Houston", "Texas", "77469") PC_Address.ShowAddress() Console.WriteLine() Employee_Address.ShowAddress() Console.ReadLine() End Sub End Module
 
 Taking Advantage of Intermediate Language Code Normally, when you compile a program, the compiler converts your program’s source code from a high-level language, such as Visual Basic or C++, into machine code (ones and zeros) that is specific to a CPU’s instruction set. Programmers refer to the CPU specific ones and zeros as native code. Because the native code for an Intel processor uses instructions specific to the Intel CPU’s instruction set, that native code would not run on a Mac, which uses a Motorola processor. To support the wide range of CPU types and operating systems connected to the Web, the Java programming language introduced the concept of a virtual machine language. Java applets do not contain instructions specific to any one processor. Instead, the applets contain a set of generic platform-independent instructions. When a browser downloads a Java applet, special software within the browser (which programmers often refer to as the Java virtual machine) converts the virtual machine code into the native mode instructions specific to the CPU and operating system the computer is using. Using the virtual machine language format, programmers can create one executable program that can run on all machine types. The disadvantage of the virtual machine language model is that before a computer can run the program, the computer must first convert the virtual machine code into native code, which introduces overhead and a delay before the program execution begins.
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 In a similar way, .NET applications do not compile to native mode instructions. Instead, the .NET compilers create intermediate language (IL) code. Later, when a user runs a .NET program, special software (called the just-in-time or JIT compiler) converts the intermediate language code to native mode instructions. To view a program’s intermediate language code, you can run a special program called the IL Disassembler, as shown in Figure 2-5. To run the IL Disassembler, you must run the program ILDASM.EXE from the system prompt, specifying the name and directory of the program you want to disassemble: C:\> ildasm
 
 Figure 2-5
 
 \ProgramPath\ProgramName.exe
 
 
 
 Using the IL Disassembler to view a program’s intermediate language code
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 To run the IL Disassembler from the command line, you must move the program file ILDASM .EXE into a directory contained in your command path, or you must add the program’s directory to the path.
 
 Packaging .NET Solutions into Assemblies In the .NET environment, the unit of program deployment is the assembly. An assembly may contain a program or a class library. In addition, the assembly contains information about the object (which programmers refer to as metadata). Figure 2-6 illustrates the common components of an assembly. Behind the scenes, an assembly can span multiple files (modules). Every assembly contains a manifest that describes the assembly’s contents. Within the manifest, you will find the assembly’s name and version number, as well as a list of files that make up the assembly.
 
 \ProgramDirectory\ProgramName.exe
 
 
 
 TE
 
 C:\> ildasm
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 Using the IL Disassembler program that is provided with Visual Studio, you can view a manifest’s contents, as shown in Figure 2-7. To view a manifest using the IL Disassembler, run the ILDASM program from the system prompt, specifying the name of the program you desire. To run the program, you will need to move the file ILDASM.EXE into a directory that is included in your command path, or you must add the file’s directory to the path:
 
 Figure 2-6
 
 .NET applications deploy applications and class libraries using an assembly
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 Using the IL Disassembler to view an assembly’s manifest
 
 An assembly may be application private, which means the assembly exists for and is used only by one application, or an assembly can be shared by two or more applications. In the Windows 2000 environment, shared assemblies reside in a special folder that programmers refer to as the global assembly cache (normally C:\WinNT\Assembly), as shown in Figure 2-8. Chapter 12 examines .NET assemblies in detail.
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 Figure 2-8
 
 Viewing shared assemblies in the global assembly cache
 
 Leveraging Managed Memory and Garbage Collection In the .NET environment, program objects reside in a special memory location that programmers refer to as the heap. What makes the .NET heap special is that it is “managed memory.” Behind the scenes, special .NET software called the garbage collector takes care of deleting objects and freeing the object’s memory after the object is no longer in use. In the past, allocating and releasing object memory was the program’s responsibility. Unfortunately, many programs would allocate memory that they later failed to give back to the operating system. Even after the program ended, the memory remained allocated (and hence was unavailable for use by other programs). Programmers refer to such memory errors as “memory leaks,” because over time, as such programs execute, the amount of memory available to the system becomes less and less.
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 Allocating memory in the heap for three book objects
 
 In the .NET environment, every object you create resides in the managed heap. The model the managed heap uses to allocate memory for an object is quite simple, and hence, quite fast. Assume, for example, that your code creates three Book class objects, named Novel, Romance, and Technical. The managed heap would allocate memory for the objects as shown in Figure 2-9. Next, assume that program no longer uses the Romance object and that the program creates two new objects, named Business and Cooking. The heap management software will free the memory used by the Romance object and allocate space for the two new objects at the end of the heap, as shown in Figure 2-10. The heap management software does not try to find an unused area of memory that is large enough to hold the new object. Instead, it simply allocates the memory for the new object from the end of the heap, which it can do quickly. Over time, as programs no longer use specific objects, the heap may have several gaps of available memory. At that time, the heap management software will run the garbage collector, which will move items around in the heap in a way that compacts the previously freed memory, making the memory available at the end of the heap, as shown in Figure 2-11. The following program, HeapUse.vb, first displays the amount of heap space the program has allocated. The program then allocates memory to store two different objects. The program then again displays the program’s amount of allocated heap space. Next, the program discards one of the objects and requests that the garbage collector run and clean up the heap (by passing the value True to the GetTotalMemory method): Module Module1 Sub Main() Console.WriteLine("Starting Heap Space: " & _ GC.GetTotalMemory(False)) Dim BigArray(50000) As Byte Dim BiggerArray(250000) As Byte
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 Console.WriteLine("Heap Space After Arrays: " & _ GC.GetTotalMemory(False)) BigArray = Nothing Console.WriteLine("Final Heap Space: " & _ GC.GetTotalMemory(True)) Console.ReadLine() End Sub End Module
 
 To indicate that it will no longer use the BigArray variable, the program sets the variable to Nothing, which marks the object as discardable for future garbage collection operations. When a program calls the GetTotalMemory method to determine the program’s allocated memory, the program passes a Boolean value that indicates whether the garbage collector should first discard unused objects before returning the value. If the program passes the value True, the garbage collector will perform a collection and then determine the amount of heap space the program has allocated. If the program passes the value False, the garbage collector will not discard unused objects and will return the program’s current heap allocation. After you compile and execute this program, your screen will display the following output: Starting Heap Space: 10216 Heap Space After Arrays: 322545 Final Heap Space: 268825
 
 After the program ends, the .NET heap management software will release the remaining program objects.
 
 Figure 2-10
 
 The heap management software allocates memory for new objects from the end of the heap
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 Object A
 
 Unused
 
 Object B
 
 Object B Unused
 
 Garbage collection
 
 Object C
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 Object C
 
 Unused
 
 Unused
 
 Figure 2-11
 
 The garbage collector moves items in the heap and places unused memory at the end of the heap
 
 Making Sense of .NET Versioning In the Windows environment, large programs often consist of a .exe file and multiple dynamic link library (DLL) files. Unfortunately, when users install new programs on their systems, there are often times when a new program’s installation replaces a DLL file with a newer (or in some cases, depending on the installation software, an older) DLL that causes other programs that worked before the installation to no longer run. Windows programmers refer to the conflicts that arise between various DLL files as “DLL hell.” To reduce the possibility of such conflicts with .NET applications, the assembly that packages an application provides versioning information. Applications can specify that they require a specific version of a class library (actually, the applications state that they require a specific version of an assembly that contains the class library). Further, two versions of an assembly can coexist on a system, and programs can select the assembly that corresponds to the version they need. In fact, a program can use each version of the assembly at the same time to reference different objects! Within an assembly’s manifest (the metadata that describes the assembly) is a four-digit version number that defines the assembly’s major and minor version numbers, followed by a build number and a revision number of the build: Major:Minor:Build:Revision
 
 The following statement illustrates how a version number might appear in an assembly: .ver 1:0:816:147
 
 Chapter 12 examines .NET versioning in detail. Using the IL Disassembler discussed in the Tip titled “Taking Advantage of Intermediate Language Code,” you can view an assembly’s version information as shown in Figure 2-12. As you examine the assembly, you will find that it specifies the version for each component (such as each DLL file) it requires.
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 Figure 2-12
 
 Viewing an assembly’s version information
 
 Standardizing Error Handling For years, Visual Basic programmers have made extensive use of the ON ERROR statement to respond to errors and ERR.Number to determine specifics about an error. As you have learned, in the .NET environment, routines in the Common Language Runtime are programming-language independent, which means a C# program and a Visual Basic .NET program each call the same routines. The Common Language Runtime routines do not support the ON ERROR statement. Instead, when a routine in the Common Language Runtime encounters an unexpected error, the routine will generate an exception, for which the program must perform code to detect and respond to the error. If the program does not handle the exception, the program will display an error message describing the exception, as shown next, and the program will end.
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 To detect and respond to an exception, Visual Basic .NET programs must perform operations that may generate an exception within a Try-Catch statement. The following statements, for example, try to open the text file Report.Txt that resides in the Temp directory on drive C. If the file does not exist, the StreamReader method will generate an exception. In this case, because the program calls the routine within a Try-Catch block, the program can detect and respond to the error: Try SourceFile = New StreamReader("C:\Temp\Report.txt") Catch Except As Exception MsgBox("Error opening the file C:\Temp\Report.txt") End Try
 
 Depending on the processing a routine performs, the routine may generate a variety of exceptions, each of which corresponds to a specific error. For example, when a program tries to open a file, the StreamReader method can encounter an error because the file does not exist, the directory specified does not exist, the file is locked, the file is read-only, and so on. Within a program, your code can use a Try-Catch block to handle specific errors, as shown here: Try SourceFile = New StreamReader("C:\Temp\Report.txt") Catch Except As DirectoryNotFoundException MsgBox("Error: Temp directory not found") Catch Except As FileNotFoundException MsgBox("Error: Report.txt not found") Catch Except As Exception MsgBox("Error: " & Except.Message) End Try
 
 Programmers refer to the use of Try-Catch statements as structured error handling. Chapter 9 examines exceptions and structured error handling in detail.
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 o design programming solutions for complex operations, programmers first identify the objects (things) that make up a system. For example, to design an online banking system, a programmer might first identify the following objects: • Accounts • Customers • Deposits • Withdrawals • Checks Next, the programmer would identify each object’s attributes (characteristics). For example, an account has a type, such as a checking or savings account. Likewise, an account has an account number, a balance, and customer-contact information. A check has a check number, an amount, a date, and so on. After the programmer identifies each object’s attributes, the programmer must determine the operations the system performs on each object. In the case of an account, for example, the system can open or close the account, balance (reconcile) the account, and let the user or teller look up account information. Using a programming language, such as Visual Basic .NET, the programmer groups each object’s attributes and operations within a class. The class begins with the Class keyword followed by a unique class name, and ends with the End Class statement: Class UniqueClassName ' Attributes and operations End Class
 
 Within a class definition, the programmer defines operations, such as opening or closing an account, or using functions and subroutines. Programmers refer to the functions and subroutines that make up a class as the class methods: Class Sub ' End
 
 BankAccount OpenAccount() Statements Sub
 
 Sub CloseAccount()
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 ' Statements End Sub End Class
 
 Likewise, within a class definition, the programmer defines the class attributes using class-member variables. A class consists of subroutines, functions, and variable declarations: Class Dim Dim Dim
 
 BankAccount AccountNumber As String AccountBalance As Double BankBranch As String
 
 Sub CloseAccount() ' Statements End Sub End Class
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 Sub OpenAccount() ' Statements End Sub
 
 A class, therefore, consolidates an object’s operations and attributes.
 
 Using a Class
 
 TE
 
 Within a program, a class defines a template the program can use to later declare a variable of the class type, which programmers refer to as an object or a class instance. A class definition, in and of itself, does not create a variable. Instead, after a program defines a class, the program can then declare one or more variables of the class type, using the New operator: Dim CheckingAccount As New Account()
 
 After a program creates a variable of a class type, the program uses the dot operator (the period) to reference specific class members. For example, the following statement would assign an account number to the CheckingAccount variable: CheckingAccount.AccountNumber = "1234ABC56"
 
 Using the dot operator, the programmer first specifies the class variable (in this case the CheckingAccount variable) and then the member variable within the class. To call the OpenAccount subroutine, the code would use the dot operator: CheckingAccount.OpenAccount()
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 Putting an Existing Class to Use Within the .NET environment, the Common Language Runtime provides a myriad of built-in classes your programs can use to perform a specific task. The following program, ClassDemo.vb, for example, uses the DateTime class. To start, the program creates a variable named DateInfo of the type DateTime: Dim DateInfo As New DateTime(Now.Ticks)
 
 In this case, to create a DateTime class variable that contains the current date and time, the program passes to function using Now.Ticks, which represents the current system date and time to a special function in the DateTime class (called the constructor) that initializes the class member variables. The code then uses the dot operator to access class members that include class variables and methods: Module Module1 Sub Main() Dim DateInfo As New DateTime(Now.Ticks) Console.WriteLine("Date: " & DateInfo.Month & "/" & _ DateInfo.Day & "/" & DateInfo.Year) Console.WriteLine("Date: " & DateInfo.ToLongDateString()) Console.WriteLine("Today is: " & DateInfo.DayOfWeek) Console.WriteLine("Days in April, 2002: " & _ DateInfo.DaysInMonth(2002, 4)) Console.ReadLine() ' Pause to view output End Sub End Module
 
 After you compile and run this program, your screen will display output similar to the following: Date: 3/16/2002 Date: Saturday, March 16, 2002 Today is: 6 Days in April, 2002: 30
 
 Creating Your Own Class In a simplified online bookstore, users can look up or purchase books. Likewise, a simple Book object consists of a title, author name, publisher name, and price. The following Book class uses four member variables to store the book information: Class Book Public Title As String Public Author As String Public Publisher As String
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 Public Price As Double End Class
 
 For now, you can ignore the Public keyword that appears within the class definition. In general, the Public keyword lets a program access the corresponding class member using the dot operator. In addition to storing an object’s attributes (which a class stores using variables) a class also defines the operations the program can perform on the class. The following statements extend the Book class to support the DisplayBookInfo subroutine: Class Book Public Title As String Public Author As String Public Publisher As String Public Price As Double Public Sub DisplayBookInfo() Console.WriteLine("Title: " & Title) Console.WriteLine("Author: " & Author) Console.WriteLine("Publisher: " & Publisher) Console.WriteLine("Price: " & Price) End Sub End Class
 
 A class definition simply provides a template a program can use to later declare a variable of the class type. The following program, FirstBookClass.vb, defines the book class and then creates a variable named ComputerBook based on the Book class definition: Dim ComputerBook As New Book()
 
 After the program creates the object, the program uses the dot operator to assign values to the object’s member variables. Then the code uses the dot operator to call the DisplayBookInfo subroutine: Module Module1 Class Book Public Public Public Public
 
 Title As String Author As String Publisher As String Price As Double
 
 Public Sub DisplayBookInfo() Console.WriteLine("Title: " & Title) Console.WriteLine("Author: " & Author) Console.WriteLine("Publisher: " & Publisher) Console.WriteLine("Price: " & Price)
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 End Sub End Class Sub Main() Dim ComputerBook As New Book() ComputerBook.Title = "VB.NET Programming Tips & Techniques" ComputerBook.Author = "Jamsa" ComputerBook.Publisher = "McGraw-Hill/Osborne" ComputerBook.Price = 49.99 ComputerBook.DisplayBookInfo() Console.ReadLine() ' Pause to display output End Sub End Module
 
 Note that to access the member variables outside of the class, the program code must use the dot operator to specify both the class name and that of the member variable. Within the DisplayBookInfo subroutine, in contrast, which the Book class defines, the code can simply refer to the member variable by name (because the class, Book, is implied). After you compile and execute this program, your screen will display the following output: Title: VB.NET Programming Tips & Techniques Author: Jamsa Publisher: McGraw-Hill/Osborne Price: 49.99
 
 Using Scope Attributes to Restrict Access to Class Members When you create a class, you should think of the class as a “black box,” meaning, to use the class, you do not need to know how the class performs its processing, but rather, what processing the class performs. Your television, for example, is a good example of a black box. To watch TV, you do not need to understand how the TV’s receiver converts the signals it receives into the images that appear on the screen. Instead, you simply must know how to turn the TV on, change channels, and increase or decrease the volume. Likewise, to use your class, another programmer should only need to know the class’s callable methods and usable member variables. The programmer does not need to understand how each of your class methods work, but rather, the programmer must only know which parameters his or her code must pass to the methods. To help you better treat your classes as black boxes, Visual Basic .NET lets you hide class member variables and methods that are private to the class so that code outside of the class cannot
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 access them. Assume, for example, that you have an Employee class that provides the CalcPay method that a program can call to determine an employee’s paycheck amount. To perform its processing, the CalcPay function may call the GetPayScale, DetermineDeductions, and CheckVacationTime methods. Because you want to treat the Employee class as a black box, you do not want code outside of the Employee class to know that these other methods exist. Instead, you only want other code to be able to call the CalcPay function. To let you control which class members code outside of your class can access, Visual Basic .NET lets you precede class members (both variables and methods) with one of the access control modifiers described in Table 3-1. The following program, PublicPrivateDemo.vb, creates an Employee class that uses both Public and Private members. Outside of the class, the code can access the Public members directly, using the dot operator. If code outside of the class tries to access a Private member directly, the compiler will generate a syntax error. Within the class, however, the code can access Private members directly: Module Module1 Class Employee Public Name As String Private Age As Integer Public OfficeNumber As String Private HomePhone As String Public Sub ShowEmployee() Console.WriteLine("Name: " & Name) Console.WriteLine("Age: " & Age) Console.WriteLine("Office Number: " & OfficeNumber) Console.WriteLine("Home Phone: " & HomePhone) End Sub Public Sub AssignAge(ByVal EmpAge As Integer) If (EmpAge > 18) And (EmpAge < 100) Then Age = EmpAge End If End Sub Public Sub AssignHomePhone(ByVal Phone As String) HomePhone = Phone End Sub End Class
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 Sub Main() Dim Boss As New Employee() Boss.Name = "Jane Doe" Boss.OfficeNumber = "123A" Boss.AssignAge(35) Boss.AssignHomePhone("555-1212") Boss.ShowEmployee() Console.ReadLine() End Sub End Module
 
 Within the program that uses the class, the code can use the dot operator to directly access the Public class members. In contrast, if you try to use the dot operator to access a Private class member, the Visual Basic .NET compiler would generate a syntax error telling you the member is not accessible. When your program defines a class, you can also precede the class name with one of the access control specifiers, to control how your program can use the class. The following statement, for example, precedes the Class definition with the Private specifier, which restricts use of the class to the current program: Private Class Employee ' Member declarations End Class
 
 If you do not precede a class definition with an access control specifier, the default is Public.
 
 Access Control Modifier
 
 Meaning
 
 Friend
 
 The member is only available within the current project.
 
 Private
 
 The member is only available within the class.
 
 Protected
 
 The member is available within the class and classes that inherit the class.
 
 Protected Friend
 
 The member is available within the current project and within classes that inherit the class.
 
 Public
 
 The member is available to code outside of the class.
 
 Table 3-1
 
 Visual Basic .NET Access Modifiers that Programmers Can Use to Control Access to Class Members
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 Initializing Class Member Variables When you create a class object, you will normally immediately assign values to specific class member variables. For example, the following code fragment defines a Book class that contains fields for a title, publisher, author, and price: Class Book Public Title As String Public Pubilsher As String Public Author As String Public Price As Double End Class
 
 Within your program, you can create (instantiate) instances of the Book class, which programmers refer to as objects, using the following statement: Dim ThisBook As New Book()
 
 To simplify the process of initializing class member variables, you can place a special subroutine within your class definition (named New) that Visual Basic .NET automatically calls each time you create a class object. Programmers refer to this special subroutine as a “constructor” because it helps you build (construct) the class object. The constructor method is special in that within any class definition, the constructor is always named New. Programmers use the constructor to initialize class member variables. The following code fragment, for example, extends the Book class to include the New constructor method: Class Book Public Title As String Public Publisher As String Public Author As String Public Price As Double Sub New(ByVal BookTitle As String, _ ByVal BookPublisher As String, _ ByVal BookAuthor As String, ByVal BookPrice As Double) Title = BookTitle Publisher = BookPublisher Author = BookAuthor Price = BookPrice End Sub End Class
 
 When your code creates a Book object, your code can pass the initial values you want to assign to the class members as parameters to the constructor:
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 Dim ThisBook As New Book("Visual Basic .NET Programming Tips & Techniques", "McGraw-Hill/Osborne", "Jamsa", 49.95)
 
 The following program, ConstructorDemo.vb, creates a TVShow class that contains Name, Day, and Time fields. The code uses a constructor method to initialize the class members: Module Module1 Class TVShow Public Name As String Public Day As String Public Time As String Sub New(ByVal ShowName As String, ByVal DayOfWeek As String, _ ByVal ShowTime As String) MsgBox("Name: " & ShowName & " Day: " & DayOfWeek & _ " Time: " & ShowTime) Name = ShowName Day = DayOfWeek Time = ShowTime End Sub End Class Sub Main() Dim Drama As New TVShow("West Wing", "Wednesday", "8:00PM") Dim Medical As New TVShow("ER", "Thursday", "9:00PM") Dim Comedy As New TVShow("Friends", "Thursday", "7:00PM") End Sub End Module
 
 To help you better understand the constructor method’s processing, the constructor, in this case, displays a message box that describes the values the method receives as parameters, as shown here.
 
 In this case, because the program creates three different TVShow objects, the program will display three message boxes, one for each object’s parameters. When you run the program, you will see that Visual Basic .NET automatically calls the constructor method each time you create an object using the New keyword. Using a constructor method, you can easily initialize a new object’s member variables. After you use the constructor method to initialize member variables, your code can later change a Public
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 member variable’s value using the dot operator. The following statement, for example, changes the values the program assigns to the Drama object: Dim Drama As New TVShow("West Wing", "Wednesday", "8:00PM") Drama.Name = "NYPD Blue" Drama.Day = "Tuesday"
 
 Defining Multiple Constructors to Support Different Parameters To initialize class member variables, programmers make extensive use of constructor methods. Normally, for a simple class, the constructor method will support a parameter for each key class member variable. Consider the following BookDetail class that provides support for the title, author, publisher, price, chapter count, and copyright date: Class BookDetails Public Title As String Public Publisher As String Public Author As String Public Price As Double Public ChapterCount As Integer Public CopyrightDate As String End Class
 
 The key variable variables, in this case, may be the title and price. As such, the class might provide the following constructor method that initializes those two member variables: Public Sub New(ByVal Title As String, ByVal Price As Double) Me.Title = Title Me.Price = Price Me.Author = "" Me.ChapterCount = 0 Me.Publisher = "" Me.CopyrightDate = "" End Sub
 
 In this case, the constructor uses the two parameters to initialize the title and price variables and then the constructor assigns default values to the other members. Often, the program will specify author and publisher information as well. As such, the class might provide a second constructor method that supports four parameters:
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 Public Sub New(ByVal Title As String, ByVal Author As String, _ ByVal Publisher As String, ByVal Price As Double) Me.Title = Title Me.Author = Author Me.Publisher = Publisher Me.Price = Price Me.ChapterCount = 0 Me.CopyrightDate = "" End Sub
 
 Finally, to allow the program to initialize each of the member variables, the class may provide yet a third constructor: Public Sub New(ByVal Title As String, ByVal Author As String, _ ByVal Publisher As String, ByVal Price As Double, _ ByVal ChapterCount As Integer, ByVal CopyrightDate As Date) Me.Title = Title Me.Author = Author Me.Publisher = Publisher Me.Price = Price Me.ChapterCount = ChapterCount Me.CopyrightDate = CopyrightDate End Sub
 
 The following program, MultipleConstructors.vb, illustrates the use of multiple constructors to initialize the BookDetail class: Module Module1 Class BookDetails Public Title As String Public Publisher As String Public Author As String Public Price As Double Public ChapterCount As Integer Public CopyrightDate As String Public Sub New(ByVal Title As String, ByVal Price As Double) Me.Title = Title Me.Price = Price Me.Author = "" Me.ChapterCount = 0 Me.Publisher = "" Me.CopyrightDate = "" End Sub
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 Public Sub New(ByVal Title As String, ByVal Author As String, _ ByVal Publisher As String, ByVal Price As Double) Me.Title = Title Me.Author = Author Me.Publisher = Publisher Me.Price = Price Me.ChapterCount = 0 Me.CopyrightDate = "" End Sub
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 Public Sub New(ByVal Title As String, ByVal Author As String, _ ByVal Publisher As String, ByVal Price As Double, _ ByVal ChapterCount As Integer, ByVal CopyrightDate As Date) Me.Title = Title Me.Author = Author Me.Publisher = Publisher Me.Price = Price Me.ChapterCount = ChapterCount Me.CopyrightDate = CopyrightDate End Sub Public Sub ShowInfo() Console.WriteLine(Title)
 
 If (Author.Length > 0) Then Console.WriteLine(Author) End If
 
 TE
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 If (Publisher.Length > 0) Then Console.WriteLine(Publisher) End If If (Price > 0.0) Then Console.WriteLine(Price) End If If (ChapterCount > 0) Then Console.WriteLine(ChapterCount) End If If (CopyrightDate.Length > 0) Then Console.WriteLine(CopyrightDate) End If End Sub
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 End Class Sub Main() Dim Palm = New BookDetails("Instant Palm OS Applications", 49.99) Dim CSharp = New BookDetails("C# Programming Tips & Techniques", _ "Wright", "McGraw-Hill/Osborne", 49.99) Dim VB = New BookDetails("VB.NET Programming Tips & Techniques", _ "Jamsa", "McGraw-Hill/Osborne", 49.99, 18, "April 2002") Palm.ShowInfo() Console.WriteLine() VB.ShowInfo() Console.ReadLine() End Sub End Module
 
 After you compile and execute this program, your screen will display the following output: Instant Palm OS Applications 49.99 VB.NET Programming Tips & Techniques Jamsa McGraw-Hill/Osborne 49.99 18 4/1/2002
 
 Simplifying Object Member References To reference an object’s member variables or methods, Visual Basic .NET programs make extensive use of the dot operator: Book.Title = "Visual Basic .NET Programming Tips & Techniques"
 
 When your code must work with a large number of class members, as might well be the case within a constructor method that initializes class member variables, you can reduce the amount of typing you must perform by taking advantage of the Visual Basic .NET With statement. The following statements, for example, initialize several class member variables using the dot operator. As you can see, each statement must specify the class name followed by the dot operator and the class member name: Book.Title = "Visual Basic .NET Programming Tips & Techniques" Book.Publisher = "McGraw-Hill/Osborne"
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 Book.Author = "Jamsa" Book.Price = 49.95
 
 Using the With statement, you can specify an object’s class name one time and then simply specify the dot operator and member name. Visual Basic .NET, in turn, will assume that any member variable that appears between the With and End With statements correspond to the class name you specify. The following statements illustrate the use of With and End With: With Book .Title = "Visual Basic .NET Programming Tips & Techniques" .Publisher = "McGraw-Hill/Osborne" .Author = "Jamsa" .Price = 49.95 End With
 
 As you can see, within a With statement, you must still precede member variable names with the dot operator. The following program, WithDemo.vb, uses the With statement to assign values to a LunchOrder class: Module Module1 Class LunchOrder Public Salad As String Public Meal As String Public Beverage As String Public Dessert As String Public Sub New(ByVal SaladType As String, _ ByVal MealType As String, ByVal BeverageType As String, _ ByVal DessertType As String) Salad = SaladType Meal = MealType Beverage = BeverageType Dessert = DessertType End Sub End Class Sub Main() Dim MyLunch As New LunchOrder("Spinach", "Pasta", _ "Red Wine", "Cookies") With MyLunch Console.WriteLine("Salad: " & .Salad) Console.WriteLine("Meal: " & .Meal) Console.WriteLine("Beverage: " & .Beverage)
 
 Chapter 3: Programming Visual Basic .NET Classes
 
 107
 
 Console.WriteLine("Dessert: " & .Dessert) End With Console.ReadLine() End Sub End Module
 
 Taking Advantage of Static Class Members Throughout this chapter, to use class methods, your programs have created an instance of a class object. As you examine various .NET classes throughout this book, you will periodically encounter the term “static class.” A static class is unique in that your program can call the class methods without first creating an instance of the class (an object). The following program, MathClassDemo.vb, for example, uses several of the methods the Math class provides. The program does not, however, ever create a Math class object: Module Module1 Sub Main() Console.WriteLine("Absolute value of -1 is " & Math.Abs(-1)) Console.WriteLine("Square Root of 144 is " & Math.Sqrt(144)) Console.WriteLine("Value for PI is " & Math.PI) Console.WriteLine("10 raised to the power of 2 is " & _ Math.Pow(10, 2)) Console.ReadLine() End Sub End Module
 
 The program can use the Math class methods without creating an object because the Math class is a static class. As you create classes, there may be times when you build a class that simply groups a useful set of methods. In such cases, you can provide programs with access to the methods by making the class static. To create a static class within Visual Basic .NET, you simply place the Shared keyword before members within the class definition. The following class definition, for example, creates two static (shared) members that programs can use to calculate the area of a circle and the area of a square without having to create an instance of the Area object: Class Area Public Shared Function Circle(ByVal Radius As Double) As Double Circle = (Math.PI * Radius * Radius) End Function
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 Public Shared Function Square(ByVal Length As Double) As Double Square = (Length * Length) End Function End Class
 
 Within a class, you can specify either fields or methods as shared. The following program, StaticClassDemo.vb, creates a class named Today, that contains several shared fields which the user can use to get the current date in various formats. Because the class is static, the program can access the class member variables without creating a Today object: Module Module1 Class Today Public Shared Public Shared Public Shared Public Shared Public Shared Public Shared End Class
 
 TodayDate As DateTime = Now() Day As Integer = Now.Day() Month As Integer = Now.Month() Year As Integer = Now.Year() NumericDayOfWeek As Integer = Now.DayOfWeek() StringDayOfWeek As String = Now.DayOfWeek.ToString()
 
 Sub Main() Console.WriteLine("Today: " & Today.TodayDate) Console.WriteLine("Day: " & Today.Day) Console.WriteLine("Month: " & Today.Month) Console.WriteLine("Year: " & Today.Year) Console.WriteLine("Day of week: " & Today.NumericDayOfWeek) Console.WriteLine("Day of week: " & Today.StringDayOfWeek) Console.ReadLine() End Sub End Module
 
 When you compile and execute this program, your screen will display output similar to the following: Today: 3/15/2002 7:10:32 PM Day: 15 Month: 3 Year: 2002 Day of week: 5 Day of week: Friday
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 Taking Advantage of Properties to Control Values a Class Member Can Store When you create a class, there will often be times when you will want your code to restrict the values a program can assign to a class variable. For example, within an Employee class, you may want to restrict the values the Age member can store to the range 18 to 80. Likewise, within a ContactInformation class, you might restrict the Email variable to storing only values in the form [email protected]. To restrict the values a program can assign to a class variable, your code can define the variable as Private (which limits access to the variable to class member methods) and then create a property within the class that manipulates the Private member variable. In general, a property is a class member variable that, behind the scenes, uses two special functions named Get and Set to control access to the variable’s value. The Get function returns the property’s value. The Set function assigns a value to the property. A program can only assign a value to or retrieve the value of a property using the Set and Get functions. The following code fragment illustrates how you might declare the Age property within a class: Public Property Age() As Integer Get Return AgeValue End Get Set (ByVal Age As Integer) If (Age >= 18) And (Age = 0) And (Value = 0) And (Value WSDL /l:vb /out:MortgageProxy.vb http://localhost/MortgagePayment/Service1.asmx?WSDL
 
 
 
 In this case, the WSDL command will create a Visual Basic file named MortgageProxy.vb that contains the proxy’s statements: Option Strict Off Option Explicit On
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 Imports Imports Imports Imports Imports Imports
 
 System System.ComponentModel System.Diagnostics System.Web.Services System.Web.Services.Protocols System.Xml.Serialization
 
 ' 'This source code was auto-generated by wsdl, Version=1.0.3512.0. ' ' _ Public Class Service1 Inherits System.Web.Services.Protocols.SoapHttpClientProtocol ' Public Sub New() MyBase.New Me.Url = "http://localhost/MortgagePayment/Service1.asmx" End Sub ' _ Public Function MortgagePayment(ByVal MortgageAmount As Double, _ ByVal InterestRate As Double, ByVal Years As Integer) As Double Dim results() As Object = Me.Invoke("MortgagePayment", _ New Object() {MortgageAmount, InterestRate, Years}) Return CType(results(0),Double) End Function ' Public Function BeginMortgagePayment(ByVal _
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 MortgageAmount As Double, ByVal InterestRate As Double, _ ByVal Years As Integer, ByVal callback As System.AsyncCallback, _ ByVal asyncState As Object) As System.IasyncResult Return Me.BeginInvoke("MortgagePayment", _ New Object() {MortgageAmount, InterestRate, Years}, _ callback, asyncState) End Function ' Public Function EndMortgagePayment(ByVal asyncResult _ As System.IAsyncResult) As Double Dim results() As Object = Me.EndInvoke(asyncResult) Return CType(results(0),Double) End Function End Class
 
 Figure 16-14
 
 Displaying a Web service’s SOAP messages
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 As you can see, the proxy inherits the SoapHttpClientProtocol class. The proxy provides a synchronous and asynchronous implementation of the MortgagePayment function. The synchronous method call uses HTTP to access the service (a GET or POST operation). The asynchronous method call uses SOAP to interact with the service. After you create a proxy file using the WSDL command, you can then include the file in your project (by selecting File | Add Existing Item), in order to access the Web service. Next, you must add a reference to the System.WebServices.dll file by selecting Project | Add Reference. Then, in your code, you can create an object that corresponds to the Web service as follows: Dim MortgageService As New Service1() Dim Payment As Double Payment = MortgageService.MortgagePayment(100000, 7.5, 30))
 
 In this case, the code creates an object of the class Service1 (as opposed to localhost.Service1 which you used earlier when you created the proxy in Visual Studio). If you examine the proxy source code, you will find that the code creates a class named Service1.
 
 Changing the Web Service Namespace Eventually, the Web may offer thousands (if not hundreds of thousands) of Web services. To avoid name conflicts between services, you must assign each service to a unique namespace. By default, when you create a Web service in Visual Studio, the code template that Visual Studio creates uses the namespace http://tempuri.org/, as shown here: _ Public Class Service1
 
 Although you can use this default namespace for testing, before you place a Web service on the Web for use, you should assign a namespace that corresponds to your site’s URL. After you change the namespace in a service, you will need to update existing proxy code that may have referenced the old namespace.
 
 Helping Others Discover Your Web Service After you create a Web service, there may be times when you will want to publish the service for use by others across the Web. To help users (programmers, actually) discover the Web services that exist on the Web, several software companies created the Universal Description, Discovery, and Integration (UDDI) service. In general, the UDDI is a Web service you (and your applications) can use to discover other Web services that are available for use on the Web. For specifics on the UDDI protocol, visit http://www.uddi.org/. At this Web site, you can also register your company as a developer of Web services, which will help others find your services in the future.
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 Across the Web, a myriad of sites offer Web services. To help you locate specific Web services quickly, several sites, such as Microsoft, have created UDDI directories of available services. When you use the Visual Studio Add Web Reference dialog box to create a proxy for a Web service, you can search services that reside in the Microsoft UDDI directory. At the Microsoft UDDI Web site (http://www.uddi.microsoft.com/), you can register information about the services you create. To specify information about your Web services, you register the URLs that correspond to each service’s discovery file, which as you will learn, Visual Studio automatically creates when you build a Web service. As you know, when you use Visual Studio to create a Web service, Visual Studio will create several different files you can use to customize your service’s processing (see the Tip titled “Leveraging the Web Service Configuration Files”). One of the files Visual Studio creates for your Web service is a file with the .disco extension (short for discovery). Using your browser, you can view the file’s XML contents, as shown in Figure 16-15. As you can see, the .disco file displays a URL a user can view to learn more about the service (such as the methods the service offers and the parameters to each—much like you did earlier in this chapter when you tested services in Visual Studio). In addition to locating your files in a directory, programmers may use Web robots that visit servers in search of files with the .disco extension in order to locate Web services on the Web. If you do not want others to “discover” your services, simply delete the .disco files from your server.
 
 Figure 16-15
 
 Viewing a Web service’s disco (discovery) file
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 or years, programmers have made extensive use of Active Data Objects (ADO) to simplify database applications. The .NET environment brings with it a new model for database access called ADO.NET that provides significant function improvements over the ADO model. The ADO.NET model introduces the DataSet object, which replaces the RecordSet that programmers used in the past with ADO. Throughout this chapter, you will examine programs that use the DataSet object to perform operations without having to maintain a constant connection to the database, which is ideal for Webbased applications. Using a DataSet object, the application will query and then disconnect from a database, perform its processing, and later reconnect to the database to update the database with the changes to the data that it has made. The ADO.NET model is very powerful and can be quite complex. Many outstanding books exist that focus purely on ADO.NET. This chapter’s goal is to get you up and running with ADO.NET operations. You will learn how to connect to, query, and update databases. You will also examine how the ADO.NET model exploits XML to provide structure to the data the DataSet object contains. Finally, you will perform ADO.NET operations from within an ASP.NET page and you will map data stored in a table to a DataGrid control for display.
 
 Specifying a Data Provider In the ADO.NET model, the two key components are the data provider (the software that interacts with the database) and the data set that contains the data that results from the operation your code performs. The data provider software consists of four objects. The Connection object provides the software that connects (allows access to) the database. The Command object provides software that lets your programs perform queries against the database. The DataReader object is a stream-based read-only data source that provides better performance for applications that do not update data. Finally, the DataAdapter object provides the interface between the data source and the data set. In general, the data provider is the software your program will use to connect and query a database. The ADO.NET environment supports the SQL Server .NET Data Provider and the OLE DB.NET Data provider. In the .NET environment, programmers often refer to the OLE DB.NET Data Provider as the ADO Managed Provider. Likewise, programmers often refer to the SQL data provider as the SQL Managed Provider. The ADO Managed Provider software should support most common OLEbased data providers (including ODBC-based databases). As you examine the ADO.NET classes, you will find that the ADO Managed Provider class names begin with the letters OleDB, such as OleDBConnection, whereas the SQL Managed Provider class names start with the letters SQL, such as SqlConnection.
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 To connect to a database, your program first creates a Connection object. The following statement, for example, creates a connection for an ADO Managed Provider, using the ADOConnection class: Dim Connect As New OleDBConnection("Provider=SQLOLEDB; " & _ "Initial Catalog=Duwamish7vb; Data Source=(local); "& _ "User ID=sa;password=;")
 
 Likewise, the following statement creates a Connection object for a SQL Managed provider, using the SqlConnection class: Dim Connect As New SqlConnection("Initial Catalog=Duwamish7vb; " _ & "Data Source=(local);User ID=sa;password=;")
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 Note that the OleDBConnection requires you to specify a Provider attribute, whereas the SqlConnection does not. After you create the Connection object, you actually establish the database connection by calling the Connection class Open method. If the Open method encounters an error, it will raise an exception, which your code should detect and handle using a Try-Catch statement as shown here: Try Connect.Open() Catch Ex As Exception Console.WriteLine("Exception: " & Ex.Message) End Try
 
 Connect.Close()
 
 TE
 
 If the Open method is successful, your code can then perform queries against the database to create a DataSet. After your code completes its processing, you should call the Connection class Close method to end the connection, as shown here:
 
 The following program, ConnectDB.vb, uses the SqlConnection class to establish a connection to the Duwamish7vb database, provided with Visual Studio. If the program successfully connects to the database, the program will display a message box so stating. If the program instead encounters an error, the program will display a message box that describes the exception: Imports System.Data.SqlClient Module Module1 Sub Main() Try Dim Connect As New SqlConnection("Initial Catalog=Duwamish7vb; " _
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 & "Data Source=(local);User ID=sa;password=;") Connect.Open() Console.WriteLine("Database: " & Connect.Database) Console.WriteLine("Database: " & Connect.ServerVersion) Console.WriteLine("Database: " & Connect.DataSource) Connect.Close() Console.ReadLine() Catch Ex As Exception Console.WriteLine("Exception: " & Ex.Message) Console.WriteLine(Ex.ToString) Console.ReadLine() End Try End Sub End Module
 
 After you compile and execute this program, it should display output similar to the following: Database: Duwamish7vb Database: 08.00.0194 Database: (local)
 
 Although the program’s processing is quite simple, you may want to use the code to get you up and running with each database application you create. Using the code, you can quickly identify potential problems such as an invalid username and password for the account that provides access to the database.
 
 Issuing a Query Using a DataReader Object After your program uses a Connection object to successfully connect to a database, you are ready to issue a query against the data source that creates either a DataSet or DataReader object. When your program requires read-only access to a query result (meaning your program will not make changes to the query records and use the changes to update the database), you can improve performance by using a DataReader object. Unlike a DataSet object that buffers all the data a query returns, a DataReader object buffers one row of data at a time (one record), so the DataReader object does not place as much overhead on the server. The disadvantage of using a DataReader object, however, is that the object requires a constant connection to the database, which increases network overhead.
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 To issue a query against a data source, you will use a Command object (which, depending on your data provider type, will use the ADOCommand or SQLCommand class). When you create the command object, you can specify your SQL query in the object’s constructor method. The following statement, for example, creates a SqlCommand that will query a table named Authors in the database that corresponds, in this case, to the Connect object for all the fields in the table: Dim Command As New SqlCommand("SELECT * From Authors", Connect)
 
 As you can see, the Command object specifies the actual query as well as the Connection object that corresponds to the data source. As discussed, depending on how you will use the data, you will create either a DataSet or DataReader object to hold the query result. The following statement, for example, creates a DataReader object: Dim objDataReader As SqlDataReader
 
 To actually perform the query operation, your code must call the Command class Execute method, as shown here: ObjCommand.Execute(objDataReader)
 
 The following program, QueryDB.vb, connects to the Duwamish7vb database and then performs a query using a DataReader object that retrieves all the fields in the table. The program then uses a While loop to display the resulting records: Imports System.Data.SqlClient Module Module1 Sub Main() Try Dim Connect As New SqlConnection("Initial Catalog=Duwamish7vb;" _ & " Data Source=(local);User ID=sa;password=;") Connect.Open() Console.WriteLine("Database: " & Connect.Database) Console.WriteLine("Database: " & Connect.ServerVersion) Console.WriteLine("Database: " & Connect.DataSource) Dim Command As New SqlCommand("SELECT * From Authors", Connect) Dim Reader As SqlDataReader = _ Command.ExecuteReader(CommandBehavior.CloseConnection) While Reader.Read() Console.WriteLine(Reader.GetSqlValue(1)) End While
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 Console.ReadLine() Catch Ex As Exception Console.WriteLine("Exception: " & Ex.Message) Console.WriteLine(Ex.ToString) Console.ReadLine() End Try End Sub End Module
 
 As you can see, after the code creates the Reader object, it uses a While loop to read and display each of the records. The program does not have to close the connection in this case, because the ExecuteReader method uses the value CommandBehavior.CloseConnection to automatically close the connection after the program reads the last record.
 
 Issuing a Query Using a DataSet Object In the previous Tip, you used a DataReader object to query the Duwamish7vb database. As you learned, a DataReader object is ideal for read-only query operations. If you must update the database contents, your programs should instead use a DataSet object. The following program, DataSetQuery.vb, uses a DataSet object to query the Duwamish7vb database. The program uses the query to retrieve the list of names in the Authors table. Then the program moves through the DataSet object in a For loop to display the author names. This program does not change the contents of the database. You will learn how to update the database using a DataSet object in the next Tip. This program illustrates the steps you must perform to use a DataSet object to query a database: Imports System.Data.SqlClient Imports System.Data Module Module1 Sub Main() Try Dim Connect As New SqlConnection("Initial Catalog=Duwamish7vb;" _ & "Data Source=(local);User ID=sa;password=;") Connect.Open() Console.WriteLine("Database: " & Connect.Database) Console.WriteLine("Database: " & Connect.ServerVersion) Console.WriteLine("Database: " & Connect.DataSource)
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 Dim Command As String = "SELECT * From Authors" Dim DS As New DataSet() Dim Adapter = New SqlDataAdapter(Command, Connect) Adapter.Fill(DS) Dim I As Integer For I = 0 To DS.Tables(0).Rows.Count - 1 Console.WriteLine(DS.Tables(0).Rows(I).Item(1)) Next Console.ReadLine() Catch Ex As Exception Console.WriteLine("Exception: " & Ex.Message) Console.WriteLine(Ex.ToString) Console.ReadLine() End Try End Sub End Module
 
 Handling Data Set Updates Behind the Scenes When you manipulate data using a data set, you will often make changes to data. Programmers refer to the data providers in the ADO.NET environment as managed providers because the providers, behind the scenes, will update the database contents based on the changes you make in a data set. To perform updates between your data set and the database, you must use a DataAdapter object. In general, the DataAdapter sits between the database and the data set. The DataAdapter performs the behind-the-scenes operations necessary to implement the changes you make to the data set back into the correct database locations. The secret to updating a database using a DataAdapter is to create a SqlCommandBuilder object to which you pass the DataAdapter. The SqlCommandBuilder object, in turn, will monitor insert, delete, and update operations. Then, when your operations are complete, the SqlCommandBuilder object will create a query that the Update method uses behind the scenes to update the database tables with the changes you have made to the data set. The following program, ChangeAndUpdate.vb, queries the Duwamish7vb database to retrieve the list of authors. The code then converts each author name to uppercase. After the code has completed its processing, it calls the Update method to store the changes back into the
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 database. The key to the update’s ease of use is the SqlCommandBuilder object, which builds the query the program uses to update the database: Imports System.Data.SqlClient Imports System.Data Module Module1 Sub Main() Try Dim Connect As New SqlConnection("Initial Catalog=Duwamish7vb;" _ " Data Source=(local);User ID=sa;password=;") Connect.Open() Console.WriteLine("Database: " & Connect.Database) Console.WriteLine("Database: " & Connect.ServerVersion) Console.WriteLine("Database: " & Connect.DataSource) Dim Command As String = "SELECT * From Authors" Dim DS As New DataSet() Dim Adapter As SqlDataAdapter = New SqlDataAdapter(Command, Connect) Dim CmdBuilder As SqlCommandBuilder = New SqlCommandBuilder(Adapter) Adapter.Fill(DS) Dim I As Integer For I = 0 To DS.Tables(0).Rows.Count - 1 DS.Tables(0).Rows(I).Item(1) = UCase(DS.Tables(0).Rows(I).Item(1)) Next Adapter.UpdateCommand = CmdBuilder.GetUpdateCommand() Adapter.Update(DS.Tables(0)) Console.WriteLine("Update Complete") Console.ReadLine() Catch Ex As Exception Console.WriteLine("Exception: " & Ex.Message) Console.WriteLine(Ex.ToString) Console.ReadLine() End Try End Sub End Module
 
 620
 
 Visual Basic .NET Tips & Techniques
 
 Querying a Database about Its Tables In the ADO.NET environment, a data set holds the results of a query. A data set actually consists of one or more tables. Data sets store each table’s contents using a DataTable object. A data set can have one or more data tables. Further, a data set can maintain relationships between the data tables. In a DataSet object, the Tables collection tracks each DataTable object. A program can reference a table using an index into the Tables collection, or by name. The following code fragment, for example, uses a For Each loop to display the name of each data table in a DataSet object: Dim TableObj As DataTable For Each TableObj In DataSet.Obj.Tables Console.WriteLine(TableObj.TableName) Next
 
 When you use a database, there may be times when you do not immediately know the specifics about the database, such as the tables it provides. In such cases, your programs can query the database schema information. The following query retrieves the names of the tables in the database: Dim Command As String = "SELECT table_name From Information_Schema.Tables"
 
 The following program, DatabaseTableNames.vb, queries the Duwamish7vb database about the tables it contains: Imports System.Data.SqlClient Imports System.Data Module Module1 Sub Main() Try Dim Connect As New SqlConnection("Initial Catalog=Duwamish7vb;" _ & "Data Source=(local);User ID=sa;password=;") Connect.Open() Console.WriteLine("Database: " & Connect.Database) Dim Command As String = _ "SELECT table_name From Information_Schema.Tables" Dim DS As New DataSet()
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 Dim Adapter = New SqlDataAdapter(Command, Connect) Adapter.Fill(DS) Dim I As Integer For I = 0 To DS.Tables(0).Rows.Count - 1 Console.WriteLine(DS.Tables(0).Rows(I).Item(0)) Next Console.ReadLine() Catch Ex As Exception Console.WriteLine("Exception: " & Ex.Message) Console.WriteLine(Ex.ToString) Console.ReadLine() End Try End Sub End Module
 
 After you compile and execute this program, your screen will display the following output: Database: Duwamish7vb Database: 08.00.0194 Database: (local) Tables: Addresses Authors BookAuthor Books Categories Customers DailyPick dtproperties ItemCategory Items ItemType OrderItems Orders Publishers sysconstraints syssegments
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 Querying a Table about Its Columns In the previous Tip, you learned how to query a database about the tables it contains and how to move through the collection of tables returned by the DataSet class Tables property. After you know about a specific table, your programs may need to know about the specific data the table contains. To move through a table’s columns, your code can use a For loop similar to the following: Dim J As Integer For J = 0 To TableList.Tables(0).Columns.Count – 1 Console.WriteLine(TableList.Tables(0).Columns(J)) Next
 
 The following program, ListTables.vb, queries the Duwamish7vb database for the tables it contains. Then, for each table, the code uses a For loop to move through and display the name of each of the table’s columns: Imports System.Data.SqlClient Imports System.Data Module Module1 Sub Main() Try Dim Connect As New SqlConnection("Initial Catalog=Duwamish7vb;" _ & "Data Source=(local);User ID=sa;password=;") Connect.Open() Console.WriteLine("Database: " & Connect.Database) Console.WriteLine("Database: " & Connect.ServerVersion) Console.WriteLine("Database: " & Connect.DataSource) Dim Command As String = _ "SELECT table_name From Information_Schema.Tables" Dim DS As New DataSet() Dim Adapter = New SqlDataAdapter(Command, Connect) Adapter.Fill(DS) Dim I As Integer For I = 0 To DS.Tables(0).Rows.Count – 1 Console.WriteLine()
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 Console.WriteLine(DS.Tables(0).Rows(I).Item(0)) Dim Cmd As String = "SELECT * From " & _ DS.Tables(0).Rows(I).Item(0) Dim TableList As New DataSet() Dim TableAdapter = New SqlDataAdapter(Cmd, Connect) TableAdapter.Fill(TableList) Dim J As Integer For J = 0 To TableList.Tables(0).Columns.Count – 1 Console.WriteLine(TableList.Tables(0).Columns(J)) Next Next Console.ReadLine() Catch Ex As Exception Console.WriteLine("Exception: " & Ex.Message) Console.WriteLine(Ex.ToString) Console.ReadLine() End Try End Sub End Module
 
 Viewing the Underlying XML Content In the ADO.NET environment, XML plays a major role behind the scenes to organize data. In fact, when a data set receives data from a database, it actually receives XML-based content. Likewise, if a data set updates its contents, it returns the new contents back to the database using XML. The following program, DataSetXMLDemo.vb, performs a simple query against a database. The program then uses the DataSet class GetXML method to display the data set’s contents in an XML format: Imports System.Data.SqlClient Imports System.Data Module Module1
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 Sub Main() Try Dim Connect As New SqlConnection("Initial Catalog=Duwamish7vb;" _ & "Data Source=(local);User ID=sa;password=;") Connect.Open() Dim Command As String = _ "SELECT * From Authors Where Name Like 'Alf%'" Dim DS As New DataSet() Dim Adapter = New SqlDataAdapter(Command, Connect) Adapter.Fill(DS)
 
 AM FL Y
 
 Dim XMLContent As String = DS.GetXml() Console.WriteLine(XMLContent) Console.ReadLine()
 
 End Sub
 
 TE
 
 Catch Ex As Exception Console.WriteLine("Exception: " & Ex.Message) Console.WriteLine(Ex.ToString) Console.ReadLine() End Try
 
 End Module
 
 After you compile and execute this program, your screen will display output similar to the following: 
 95 Alfred Cobban  
 112 Alfred Davidson  
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 146 Alfred Duggan  
 246 Alfred Jarry  
 
 Building a Data Set from an XML File In the ADO.NET environment, the data that a data set and database exchange resides in the XML format. If you have an XML file that contains record-based data, you can use the file to create a database. The following XML file, BookInfo.xml, contains the records in an XML format: 
 C# Programming Tips & Techniques Wright McGraw-Hill/Osborne 49.99  
 Visual Basic .Net Programming Tips & Techniques Jamsa McGraw-Hill/Osborne 49.99  
 HTML & Web Design Tips & Techniques King McGraw-Hill/Osborne 49.99  
 PC Performance Tuning & Upgrading Tips & Techniques Jamsa McGraw-Hill/Osborne 39.99  
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 To create a data set from an XML file, you first create a DataSet object: Dim objDataSet As New DataSet()
 
 Next, you can fill the DataSet object using the contents of the XML file by calling the ReadXML method: ObjDataSet.ReadXML("filename.XML")
 
 The following program, LoadXMLData.vb, creates a data set using the contents of the BookInfo.xml file. The program then displays the data set’s contents one row at a time: Imports System.Data.SqlClient Imports System.Data Module Module1 Sub Main() Try Dim DS As New DataSet() DS.ReadXml("Authors.XML") Dim XMLContent As String = DS.GetXml() Dim I As Integer For I = 0 To DS.Tables(0).Rows.Count - 1 Console.WriteLine(DS.Tables(0).Rows(I).Item("Title")) Console.WriteLine(DS.Tables(0).Rows(I).Item("Author")) Console.WriteLine(DS.Tables(0).Rows(I).Item("Publisher")) Console.WriteLine(DS.Tables(0).Rows(I).Item("Price")) Next Console.ReadLine() Catch Ex As Exception Console.WriteLine("Exception: " & Ex.Message) Console.WriteLine(Ex.ToString) Console.ReadLine() End Try End Sub End Module
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 Next, the following program, ChangeDataSetXML.vb, loads the same XML file into the data set. Then the program changes each record by converting the author’s name to uppercase. The code then uses the WriteXML method to create a new file that contains the data set’s new contents: Imports System.Data.SqlClient Imports System.Data Module Module1 Sub Main() Try Dim DS As New DataSet() DS.ReadXml("Authors.XML") Dim XMLContent As String = DS.GetXml() Dim I As Integer For I = 0 To DS.Tables(0).Rows.Count - 1 DS.Tables(0).Rows(I).Item("Author") = _ UCase(DS.Tables(0).Rows(I).Item("Author")) Next For I = 0 To DS.Tables(0).Rows.Count - 1 Console.WriteLine(DS.Tables(0).Rows(I).Item("Title")) Console.WriteLine(DS.Tables(0).Rows(I).Item("Author")) Console.WriteLine(DS.Tables(0).Rows(I).Item("Publisher")) Console.WriteLine(DS.Tables(0).Rows(I).Item("Price")) Next DS.WriteXml("NewAuthors.xml") Console.ReadLine() Catch Ex As Exception Console.WriteLine("Exception: " & Ex.Message) Console.WriteLine(Ex.ToString) Console.ReadLine() End Try End Sub End Module
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 After you compile and run this program, the XML file, NewAuthors.xml, will contain each author’s name in uppercase. When you import an XML file into a data set in this way, you can improve your program’s performance by using an XML file that contains the database schema. For example, the following file, NewAuthors.xls, provides a schema for the BookInfo.xml database: 
 
 If you do not have a schema file, the ReadXML method must determine the schema before it can successfully parse the data, which increases overhead. If you do not have a schema file, but you plan on using an XML-based database on a regular basis, you can create a schema file by opening the XML database and then using the WriteXMLSchema method to create a schema file.
 
 Performing a Query Using an ASP.NET Page With ASP.NET applications, there will be many times when you must retrieve, update, or add data to a database. The following ASP.NET page, ViewBookInfo.aspx, displays a form that users can use to select a book by title. To simplify the processing, the code provides Button
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 Figure 17-1
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 Using an ADO.NET DataSet object to drive an ASP.NET page
 
 controls, as shown in Figure 17-1, from which the user can select the topic he or she desires. After the user clicks a button, the page will show the corresponding book information. Public Class WebForm1 Inherits System.Web.UI.Page Protected WithEvents Label1 As System.Web.UI.WebControls.Label Protected WithEvents Button1 As System.Web.UI.WebControls.Button Protected WithEvents Button2 As System.Web.UI.WebControls.Button Protected WithEvents Button3 As System.Web.UI.WebControls.Button Protected WithEvents Button4 As System.Web.UI.WebControls.Button Protected WithEvents TextBox1 As System.Web.UI.WebControls.TextBox #Region " Web Form Designer Generated Code "
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 ' Code not shown #End Region Public Shared DS As DataSet Private Sub Page_Load(ByVal sender As System.Object, _ ByVal e As System.EventArgs) Handles MyBase.Load If Not Page.IsPostBack Then DS = New DataSet() DS.ReadXml("http://localhost/Authors.XML") End If End Sub Private Sub Button1_Click(ByVal sender As Object, _ ByVal e As System.EventArgs) Handles Button1.Click, _ Button2.Click, Button3.Click, Button4.Click Dim I As Integer If (Equals(sender, Button1)) Then I = 0 ElseIf (Equals(sender, Button2)) Then I = 1 ElseIf (Equals(sender, Button3)) Then I = 2 ElseIf (Equals(sender, Button4)) Then I = 3 End If TextBox1.Text = DS.Tables("Table").Rows(I).Item("Title") TextBox1.Text += vbCrLf & _ DS.Tables("Table").Rows(I).Item("Author") TextBox1.Text += vbCrLf & _ DS.Tables("Table").Rows(I).Item("Publisher") TextBox1.Text += vbCrLf & _ DS.Tables("Table").Rows(I).Item("Price") End Sub End Class
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 As you can see, the code uses the data stored in the file Authors.xml. To read the file from the remote Web site, the code passes to the ReadXML method the file’s remote URL. When the user clicks a button, the code determines the corresponding button and then creates an index into the DataSet object’s table to access the corresponding row of data.
 
 Displaying a Database Table in a DataGrid Control In Chapter 11, you examined the various controls you can place onto a Windows form. At that time, the chapter did not examine DataGrid controls, which your programs can use to easily display a database table. Figure 17-2, for example, illustrates a DataGrid control in a Windows form that displays the contents of the Authors.xml database. In general, you can think of a DataGrid control as a container that holds (and displays) the contents of a table. To use a DataGrid control, your code must simply bind a DataSet object to the control and specify which table in the data set you want the control to display: DataGrid1.SetDataBinding(DS, "Table")
 
 The following program, DataGridDemo.vb, displays the DataGrid control with the database contents previously shown in Figure 17-2. To create the program, drag and drop a DataGrid control onto a form. Then place the following statements in the program’s source code: Public Class Form1 Inherits System.Windows.Forms.Form #Region " Windows Form Designer generated code " ' Code not shown #End Region Private Sub Form1_Load(ByVal sender As System.Object, _ ByVal e As System.EventArgs) Handles MyBase.Load Dim DS As New DataSet() DS.ReadXml("Authors.XML") DataGrid1.CaptionText = "Book Information" DataGrid1.SetDataBinding(DS, "Table") End Sub End Class
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 Figure 17-2
 
 Displaying a DataSet object’s table in a DataGrid control
 
 As you can see, to display the data grid, the code simply binds the DataSet object to the DataGrid object and then specifies the table in the data set that the program wants to display.
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 n the .NET environment, objects make extensive use of metadata (data about data) to become self-describing. In other words, as a program executes, the program can query an object to learn about the capabilities the object provides. Programmers refer to the ability to query an object as reflection. When a program queries an object, the .NET Reflection application program interface (API) will examine the object’s metadata to learn such information as the methods a class provides, the class members’ variables, specifics about the class’s base type, and more. This chapter examines the steps you must perform to query an object’s capabilities. You will learn how to query an assembly that contains an application or a class library about the classes it provides. Then, using the Reflection API, you will retrieve information about those classes. Next, you will examine the class methods in detail to determine the method’s type (subroutine or function) as well as the number and type of parameters the method uses. With this information in hand, your programs can invoke the class methods, passing the methods the correct parameter values. Using reflection, a .NET program, in theory, could search the assemblies on a system for a class that provides methods to sort an array. After the program locates the class, it can query the class for the specific methods the class provides and the parameter types for each method. Finally, after the program determines the method that will best meet its needs, the program can create an array of objects that contains the correct parameter values and then pass the array to the method. To provide programs with more information about entities, such as a class, method, or even an assembly itself, Visual Basic .NET supports attributes which you can insert in your source code between left and right angle brackets: . One set of attributes, for example, might influence compiler operations. A second set may influence how the debugger performs various operations. A third set of attributes might provide an application with specifics about class members. In this chapter, you will examine attributes Visual Studio inserts into your programs and ways you can create and use your own custom attributes.
 
 Revisiting .NET Reflection Throughout this book, several of the Tips have stated that .NET objects are self-describing—in other words, the objects contain metadata that programs can query to determine the capabilities the object provides. Programmers refer to the process of querying an object about its capabilities as reflection. To simplify the steps a program must perform to query an object, the Common Language Runtime provides the Reflection API. Using reflection, a program can ask an object to specify the methods it provides, as well as the type of value the method returns, and the number and type of parameters the method requires. Behind the scenes, a key to .NET reflection is the Type class. In general, to determine an object’s capabilities, a program calls the object’s GetType method. The System.Object class, from which all .NET objects are derived, defines the GetType method. The program can then use the Type class methods to query the objects. Table 18-1 briefly describes the Type class methods. The following program, FirstQuery.vb, uses the Type class GetType and GetTypeCode methods to retrieve information about several common data types you have used in
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 Method
 
 Description
 
 GetMethod
 
 Returns a specific method in the current type. GetMethod is an overloaded method.
 
 GetMethods
 
 Returns the methods defined in the current type. GetMethods is an overloaded method.
 
 GetNestedType
 
 Returns a specific nested type in the current type. GetNestedType is an overloaded method.
 
 GetNestedTypes
 
 Returns the nested types in the current type. GetNestedTypes is an overloaded method.
 
 GetProperties
 
 Returns the properties of the current type. GetProperties is an overloaded method.
 
 GetProperty
 
 Returns the specified property from the current type. GetProperty is an overloaded method.
 
 GetType
 
 Returns the specified type. GetType is an overloaded method.
 
 GetTypeArray
 
 Returns an array containing the object types in the specified array.
 
 GetTypeCode
 
 Returns the type code of the specified type.
 
 GetTypeFromCLSID
 
 Returns the type associated with the specified class identifier. The GetTypeFromCLSID method is an overloaded method.
 
 GetTypeFromHandle
 
 Returns the type that corresponds to the specified type handle.
 
 GetTypeFromProgID
 
 Returns the type associated with the specified program identifier. The GetTypeFromProgID method is an overloaded method.
 
 GetTypeHandle
 
 Returns the handle for the type of the specified object.
 
 InvokeMember
 
 Invokes a specific method of the current type. InvokeMember is an overloaded member.
 
 IsAssignableFrom
 
 Returns a Boolean value that specifies whether an instance of the type can be assigned from an instance of the specified type.
 
 IsInstanceOfType
 
 Returns a Boolean value that specifies whether the object is an instance of the current type.
 
 IsSubclassOf
 
 Returns a Boolean value that specifies whether the current type was derived from the specified type.
 
 ToString
 
 Returns a string containing the current type’s name. The ToString method is an overloaded method.
 
 Table 18-1
 
 Methods Defined in the Type Class
 
 programs throughout this book. Later in this chapter, you will query a class about its methods, including the number and type of parameters the method requires. To determine a method’s parameter-type information, you will perform operations similar to those shown here:
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 Module Module1 Sub Main() Dim A As Dim B As Dim C As Dim D As Dim E As Dim F As
 
 Integer Double String = "Hello, world" DateTime = New DateTime(Now.Ticks) Byte Boolean
 
 Console.WriteLine("Type Codes:") Console.WriteLine("Integer: " & A.GetTypeCode() & _ " " & A.GetType().Name & " " & _ A.GetType().UnderlyingSystemType.ToString()) Console.WriteLine("Double: " & B.GetTypeCode() & _ " " & B.GetType().Name & " " & _ B.GetType().UnderlyingSystemType.ToString()) Console.WriteLine("String: " & C.GetTypeCode() & _ " " & C.GetType().Name & " " & _ C.GetType().UnderlyingSystemType.ToString()) Console.WriteLine("DateTime: " & D.GetTypeCode() & _ " " & D.GetType().Name & " " & _ D.GetType().UnderlyingSystemType.ToString()) Console.WriteLine("Byte: " & E.GetTypeCode() & _ " " & E.GetType().Name & " " & _ E.GetType().UnderlyingSystemType.ToString()) Console.WriteLine("Boolean: " & F.GetTypeCode() & _ " " & F.GetType().Name & " " & _ F.GetType().UnderlyingSystemType.ToString()) Console.ReadLine() End Sub End Module
 
 After you compile and execute this program, your screen will display the following output: Type Codes: Integer: 9 Int32 System.Int32 Double: 14 Double System.Double
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 String: 18 String System.String DateTime: 16 DateTime System.DateTime Byte: 6 Byte System.Byte Boolean: 3 Boolean System.Boolean
 
 Viewing Class Information in ILDASM In the .NET environment, programs and class libraries do not hold native-mode code (the instructions that correspond directly to the CPU’s instruction set). Instead, the assemblies that hold the program and class libraries store an intermediate language (IL) code. Before the code runs, a special program called the just-in-time (JIT) compiler converts the IL code into the native-mode code the CPU can execute. Using a special command line utility named ILDASM (the intermediate language disassembler), you can view a program (or library’s) intermediate language code. In addition, using metadata in the object, you can use ILDASM to view specifics about a class object, such as the methods the class provides, parameters to the methods, and more, as shown in Figure 18-1. The following program, SimpleClass.vb, creates a class named Person that contains member variables and methods: Module Module1 Class Person Public Name As String Public Age As Integer Public Phone As String Public Sub New(ByVal Name As String, _ ByVal Age As Integer, ByVal Phone As String) Me.Name = Name Me.Age = Age Me.Phone = Phone End Sub Public Sub ShowPerson() Console.WriteLine("Name: " & Name) Console.WriteLine("Age: " & Age) Console.WriteLine("Phone: " & Phone) End Sub End Class Sub Main() Dim Employee As New Person("Buddy Jamsa", 21, "555-1212")
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 Employee.ShowPerson() Console.ReadLine() End Sub End Module
 
 Using Visual Studio, compile the program. Then, to view the class specifics in ILDASM, run the ILDASM program from the command line as follows, replacing the directory path shown here with the directory in which the program file SimpleClass.exe resides on your disk: C:\> ildasm
 
 Figure 18-1
 
 C:\SomeDirectoryPath\SimpleClass.exe
 
 Using ILDASM to view class specifics
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 In the ILDASM program, click the Module1 entry. The program will open the module’s branches. Next, click the Person class. The program will display the class members as previously shown in Figure 18-1. As you can see, the metadata the assembly stores describes the class in detail.
 
 Revisiting an Object’s Methods In the .NET environment, the Reflection API lets programs query an object about the capabilities it provides. The following program, QueryClass.vb, creates a base class and then derives a second class from the base class. Each class defines member variables, methods, properties, and events. Further, the base class implements the IFormattable interface. The code then uses reflection to query each class: Imports System.Reflection Module Module1 Class Base Public ProductID As String Public Weight As Double Private ProductPrice As Double Public Sub New(ByVal ProductID As String, _ ByVal Price As Double, ByVal Weight As Double) Me.ProductID = ProductID Me.Price = Price Me.Weight = Weight End Sub Public Sub ShowProduct() Console.WriteLine("Product ID: " & ProductID) Console.WriteLine("Weight: " & Weight) Console.WriteLine("Price: " & Price) End Sub Public Property Price() As Double Get Return ProductPrice End Get Set(ByVal Value As Double) If (Value >= 0) And (Value					    
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