
	
		
		    
			
			    
			
			
			    
			    
			    
			 
		    

		                     
				 Home
	 Add Document
	 Sign In
	 Register


			
			    
				
				    
					
					
					    
					

				    

				

			    

			

		    

		

	

	
    
	
	        	    
		    		Pro JavaScript Techniques (Pro)    	    

	    	    	Home 
	Pro JavaScript Techniques (Pro)


	

    




    
        
	    

	    
            
		

		
		        		    
    			
    			    
    			

    		    

		    		    
			
			    
				
				    ™

Pro JavaScript Techniques

John Resig

 Pro JavaScript™ Techniques Copyright © 2006 by John Resig All rights reserved...				

				    				
    				    Author: 
										    John Resig					    				

				
			    

			    
				

				 87 downloads
				 3165 Views
				    				 4MB Size
								 Report
			    

			    
				
				This content was uploaded by our users and we assume good faith they have the permission to share this book. If you own the copyright to this book and it is wrongfully on our website, we offer a simple DMCA procedure to remove your content from our site. Start by pressing the button below!
				
 Report copyright / DMCA form

				
			    

			

			
			    
				
				     DOWNLOAD PDF
				

			    

			    
				
				    
				    
					
				    
				    
				    
					
				    
				

				
				    

				

			    

			

			

			

			

			
			
			
		    

		    
						    ™
 
 Pro JavaScript Techniques
 
 John Resig
 
 Pro JavaScript™ Techniques Copyright © 2006 by John Resig All rights reserved. No part of this work may be reproduced or transmitted in any form or by any means, electronic or mechanical, including photocopying, recording, or by any information storage or retrieval system, without the prior written permission of the copyright owner and the publisher. ISBN-13 (pbk): 978-1-59059-727-9 ISBN-10 (pbk): 1-59059-727-3 Printed and bound in the United States of America 9 8 7 6 5 4 3 2 1 Trademarked names may appear in this book. Rather than use a trademark symbol with every occurrence of a trademarked name, we use the names only in an editorial fashion and to the benefit of the trademark owner, with no intention of infringement of the trademark. Java and all Java-based marks are trademarks or registered trademarks of Sun Microsystems, Inc., in the US and other countries. Apress, Inc., is not affiliated with Sun Microsystems, Inc., and this book was written without endorsement from Sun Microsystems, Inc. Lead Editor: Chris Mills Technical Reviewer: Dan Webb Editorial Board: Steve Anglin, Ewan Buckingham, Gary Cornell, Jason Gilmore, Jonathan Gennick, Jonathan Hassell, James Huddleston, Chris Mills, Matthew Moodie, Dominic Shakeshaft, Jim Sumser, Keir Thomas, Matt Wade Project Manager: Tracy Brown Collins Copy Edit Manager: Nicole Flores Copy Editor: Jennifer Whipple Assistant Production Director: Kari Brooks-Copony Production Editor: Laura Esterman Compositor: Linda Weidemann, Wolf Creek Press Proofreader: April Eddy Indexer: Broccoli Information Management Artist: April Milne Cover Designer: Kurt Krames Manufacturing Director: Tom Debolski Distributed to the book trade worldwide by Springer-Verlag New York, Inc., 233 Spring Street, 6th Floor, New York, NY 10013. Phone 1-800-SPRINGER, fax 201-348-4505, e-mail [email protected], or visit http://www.springeronline.com. For information on translations, please contact Apress directly at 2560 Ninth Street, Suite 219, Berkeley, CA 94710. Phone 510-549-5930, fax 510-549-5939, e-mail [email protected], or visit http://www.apress.com. The information in this book is distributed on an “as is” basis, without warranty. Although every precaution has been taken in the preparation of this work, neither the author(s) nor Apress shall have any liability to any person or entity with respect to any loss or damage caused or alleged to be caused directly or indirectly by the information contained in this work. The source code for this book is available to readers at http://www.apress.com in the Source Code/ Download section and on the book’s web site at http://jspro.org.
 
 Contents at a Glance About the Author . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . xv About the Technical Reviewer . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . xvii Acknowledgments . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . xix
 
 PART 1
 
 ■■■
 
 ■CHAPTER 1
 
 PART 2
 
 PART 3 ■CHAPTER ■CHAPTER ■CHAPTER ■CHAPTER ■CHAPTER
 
 PART 4 ■CHAPTER ■CHAPTER ■CHAPTER ■CHAPTER
 
 Modern JavaScript Programming . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3
 
 ■■■
 
 ■CHAPTER 2 ■CHAPTER 3 ■CHAPTER 4
 
 Unobtrusive JavaScript
 
 The Document Object Model . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 77 Events . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 111 JavaScript and CSS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 135 Improving Forms . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 169 Building an Image Gallery . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 191
 
 ■■■ 10 11 12 13
 
 Professional JavaScript Development
 
 Object-Oriented JavaScript . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19 Creating Reusable Code . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39 Tools for Debugging and Testing . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 59
 
 ■■■ 5 6 7 8 9
 
 Introducing Modern JavaScript
 
 Ajax
 
 Introduction to Ajax . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 215 Enhancing Blogs with Ajax . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 233 Autocomplete Search . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 247 An Ajax Wiki . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 265
 
 iii
 
 PART 5
 
 ■■■
 
 The Future of JavaScript
 
 ■CHAPTER 14 Where Is JavaScript Going? . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 287
 
 PART 6
 
 ■■■
 
 ■APPENDIX A ■APPENDIX B ■APPENDIX C
 
 Appendixes
 
 DOM Reference . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 307 Events Reference . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 325 The Browsers . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 345
 
 ■INDEX . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 349
 
 Contents About the Author . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . xv About the Technical Reviewer . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . xvii Acknowledgments . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . xix
 
 PART 1
 
 ■■■
 
 ■CHAPTER 1
 
 Introducing Modern JavaScript
 
 Modern JavaScript Programming . . . . . . . . . . . . . . . . . . . . . . . . . . . 3 Object-Oriented JavaScript . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3 Testing Your Code . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5 Packaging for Distribution . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5 Unobtrusive DOM Scripting . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7 The Document Object Model . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8 Events . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9 JavaScript and CSS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10 Ajax . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10 Browser Support . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13 Summary. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
 
 PART 2
 
 ■■■
 
 ■CHAPTER 2
 
 Professional JavaScript Development
 
 Object-Oriented JavaScript
 
 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
 
 Language Features . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19 References . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19 Function Overloading and Type-Checking . . . . . . . . . . . . . . . . . . . . . . 21 Scope . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25 Closures. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27 Context. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
 
 v
 
 vi
 
 ■CONTENTS
 
 Object-Oriented Basics . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32 Objects . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32 Object Creation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32 Summary. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 38
 
 ■CHAPTER 3
 
 Creating Reusable Code . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39 Standardizing Object-Oriented Code . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39 Prototypal Inheritance . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39 Classical Inheritance . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 40 The Base Library . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 44 The Prototype Library . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 45 Packaging . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 49 Namespacing . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 49 Cleaning Up Your Code . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 52 Compression . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 54 Distribution . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 56 Summary. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 58
 
 ■CHAPTER 4
 
 Tools for Debugging and Testing . . . . . . . . . . . . . . . . . . . . . . . . . . 59 Debugging . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 59 Error Console . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 59 DOM Inspectors . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 64 Firebug. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 67 Venkman . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 67 Testing. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 68 JSUnit. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 69 J3Unit . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 71 Test.Simple . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 72 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 73
 
 ■CONTENTS
 
 PART 3
 
 ■■■
 
 ■CHAPTER 5
 
 Unobtrusive JavaScript
 
 The Document Object Model . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 77 An Introduction to the Document Object Model . . . . . . . . . . . . . . . . . . . . . . 77 Navigating the DOM . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 77 Handling White Space in the DOM . . . . . . . . . . . . . . . . . . . . . . . . . . . . 80 Simple DOM Navigation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 82 Binding to Every HTML Element . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 84 Standard DOM Methods . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 85 Waiting for the HTML DOM to Load . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 87 Waiting for the Page to Load . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 87 Waiting for Most of the DOM to Load . . . . . . . . . . . . . . . . . . . . . . . . . . 87 Figuring Out When the DOM Is Loaded . . . . . . . . . . . . . . . . . . . . . . . . 88 Finding Elements in an HTML Document . . . . . . . . . . . . . . . . . . . . . . . . . . . 91 Finding Elements by Class Name . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 91 Finding Elements by CSS Selector . . . . . . . . . . . . . . . . . . . . . . . . . . . . 92 XPath . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 95 Getting the Contents of an Element . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 96 Getting the Text Inside an Element . . . . . . . . . . . . . . . . . . . . . . . . . . . . 96 Getting the HTML Inside an Element . . . . . . . . . . . . . . . . . . . . . . . . . . 98 Working with Element Attributes . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 99 Getting and Setting an Attribute Value . . . . . . . . . . . . . . . . . . . . . . . . . 99 Modifying the DOM . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 103 Creating Nodes Using the DOM . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 103 Inserting into the DOM . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 104 Injecting HTML into the DOM . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 105 Removing Nodes from the DOM . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 108 Summary. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 110
 
 ■CHAPTER 6
 
 Events . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 111 Introduction to JavaScript Events . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 111 Asynchronous Events vs. Threads . . . . . . . . . . . . . . . . . . . . . . . . . . . 111 Event Phases . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 114 Common Event Features . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 116 The Event Object . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 116 The this Keyword . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 117 Canceling Event Bubbling . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 118 Overriding the Browser’s Default Action . . . . . . . . . . . . . . . . . . . . . . 119
 
 vii
 
 viii
 
 ■CONTENTS
 
 Binding Event Listeners . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 122 Traditional Binding . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 122 DOM Binding: W3C . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 124 DOM Binding: IE . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 125 addEvent and removeEvent . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 126 Types of Events . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 129 Unobtrusive DOM Scripting . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 129 Anticipating JavaScript Being Disabled . . . . . . . . . . . . . . . . . . . . . . . 130 Making Sure Links Don’t Rely on JavaScript . . . . . . . . . . . . . . . . . . 130 Watching for When CSS Is Disabled . . . . . . . . . . . . . . . . . . . . . . . . . . 131 Event Accessibility . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 132 Summary. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 133
 
 ■CHAPTER 7
 
 JavaScript and CSS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 135 Accessing Style Information . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 135 Dynamic Elements. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 137 An Element’s Position . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 137 An Element’s Size . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 147 An Element’s Visibility . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 149 Animations . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 151 Slide In . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 152 Fade In . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 152 The Browser . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 153 Mouse Position . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 153 The Viewport . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 155 Drag-and-Drop . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 157 Libraries . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 163 moo.fx and jQuery . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 163 Scriptaculous . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 164 Summary. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 167
 
 ■CHAPTER 8
 
 Improving Forms . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 169 Form Validation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 169 Required Fields . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 172 Pattern Matching . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 174 Rule Set . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 177
 
 ■CONTENTS
 
 Displaying Error Messages . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 179 Validation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 179 When to Validate . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 183 Usability Improvements . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 186 Hover Labels . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 186 Marking Required Fields . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 188 Summary. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 189
 
 ■CHAPTER 9
 
 Building an Image Gallery . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 191 Example Galleries . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 191 Lightbox . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 191 ThickBox . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 193 Building the Gallery . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 195 Loading Unobtrusively . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 198 Transparent Overlay . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 200 Positioned Box . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 203 Navigation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 207 Slideshow . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 209 Summary. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 212
 
 PART 4
 
 ■■■
 
 Ajax
 
 ■CHAPTER 10 Introduction to Ajax . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 215 Using Ajax . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 215 HTTP Requests . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 216 HTTP Response . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 221 Handling Response Data . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 225 The Complete Ajax Package . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 226 Examples of Different Data Usage . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 229 An XML-Based RSS Feed . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 229 An HTML Injector . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 231 JSON and JavaScript: Remote Execution . . . . . . . . . . . . . . . . . . . . . 232 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 232
 
 ix
 
 x
 
 ■CONTENTS
 
 ■CHAPTER 11 Enhancing Blogs with Ajax . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 233 Never-Ending Blog . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 233 The Blog Template. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 234 The Data Source . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 236 Event Detection . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 238 The Request . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 238 The Result . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 239 Live Blogging . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 243 Summary. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 245
 
 ■CHAPTER 12 Autocomplete Search . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 247 Examples of Autocomplete Search . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 247 Building the Page . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 249 Watching for Key Input . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 251 Retrieving the Results . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 254 Navigating the Result List . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 257 Keyboard Navigation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 257 Mouse Navigation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 258 The Final Result . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 259 Summary. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 264
 
 ■CHAPTER 13 An Ajax Wiki . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 265 What Is a Wiki? . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 265 Talking With the Database . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 266 The Ajax Request . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 267 The Server-Side Code . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 268 Handling a Request . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 268 Executing and Formatting SQL . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 270 Handling the JSON Response . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 272 An Extra Case Study: A JavaScript Blog . . . . . . . . . . . . . . . . . . . . . . . . . . . 274 Application Code . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 275 Core JavaScript Code . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 276 JavaScript SQL Library . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 279 Ruby Server-Side Code . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 280 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 283
 
 ■CONTENTS
 
 PART 5
 
 ■■■
 
 The Future of JavaScript
 
 ■CHAPTER 14 Where Is JavaScript Going? . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 287 JavaScript 1.6 and 1.7 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 287 JavaScript 1.6 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 288 JavaScript 1.7 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 291 Web Applications 1.0 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 294 Building a Clock . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 294 Simple Planet Simulation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 298 Comet . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 301 Summary. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 304
 
 PART 6
 
 ■■■
 
 ■APPENDIX A
 
 Appendixes
 
 DOM Reference . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 307 Resources . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 307 Terminology . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 307 Global Variables . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 309 document . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 309 HTMLElement . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 310 DOM Navigation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 310 body . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 310 childNodes . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 311 documentElement . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 311 firstChild . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 311 getElementById( elemID ) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 311 getElementsByTagName( tagName ) . . . . . . . . . . . . . . . . . . . . . . . . . 312 lastChild . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 312 nextSibling . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 313 parentNode . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 313 previousSibling . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 314 Node Information . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 314 innerText . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 314 nodeName . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 315 nodeType . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 315 nodeValue . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 316
 
 xi
 
 xii
 
 ■CONTENTS
 
 Attributes. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 316 className . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 316 getAttribute( attrName ) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 317 removeAttribute( attrName ) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 317 setAttribute( attrName, attrValue ) . . . . . . . . . . . . . . . . . . . . . . . . . . . 318 DOM Modification . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 319 appendChild( nodeToAppend ). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 319 cloneNode( true|false ) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 319 createElement( tagName ) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 320 createElementNS( namespace, tagName ) . . . . . . . . . . . . . . . . . . . . 320 createTextNode( textString ) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 321 innerHTML. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 321 insertBefore( nodeToInsert, nodeToInsertBefore ) . . . . . . . . . . . . . . 322 removeChild( nodeToRemove ) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 322 replaceChild( nodeToInsert, nodeToReplace ). . . . . . . . . . . . . . . . . . 323
 
 ■APPENDIX B
 
 Events Reference
 
 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 325
 
 Resources . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 325 Terminology . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 325 Event Object . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 326 General Properties . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 327 Mouse Properties . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 329 Keyboard Properties . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 332 Page Events . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 334 load . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 334 beforeunload . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 335 error . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 335 resize . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 336 scroll . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 336 unload . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 336 UI Events . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 337 focus . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 337 blur . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 337
 
 ■CONTENTS
 
 Mouse Events . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 337 click . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 337 dblclick . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 338 mousedown . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 338 mouseup . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 338 mousemove . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 338 mouseover . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 340 mouseout . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 340 Keyboard Events . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 341 keydown / keypress . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 341 keyup . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 341 Form Events . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 342 select . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 342 change . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 342 submit . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 342 reset . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 343
 
 ■APPENDIX C
 
 The Browsers . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 345 Modern Browsers . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 345 Internet Explorer. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 345 Mozilla . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 346 Safari . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 346 Opera . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 346
 
 ■INDEX . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 349
 
 xiii
 
 About the Author ■JOHN RESIG is a programmer and entrepreneur who has a passion for the JavaScript programming language. He’s the creator and lead developer of the jQuery JavaScript library and the lead developer on many web-based projects. When he’s not programming, he enjoys watching movies, writing in his web log (http://ejohn.org/), and spending time with his girlfriend, Julia.
 
 xv
 
 About the Technical Reviewer ■DAN WEBB is a freelance web application developer who has most recently been working with Vivabit, where he is developing Event Wax, a web-based event management system. He also recently coauthored the Unobtrusive JavaScript Plugin for Rails and the Low Pro extension to Prototype. Dan is a JavaScript expert who has spoken at @media 2006, RailsConf, and The Ajax Experience. He has written for A List Apart, HTML Dog, and SitePoint, and he is a member of the UK web design group the Brit Pack. He blogs regularly about Ruby, Rails, and JavaScript at his site, http://www.danwebb.net/. He recently became a member of the newly formed Prototype Core Team.
 
 xvii
 
 Acknowledgments I
 
 ’d like to take this opportunity to thank everyone who made this book possible. It was a tremendous amount of work, and I appreciate all the help and guidance that I received along the way. I’d like to thank my editor, Chris Mills, for finding me and encouraging me to write this book. He conceptualized much of its structure, flow, and groundwork; without him, this project would not have happened. I’d also like to thank my technical editor, Dan Webb, for thoroughly checking my code and reminding me of the finer points of the JavaScript language. Due to his effort, the code in this book should work as expected and be presented in a way that is correct and understandable. I’d like to thank my copy editor, Jennifer Whipple, and my production editor, Laura Esterman, for helping to keep the book readable and comprehensible, and for dealing with my many follies and inconsistencies. I also want to thank Tracy Brown Collins, my project manager, for keeping me in line, organized, and (generally) on top of my deadlines. I’d also like to thank Julia West and Josh King for sticking with me through the long days and weeks of writing, while I was shirking my other responsibilities. Julia was by my side every day, making sure that I always met my deadlines, keeping me strong, and encouraging me to work hard. Finally, I would like to thank my family and friends for supporting me and encouraging me throughout the years.
 
 xix
 
 This page intentionally blank
 
 PART
 
 1
 
 ■■■
 
 Introducing Modern JavaScript
 
 CHAPTER
 
 1
 
 ■■■
 
 Modern JavaScript Programming T
 
 he evolution of JavaScript has been gradual but persistent. Over the course of the past decade, the perception of JavaScript has evolved from a simple toy language into a respected programming language used by corporations and developers across the globe to make incredible applications. The modern JavaScript programming language—as it has always been—is solid, robust, and incredibly powerful. Much of what I’ll be discussing in this book will show what makes modern JavaScript applications so different from what they used to be. Many of the ideas presented in this chapter aren’t new by any stretch, but their acceptance by thousands of intelligent programmers has helped to refine their use and to make them what they are today. So, without further ado, let’s look at modern JavaScript programming.
 
 Object-Oriented JavaScript From a language perspective, there is absolutely nothing modern about object-oriented programming or object-oriented JavaScript; JavaScript was designed to be a completely object-oriented language from the start. However, as JavaScript has “evolved” in its use and acceptance, programmers of other languages (such as Ruby, Python, and Perl) have taken note and begun to bring their programmatic idioms over to JavaScript. Object-oriented JavaScript code looks and behaves differently from other object-capable languages. I’ll go into depth, discussing the various aspects of what makes it so unique, in Chapter 2, but for now, let’s look at some of the basics to get a feel for how modern JavaScript code is written. An example of two object constructors can be found in Listing 1-1, demonstrating a simple object pairing that can be used for lectures in a school. Listing 1-1. Object-Oriented JavaScript Representing a Lecture and a Schedule of Lectures // The constructor for our 'Lecture' // Takes two strings, name and teacher function Lecture( name, teacher ) { // Save them as local properties of the object this.name = name; this.teacher = teacher; } 3
 
 4
 
 CHAPTER 1 ■ MODERN JAVASCRIPT PROGRAMMING
 
 // A method of the Lecture class, used to generate // a string that can be used to display Lecture information Lecture.prototype.display = function(){ return this.teacher + " is teaching " + this.name; }; // A Schedule constructor that takes in an // array of lectures function Schedule( lectures ) { this.lectures = lectures; } // A method for constructing a string representing // a Schedule of Lectures Schedule.prototype.display = function(){ var str = ""; // Go through each of the lectures, building up // a string of information for ( var i = 0; i < this.lectures.length; i++ ) str += this.lectures[i].display() + " "; return str; }; As you can probably see from the code in Listing 1-1, most of the object-oriented fundamentals are there but are structured differently from other more common object-oriented languages. You can create object constructors and methods, and access and retrieve object properties. An example of using the two classes in an application is shown in Listing 1-2. Listing 1-2. Providing a User with List of Classes // Create a new Schedule object and save it in // the variable 'mySchedule' var mySchedule = new Schedule([ // Create an array of the Lecture objects, which // are passed in as the only argument to the Lecture object new Lecture( "Gym", "Mr. Smith" ), new Lecture( "Math", "Mrs. Jones" ), new Lecture( "English", "TBD" ) ]); // Display the Schedule information as a pop-up alert alert( mySchedule.display() ); With the acceptance of JavaScript among programmers, the use of well-designed objectoriented code has also become more popular. Throughout the book I’ll attempt to show different pieces of object-oriented JavaScript code that I think best exemplifies code design and implementation.
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 Testing Your Code After establishing a good object-oriented code base, the second aspect of developing professional-quality JavaScript code is to make sure that you have a robust code-testing environment. The need for proper testing is especially apparent when you develop code that will be actively used or maintained by other developers. Providing a solid basis for other developers to test against is essential for maintaining code development practices. In Chapter 4, you’ll look at a number of different tools that can be used to develop a good testing/use case regime along with simple debugging of complex applications. One such tool is the Firebug plug-in for Firefox. Firebug provides a number of useful tools, such as an error console, HTTP request logging, debugging, and element inspection. Figure 1-1 shows a live screenshot of the Firebug plug-in in action, debugging a piece of code.
 
 Figure 1-1. A screenshot of the Firefox Firebug plug-in in action
 
 The importance of developing clean, testable code cannot be overstated. Once you begin developing some clean object-oriented code and pairing it together with a proper testing suite, I’m sure you’ll be inclined to agree.
 
 Packaging for Distribution The final aspect of developing modern, professional JavaScript code is the process of packaging code for distribution or real-world use. As developers have started to use more and more JavaScript code in their pages, the possibility for conflicts increases. If two JavaScript libraries both have a variable named data or both decide to add events differently from one another, disastrous conflicts and confusing bugs can occur. The holy grail of developing a successful JavaScript library is the ability for the developer to simply drop a <script> pointer to it and have it work with no changes. A number of techniques and solutions exist that developers use to keep their code clean and universally compatible. The most popular technique for keeping your code from influencing or interfering with other JavaScript code is the use of namespaces. The ultimate (but not necessarily the best or
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 most useful) example of this in action is a public user interface library developed by Yahoo, which is available for anyone to use. An example of using the library is shown in Listing 1-3. Listing 1-3. Adding an Event to an Element Using the Heavily Namespaced Yahoo UI Library // Add a mouseover event listener to the element that has an // ID of 'body' YAHOO.util.Event.addListener('body','mouseover',function(){ // and change the background color of the element to red this.style.backgroundColor = 'red'; }); One problem that exists with this method of namespacing, however, is that there is no inherent consistency from one library to another on how it should be used or structured. It is on this point that central code repositories such as JSAN (JavaScript Archive Network) become immensely useful. JSAN provides a consistent set of rules for libraries to be structured against, along with a way to quickly and easily import other libraries that your code relies upon. A screenshot of the main distribution center of JSAN is shown in Figure 1-2. I will discuss the intricacies of developing clean, packageable code in Chapter 3. Additionally, the importance of other common stumbling points, such as event-handling collision, will be discussed in Chapter 6.
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 Figure 1-2. A screenshot of the public JSAN code repository
 
 Unobtrusive DOM Scripting Built upon a core of good, testable code and compliant distributions is the concept of unobtrusive DOM scripting. Writing unobtrusive code implies a complete separation of your HTML content: the data coming from the server, and the JavaScript code used to make it all dynamic. The most important side effect of achieving this complete separation is that you now have code that is perfectly downgradeable (or upgradeable) from browser to browser. You can use this to offer advanced content to browsers that support it, while still downgrading gracefully for browsers that don’t. Writing modern, unobtrusive code consists of two aspects: the Document Object Model (DOM), and JavaScript events. In this book I explain both of these aspects in depth.
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 The Document Object Model The DOM is a popular way of representing XML documents. It is not necessarily the fastest, lightest, or easiest to use, but it is the most ubiquitous, with an implementation existing in most web development programming languages (such as Java, Perl, PHP, Ruby, Python, and JavaScript). The DOM was constructed to provide an intuitive way for developers to navigate an XML hierarchy. Since valid HTML is simply a subset of XML, having an efficient way to parse and browse DOM documents is absolutely essential for making JavaScript development easier. Ultimately, the majority of interaction that occurs in JavaScript is between JavaScript and the different HTML elements contained within a web page; and the DOM is an excellent tool for making this process simpler. Some examples of using the DOM to navigate and find different elements within a page and then manipulate them can be found in Listing 1-4. Listing 1-4. Using the Document Object Model to Locate and Manipulate Different DOM Elements Introduction to the DOM <script> // We can't manipulate the DOM until the document // is fully loaded window.onload = function(){ // Find all the 	 elements in the document var li = document.getElementsByTagName("li"); // and add a ared border around all of them for ( var j = 0; j < li.length; j++ ) { li[j].style.border = "1px solid #000"; } // Locate the element with an ID of 'everywhere' var every = document.getElementById( "everywhere" ); // and remove it from the document every.parentNode.removeChild( every ); }; Introduction to the DOM There are a number of reasons why the DOM is awesome, here are some:
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 	It can be found everywhere.
	It's easy to use.
	It can help you to find what you want, really quickly.

 The DOM is the first step to developing unobtrusive JavaScript code. By being able to quickly and simply navigate an HTML document, all resulting JavaScript/HTML interactions become that much simpler.
 
 Events Events are the glue that holds together all user interaction within an application. In a nicely designed JavaScript application, you’re going to have your data source and its visual representation (inside of the HTML DOM). In order to synchronize these two aspects, you’re going to have to look for user interactions and attempt to update the user interface accordingly. The combination of using the DOM and JavaScript events is the fundamental union that makes all modern web applications what they are. All modern browsers provide a number of events that are fired whenever certain interactions occur, such as the user moving the mouse, striking the keyboard, or exiting the page. Using these events, you can register code that will be executed whenever the event occurs. An example of this interaction is shown in Listing 1-5, where the background color of the 
	s change whenever the user moves his mouse over them. Listing 1-5. Using the DOM and Events to Provide Some Visual Effects Introduction to the DOM <script> // We can't manipulate the DOM until the document // is fully loaded window.onload = function(){ // Find all the 
	 elements, to attach the event handlers to them var li = document.getElementsByTagName("li"); for ( var i = 0; i < li.length; i++ ) { // Attach a mouseover event handler to the 
	 element, // which changes the 
	s background to blue. li[i].onmouseover = function() { this.style.backgroundColor = 'blue'; };
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 // Attach a mouseout event handler to the 
	 element // which changes the 
	s background back to its default white li[i].onmouseout = function() { this.style.backgroundColor = 'white'; }; } }; Introduction to the DOM There are a number of reasons why the DOM is awesome, here are some:
 	It can be found everywhere.
	It's easy to use.
	It can help you to find what you want, really quickly.

 JavaScript events are complex and diverse. Much of the code and applications in this book utilize events in one way or another. Chapter 6 and Appendix B are completely dedicated to events and their interactions.
 
 JavaScript and CSS Building upon your base of DOM and event interactions comes dynamic HTML. At its core, dynamic HTML represents the interactions that occur between JavaScript and the CSS information attached to DOM elements. Cascading style sheets (CSS) serve as the standard for laying out simple, unobtrusive web pages that still afford you (the developer) the greatest amount of power while providing your users with the least amount of compatibility issues. Ultimately, dynamic HTML is about exploring what can be achieved when JavaScript and CSS interact with each other and how you can best use that combination to create impressive results. For some examples of advanced interactions, such as drag-and-drop elements and animations, take a look at Chapter 7, where they are discussed in depth.
 
 Ajax Ajax, or Asynchronous JavaScript and XML, is a term coined in the article “Ajax: A New Approach to Web Applications” (http://www.adaptivepath.com/publications/essays/ archives/000385.php) by Jesse James Garrett, cofounder and president of Adaptive Path, an information architecture firm. It describes the advanced interactions that occur between the client and the server, when requesting and submitting additional information.
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 The term Ajax encompasses hundreds of permutations for data communication, but all center around a central premise: that additional requests are made from the client to the server even after the page has completely loaded. This allows application developers to create additional interactions that can involve the user beyond the slow, traditional flow of an application. Figure 1-3 is a diagram from Garrett’s Ajax article that shows how the flow of interaction within an application changes due to the additional requests that are made in the background (and most likely without the user’s knowledge).
 
 Figure 1-3. A diagram from the article “Ajax: A New Approach to Web Applications,” showing the advanced, asynchronous interaction that occurs between the client and a server
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 Since the original release of the Garrett article, the interest of users, developers, designers, and managers has been piqued, allowing for an explosion of new applications that make use of this advanced level of interaction. Ironically, while there has been this resurgence in interest, the technology behind Ajax is rather old (having been used commercially since around the year 2000). The primary difference, however, is that the older applications utilized browser-specific means of communicating with the server (such as Internet Explorer–only features). Since all modern browsers support XMLHttpRequest (the primary method for sending or receiving XML data from a server), the playing field has been leveled, allowing for everyone to enjoy its benefits. If one company has been at the forefront of making cool applications using Ajax technology, it’s Google. One highly interactive demo that it released just before the original Ajax article came out is Google Suggest. The demo allows you to type your query and have it be autocompleted in real time; this is a feature that could never be achieved using old page reloads. A screenshot of Google Suggest in action is shown in Figure 1-4.
 
 Figure 1-4. A screenshot of Google Suggest, an application available at the time of Garrett’s Ajax article that utilized the asynchronous XML techniques
 
 Additionally, another revolutionary application of Google is Google Maps, which allows the user to move around a map and see relevant, local results displayed in real time. The level of speed and usability that this application provides by using Ajax techniques is unlike any other mapping application available and has completely revolutionized the online mapping market as a result. A screenshot of Google Maps is shown in Figure 1-5. Even though very little has physically changed within the JavaScript language, during the past couple years, the acceptance of JavaScript as a full-blown programming environment by such companies as Google and Yahoo shows just how much has changed in regard to its perception and popularity.
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 Figure 1-5. Google Maps, which utilizes a number of Ajax techniques to dynamically load location information
 
 Browser Support The sad truth of JavaScript development is that since it is so tied to the browsers that implement and support it, it is also at the mercy of whichever browsers are currently the most popular. Since users don’t necessarily use the browsers with the best JavaScript support, we’re forced to pick and choose which features are most important. What many developers have begun to do is cut off support for browsers that simply cause too much trouble when developing for them. It’s a delicate balance between supporting browsers due to the size of their user base and supporting them because they have a feature that you like. Recently Yahoo released a JavaScript library that can be used to extend your web applications. Along with the library, it also released some design pattern guidelines for web developers to follow. The most important document to come out of it (in my opinion) is Yahoo’s
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 official list of browsers that it does and doesn’t support. While anyone, and any corporation, can do something similar, having a document provided by one of the most trafficked web sites on the Internet is entirely invaluable. Yahoo developed a graded browser support strategy that assigns a certain grade to a browser and provides different content to it based upon its capabilities. Yahoo gives browsers three grades: A, X, and C: • A-grade browsers are fully supported and tested, and all Yahoo applications are guaranteed to work in them. • An X-grade browser is an A-grade browser that Yahoo knows exists but simply does not have the capacity to test thoroughly, or is a brand-new browser that it’s never encountered before. X-grade browsers are served with the same content as A-grade browsers, in hopes that they’ll be able to handle the advanced content. • C-grade browsers are known as “bad” browsers that do not support the features necessary to run Yahoo applications. These browsers are served the functional application contents without JavaScript, as Yahoo applications are fully unobtrusive (in that they will continue to work without the presence of JavaScript). Incidentally, Yahoo’s browser grade choices just so happen to coincide with my own, which makes it particularly appealing. Within this book, I use the term modern browser a lot; when I use that phrase, I mean any browser that has grade-A support deemed by the Yahoo browser chart. By giving you a consistent set of features with which to work, the learning and development experience will become much more interesting and much less painful (all by avoiding browser incompatibilities). I highly recommend that you read through graded browser support documents (which can be found at http://developer.yahoo.com/yui/articles/gbs/gbs.html), including the browser support chart shown in Figure 1-6, to get a feel for what Yahoo is attempting to accomplish. By making this information available to the general web-developing public, Yahoo is providing an invaluable “gold standard” for all others to reach, which is a great thing to have. For more information about all the browsers that are supported, see Appendix C of this book where the shortcomings and advantages of each browser are discussed in depth. More often than not, you’ll find all of the A-grade browsers to be on the cutting edge of development, providing more than enough features for you to develop with. When choosing what browsers you wish to support, the end result ultimately boils down to a set of features that your application is able to support. If you wish to support Netscape Navigator 4 or Internet Explorer 5 (for example), it would severely limit the number of features that you could use in your application, due to their lack of support for modern programming techniques.
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 Figure 1-6. The graded browser support chart provided by Yahoo
 
 However, knowing which browsers are modern allows you to utilize the powerful features that are available in them, giving you a consistent base from which you can do further development. This consistent development base can be defined by the following set of features: Core JavaScript 1.5: The most current, accepted version of JavaScript. It has all the features necessary to support fully functional object-oriented JavaScript. Internet Explorer 5.0 doesn’t support full 1.5, which is the primary reason developers don’t like to support it. XML Document Object Model (DOM) 2: The standard for traversing HTML and XML documents. This is absolutely essential for writing fast applications. XMLHttpRequest: The backbone of Ajax—a simple layer for initiating remote HTTP requests. All browsers support this object by default, except for Internet Explorer 5.5–6.0; however, they each support initiating a comparable object using ActiveX. CSS: An essential requirement for designing web pages. This may seem like an odd requirement, but having CSS is essential for web application developers. Since every modern browser supports CSS, it generally boils down to discrepancies in presentation that cause the most problems. This is the primary reason Internet Explorer for Mac is less frequently supported.
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 The combination of all these browser features is what makes up the backbone of developing JavaScript web applications. Since all modern browsers support the previously listed features (in one way or another), it gives you a solid platform to build off of for the rest of this book. Everything discussed in this book will be based on the assumption that the browser you’re using supports these features, at the very least.
 
 Summary This book is an attempt to completely encompass all modern, professional JavaScript programming techniques as they are used by everyone from individual developers to large corporations, making their code more usable, understandable, and interactive. In this chapter we looked at a brief overview of everything that we’re going to discuss in this book. This includes the foundations of professional JavaScript programming: writing object-oriented code, testing your code, and packaging it for distribution. Next you saw the fundamental aspects of unobtrusive DOM scripting, including a brief overview of the Document Object Model, events, and the interaction between JavaScript and CSS. Finally you looked at the premise behind Ajax and the support of JavaScript in modern browsers. All together, these topics are more than enough to take you to the level of a professional JavaScript programmer.
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 Object-Oriented JavaScript O
 
 bjects are the fundamental units of JavaScript. Virtually everything in JavaScript is an object and takes advantage of that fact. However, to build up a solid object-oriented language, JavaScript includes a vast arsenal of features that make it an incredibly unique language, both in possibilities and in style. In this chapter I’m going to begin by covering some of the most important aspects of the JavaScript language, such as references, scope, closures, and context, that you will find sorely lacking in other JavaScript books. After the important groundwork has been laid, we’ll begin to explore the important aspects of object-oriented JavaScript, including exactly how objects behave and how to create new ones and set up methods with specific permissions. This is quite possibly the most important chapter in this book if taken to heart, as it will completely change the way you look at JavaScript as a language.
 
 Language Features JavaScript has a number of language features that are fundamental to making the language what it is. There are very few other languages like it. Personally, I find the combination of features to fit just right, contributing to a deceptively powerful language.
 
 References A fundamental aspect of JavaScript is the concept of references. A reference is a pointer to an actual location of an object. This is an incredibly powerful feature The premise is that a physical object is never a reference. A string is always a string; an array is always an array. However, multiple variables can refer to that same object. It is this system of references that JavaScript is based around. By maintaining sets of references to other objects, the language affords you much more flexibility. Additionally, an object can contain a set of properties, all of which are simply references to other objects (such as strings, numbers, arrays, etc.). When multiple variables point to the same object, modifying the underlying type of that object will be reflected in all variables. An example of this is shown in Listing 2-1, where two variables point to the same object, but the modification of the object’s contents is reflected globally.
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 Listing 2-1. Example of Multiple Variables Referring to a Single Object // Set obj to an empty object var obj = new Object(); // objRef now refers to the other object var objRef = obj; // Modify a property in the original object obj.oneProperty = true; // We now see that that change is represented in both variables // (Since they both refer to the same object) alert( obj.oneProperty === objRef.oneProperty ); I mentioned before that self-modifying objects are very rare in JavaScript. Let’s look at one popular instance where this occurs. The array object is able to add additional items to itself using the push() method. Since, at the core of an Array object, the values are stored as object properties, the result is a situation similar to that shown in Listing 2-1, where an object becomes globally modified (resulting in multiple variables’ contents being simultaneously changed). An example of this situation can be found in Listing 2-2. Listing 2-2. Example of a Self-Modifying Object // Create an array of items var items = new Array( "one", "two", "three" ); // Create a reference to the array of items var itemsRef = items; // Add an item to the original array items.push( "four" ); // The length of each array should be the same, // since they both point to the same array object alert( items.length == itemsRef.length ); It’s important to remember that references only point to the final referred object, not a reference itself. In Perl, for example, it’s possible to have a reference point to another variable, which also is a reference. In JavaScript, however, it traverses down the reference chain and only points to the core object. An example of this situation can be seen in Listing 2-3, where the physical object is changed but the reference continues to point back at the old object. Listing 2-3. Changing the Reference of an Object While Maintaining Integrity // Set items to an array (object) of strings var items = new Array( "one", "two", "three" );
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 // Set itemsRef to a reference to items var itemsRef = items; // Set items to equal a new object items = new Array( "new", "array" ); // items and itemsRef now point to different objects. // items points to new Array( "new", "array" ) // itemsRef points to new Array( "one", "two", "three" ) alert( items !== itemsRef ); Finally, let’s look at a strange instance that appears to be one of object self-modification, but results in a new nonreferential object. When performing string concatenation the result is always a new string object rather than a modified version of the original string. This can be seen in Listing 2-4. Listing 2-4. Example of Object Modification Resulting in a New Object, Not a Self-Modified Object // Set item equal to a new string object var item = "test"; // itemRef now refers to the same string object var itemRef = item; // Concatenate some new text onto the string object // NOTE: This creates a new object, and does not modify // the original object. item += "ing"; // The values of item and itemRef are NOT equal, as a whole // new string object has been created alert( item != itemRef ); References can be a tricky subject to wrap your mind around, if you’re new to them. Although, understanding how references work is paramount to writing good, clean JavaScript code. In the next couple sections we’re going to look at a couple features that aren’t necessarily new or exciting but are important to writing good, clean code.
 
 Function Overloading and Type-Checking A common feature in other object-oriented languages, such as Java, is the ability to “overload” functions to perform different behaviors when different numbers or types of arguments are passed to them. While this ability isn’t immediately available in JavaScript, a number of tools are provided that make this quest entirely possible. Function overloading requires two things: the ability to determine how many arguments are provided, and the ability to determine the type of the arguments that are provided. Let’s start by looking at the number of arguments provided.
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 Inside of every function in JavaScript there exists a contextual variable named arguments that acts as a pseudo-array containing all the arguments passed into the function. Arguments isn’t a true array (meaning that you can’t modify it, or call .push() to add new items), but you can access items in the array, and it does have a .length property. There are two examples of this in Listing 2-5. Listing 2-5. Two Examples of Function Overloading in JavaScript // A simple function for sending a message function sendMessage( msg, obj ) { // If both a message and an object are provided if ( arguments.length == 2 ) // Send the message to the object obj.handleMsg( msg ); // Otherwise, assume that only a message was provided else // So just display the default error message alert( msg ); } // Call the function with one argument – displaying the message using an alert sendMessage( "Hello, World!" ); // Otherwise, we can pass in our own object that handles // a different way of displaying information sendMessage( "How are you?", { handleMsg: function( msg ) { alert( "This is a custom message: " + msg ); } }); // A function that takes any number of arguments and makes // an array out of them function makeArray() { // The temporary array var arr = []; // Go through each of the submitted arguments for ( var i = 0; i < arguments.length; i++ ) { arr.push( arguments[i] ); } // Return the resulting array return arr; }
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 Additionally, there exists another method for determining the number of arguments passed to a function. This particular method uses a little more trickiness to get the job done, however. We take advantage of the fact that any argument that isn’t provided has a value of undefined. Listing 2-6 shows a simple function for displaying an error message and providing a default message if one is not provided. Listing 2-6. Displaying an Error Message and a Default Message function displayError( msg ) { // Check and make sure that msg is not undefined if ( typeof msg == 'undefined' ) { // If it is, set a default message msg = "An error occurred."; } // Display the message alert( msg ); } The use of the typeof statement helps to lead us into the topic of type-checking. Since JavaScript is (currently) a dynamically typed language, this proves to be a very useful and important topic. There are a number of different ways to check the type of a variable; we’re going to look at two that are particularly useful. The first way of checking the type of an object is by using the obvious-sounding typeof operator. This utility gives us a string name representing the type of the contents of a variable. This would be the perfect solution except that for variables of type object or array, or a custom object such as user, it only returns object, making it hard to differentiate between all objects. An example of this method can be seen in Listing 2-7. Listing 2-7. Example of Using Typeof to Determine the Type of an Object // Check to see if our number is actually a string if ( typeof num == "string" ) // If it is, then parse a number out of it num = parseInt( num ); // Check to see if our array is actually a string if ( typeof arr == "string" ) // If that's the case, make an array, splitting on commas arr = arr.split(","); The second way of checking the type of an object is by referencing a property of all JavaScript objects called constructor. This property is a reference to the function used to originally construct this object. An example of this method can be seen in Listing 2-8.
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 Listing 2-8. Example of Using the Constructor Property to Determine the Type of an Object // Check to see if our number is actually a string if ( num.constructor == String ) // If it is, then parse a number out of it num = parseInt( num ); // Check to see if our string is actually an array if ( str.constructor == Array ) // If that's the case, make a string by joining the array using commas str = str.join(','); Table 2-1 shows the results of type-checking different object types using the two different methods that I’ve described. The first column in the table shows the object that we’re trying to find the type of. The second column is the result of running typeof Variable (where Variable is the value contained in the first column). The result of everything in this column is a string. Finally, the third column shows the result of running Variable.constructor against the objects contained in the first column. The result of everything in this column is an object. Table 2-1. Type-Checking Variables
 
 Variable
 
 typeof Variable
 
 Variable.constructor
 
 { an: “object” }
 
 object
 
 Object
 
 [ “an”, “array” ]
 
 object
 
 Array
 
 function(){}
 
 function
 
 Function
 
 “a string”
 
 string
 
 String
 
 55
 
 number
 
 Number
 
 true
 
 boolean
 
 Boolean
 
 new User()
 
 object
 
 User
 
 Using the information in Table 2-1 you can now build a generic function for doing typechecking within a function. As may be apparent by now, using a variable’s constructor as an object-type reference is probably the most foolproof way of valid type-checking. Strict typechecking can help in instances where you want to make sure that exactly the right number of arguments of exactly the right type are being passed into your functions. We can see an example of this in action in Listing 2-9. Listing 2-9. A Function That Can Be Used to Strictly Maintain All the Arguments Passed into a Function // Strictly check a list of variable types against a list of arguments function strict( types, args ) { // Make sure that the number of types and args matches if ( types.length != args.length ) {
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 // If they do not, throw a useful exception throw "Invalid number of arguments. Expected " + types.length + ", received " + args.length + " instead."; } // Go through each of the arguments and check their types for ( var i = 0; i < args.length; i++ ) { // if ( args[i].constructor != types[i] ) { throw "Invalid argument type. Expected " + types[i].name + ", received " + args[i].constructor.name + " instead."; } } } // A simple function for printing out a list of users function userList( prefix, num, users ) { // Make sure that the prefix is a string, num is a number, // and users is an array strict( [ String, Number, Array ], arguments ); // Iterate up to 'num' users for ( var i = 0; i < num; i++ ) { // Displaying a message about each user print( prefix + ": " + users[i] ); } } Type-checking variables and verifying the length of argument arrays are simple concepts at heart but can be used to provide complex methods that can adapt and provide a better experience to the developer and users of your code. Next, we’re going to look at scope within JavaScript and how to better control it.
 
 Scope Scope is a tricky feature of JavaScript. All object-oriented programming languages have some form of scope; it just depends on what context a scope is kept within. In JavaScript, scope is kept within functions, but not within blocks (such as while, if, and for statements). The end result could be some code whose results are seemingly strange (if you’re coming from a blockscoped language). Listing 2-10 shows an example of the implications of function-scoped code. Listing 2-10. Example of How the Variable Scope in JavaScript Works // Set a global variable, foo, equal to test var foo = "test";
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 // Within an if block if ( true ) { // Set foo equal to 'new test' // NOTE: This is still within the global scope! var foo = "new test"; } // As we can see here, as foo is now equal to 'new test' alert( foo == "new test" ); // Create a function that will modify the variable foo function test() { var foo = "old test"; } // However, when called, 'foo' remains within the scope // of the function test(); // Which is confirmed, as foo is still equal to 'new test' alert( foo == "new test" ); You’ll notice that in Listing 2-10, the variables are within the global scope. An interesting aspect of browser-based JavaScript is that all globally scoped variables are actually just properties of the window object. Though some old versions of Opera and Safari don’t, it’s generally a good rule of thumb to assume a browser behaves this way. Listing 2-11 shows an example of this global scoping occurring. Listing 2-11. Example of Global Scope in JavaScript and the Window Object // A globally-scoped variable, containing the string 'test' var test = "test"; // You'll notice that our 'global' variable and the test // property of the the window object are identical alert( window.test == test ); Finally, let’s see what happens when a variable declaration is misdefined. In Listing 2-12 a value is assigned to a variable (foo) within the scope of the test() function. However, nowhere in Listing 2-12 is the scope of the variable actually declared (using var foo). When the foo variable isn’t explicitly defined, it will become defined globally, even though it is only used within the context of the function scope.
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 Listing 2-12. Example of Implicit Globally Scoped Variable Declaration // A function in which the value of foo is set function test() { foo = "test"; } // Call the function to set the value of foo test(); // We see that foo is now globally scoped alert( window.foo == "test" ); As should be apparent by now, even though the scoping in JavaScript is not as strict as a block-scoped language, it is still quite powerful and featureful. Especially when combined with the concept of closures, discussed in the next section, JavaScript reveals itself as a powerful scripting language.
 
 Closures Closures are means through which inner functions can refer to the variables present in their outer enclosing function after their parent functions have already terminated. This particular topic can be very powerful and very complex. I highly recommend referring to the site mentioned at the end of this section, as it has some excellent information on the topic of closures. Let’s begin by looking at two simple examples of closures, shown in Listing 2-13. Listing 2-13. Two Examples of How Closures Can Improve the Clarity of Your Code // Find the element with an ID of 'main' var obj = document.getElementById("main"); // Change it's border styling obj.style.border = "1px solid red"; // Initialize a callback that will occur in one second setTimeout(function(){ // Which will hide the object obj.style.display = 'none'; }, 1000); // A generic function for displaying a delayed alert message function delayedAlert( msg, time ) { // Initialize an enclosed callback setTimeout(function(){ // Which utilizes the msg passed in from the enclosing function alert( msg ); }, time ); }
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 // Call the delayedAlert function with two arguments delayedAlert( "Welcome!", 2000 ); The first function call to setTimeout shows a popular instance where new JavaScript developers have problems. It’s not uncommon to see code like this in a new developer’s program: setTimeout("otherFunction()", 1000); // or even… setTimeout("otherFunction(" + num + "," + num2 + ")", 1000); Using the concept of closures, it’s entirely possible to circumnavigate this mess of code. The first example is simple; there is a setTimeout callback being called 1,000 milliseconds after when it’s first called, but still referring to the obj variable (which is defined globally as the element with an ID of main). The second function defined, delayedAlert, shows a solution to the setTimeout mess that occurs, along with the ability to have closures within function scopes. You should be able to find that when using simple closures such as these in your code, the clarity of what you’re writing should increase instead of turning into a syntactical soup. Let’s look at a fun side effect of what’s possible with closures. In some functional programming languages, there’s the concept of currying. Currying is a way to, essentially, pre– fill in a number of arguments to a function, creating a new, simpler function. Listing 2-14 has a simple example of currying, creating a new function that pre–fills in an argument to another function. Listing 2-14. Example of Function Currying Using Closures // A function that generates a new function for adding numbers function addGenerator( num ) { // Return a simple function for adding two numbers // with the first number borrowed from the generator return function( toAdd ) { return num + toAdd }; } // addFive now contains a function that takes one argument, // adds five to it, and returns the resulting number var addFive = addGenerator( 5 ); // We can see here that the result of the addFive function is 9, // when passed an argument of 4 alert( addFive( 4 ) == 9 ); There’s another, common, JavaScript-coding problem that closures can solve. New JavaScript developers tend to accidentally leave a lot of extra variables sitting in the global
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 scope. This is generally considered to be bad practice, as those extra variables could quietly interfere with other libraries, causing confusing problems to occur. Using a self-executing, anonymous function you can essentially hide all normally global variables from being seen by other code, as shown in Listing 2-15. Listing 2-15. Example of Using Anonymous Functions to Hide Variables from the Global Scope // Create a new anonymous function, to use as a wrapper (function(){ // The variable that would, normally, be global var msg = "Thanks for visiting!"; // Binding a new function to a global object window.onunload = function(){ // Which uses the 'hidden' variable alert( msg ); }; // Close off the anonymous function and execute it })(); Finally, let’s look at one problem that occurs when using closures. Remember that closures allow you to reference variables that exist within the parent function. However, it does not provide the value of the variable at the time it is created; it provides the last value of the variable within the parent function. The most common issue under which you’ll see this occur is during a for loop. There is one variable being used as the iterator (e.g., i). Inside of the for loop, new functions are being created that utilize the closure to reference the iterator again. The problem is that by the time the new closured functions are called, they will reference the last value of the iterator (i.e., the last position in an array), not the value that you would expect. Listing 2-16 shows an example of using anonymous functions to induce scope, to create an instance where expected closure is possible. Listing 2-16. Example of Using Anonymous Functions to Induce the Scope Needed to Create Multiple Closure-Using Functions // An element with an ID of main var obj = document.getElementById("main"); // An array of items to bind to var items = [ "click", "keypress" ]; // Iterate through each of the items for ( var i = 0; i < items.length; i++ ) { // Use a self-executed anonymous function to induce scope (function(){ // Remember the value within this scope var item = items[i];
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 // Bind a function to the elment obj[ "on" + item ] = function() { // item refers to a parent variable that has been successfully // scoped within the context of this for loop alert( "Thanks for your " + item ); }; })(); } The concept of closures is not a simple one to grasp; it took me a lot of time and effort to truly wrap my mind around how powerful closures are. Luckily, there exists an excellent resource for explaining how closures work in JavaScript: “JavaScript Closures” by Jim Jey at http://jibbering.com/faq/faq_notes/closures.html. Finally, we’re going to look at the concept of context, which is the building block upon which much of JavaScript’s object-oriented functionality is built.
 
 Context Within JavaScript your code will always have some form on context (an object within which it is operating). This is a common feature of other object-oriented languages too, but without the extreme in which JavaScript takes it. The way context works is through the this variable. The this variable will always refer to the object that the code is currently inside of. Remember that global objects are actually properties of the window object. This means that even in a global context, the this variable will still refer to an object. Context can be a powerful tool and is an essential one for object-oriented code. Listing 2-17 shows some simple examples of context. Listing 2-17. Examples of Using Functions Within Context and Then Switching Its Context to Another Variable var obj = { yes: function(){ // this == obj this.val = true; }, no: function(){ this.val = false; } }; // We see that there is no val property in the 'obj' object alert( obj.val == null ); // We run the yes function and it changes the val property // associated with the 'obj' object obj.yes(); alert( obj.val == true );
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 // However, we now point window.no to the obj.no method and run it window.no = obj.no; window.no(); // This results in the obj object staying the same (as the context was // switched to the window object) alert( obj.val == true ); // and window val property getting updated. alert( window.val == false ); You may have noticed in Listing 2-17 when we switched the context of the obj.no method to the window variable the clunky code needed to switch the context of a function. Luckily, JavaScript provides a couple methods that make this process much easier to understand and implement. Listing 2-18 shows two different methods, call and apply, that can be used to achieve just that. Listing 2-18. Examples of Changing the Context of Functions // A simple function that sets the color style of its context function changeColor( color ) { this.style.color = color; } // Calling it on the window object, which fails, since it doesn't // have a style object changeColor( "white" ); // Find the element with an ID of main var main = document.getElementById("main"); // Set its color to black, using the call method // The call method sets the context with the first argument // and passes all the other arguments as arguments to the function changeColor.call( main, "black" ); // A function that sets the color on the body element function setBodyColor() { // The apply method sets the context to the body element // with the first argument, the second argument is an array // of arguments that gets passed to the function changeColor.apply( document.body, arguments ); } // Set the background color of the body to black setBodyColor( "black" ); While the usefulness of context may not be immediately apparent, it will become more visible when we look at object-oriented JavaScript in the next section.
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 Object-Oriented Basics The phrase object-oriented JavaScript is somewhat redundant, as the JavaScript language is completely object-oriented and is impossible to use otherwise. However, a common shortcoming of most new programmers (JavaScript programmers included) is to write their code functionally without any context or grouping. To fully understand how to write optimal JavaScript code, you must understand how JavaScript objects work, how they’re different from other languages, and how to use that to your advantage. In the rest of this chapter we will go through the basics of writing object-oriented code in JavaScript, and then in upcoming chapters look at the practicality of writing code this way.
 
 Objects Objects are the foundation of JavaScript. Virtually everything within the language is an object. Much of the power of the language is derived from this fact. At their most basic level, objects exist as a collection of properties, almost like a hash construct that you see in other languages. Listing 2-19 shows two basic examples of the creation of an object with a set of properties. Listing 2-19. Two Examples of Creating a Simple Object and Setting Properties // Creates a new Object object and stores it in 'obj' var obj = new Object(); // Set some properties of the object to different values obj.val = 5; obj.click = function(){ alert( "hello" ); }; // Here is some equivalent code, using the {…} shorthand // along with key-value pairs for defining properties var obj = { // Set the property names and values use key/value pairs val: 5, click: function(){ alert( "hello" ); } }; In reality there isn’t much more to objects than that. Where things get tricky, however, is in the creation of new objects, especially ones that inherit the properties of other objects.
 
 Object Creation Unlike most other object-oriented languages, JavaScript doesn’t actually have a concept of classes. In most other object-oriented languages you would instantiate an instance of
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 a particular class, but that is not the case in JavaScript. In JavaScript, objects can create new objects, and objects can inherit from other objects. This whole concept is called prototypal inheritance and will be discussed more later in the “Public Methods” section. Fundamentally, though, there still needs to be a way to create a new object, no matter what type of object scheme JavaScript uses. JavaScript makes it so that any function can also be instantiated as an object. In reality, it sounds a lot more confusing than it is. It’s a lot like having a piece of dough (which is a raw object) that is molded using a cookie cutter (which is an object constructor, using an object’s prototype). Let’s look at Listing 2-20 for an example of how this works. Listing 2-20. Creation and Usage of a Simple Object // A simple function which takes a name and saves // it to the current context function User( name ) { this.name = name; } // Create a new instance of that function, with the specified name var me = new User( "My Name" ); // We can see that its name has been set as a property of itself alert( me.name == "My Name" ); // And that it is an instance of the User object alert( me.constructor == User ); // Now, since User() is just a function, what happens // when we treat it as such? User( "Test" ); // Since its 'this' context wasn't set, it defaults to the global 'window' // object, meaning that window.name is equal to the name provided alert( window.name == "Test" ); Listing 2-20 shows the use of the constructor property. This property exists on every object and will always point back to the function that created it. This way, you should be able to effectively duplicate the object, creating a new one of the same base class but not with the same properties. An example of this can be seen in Listing 2-21. Listing 2-21. An Example of Using the Constructor Property // Create a new, simple, User object function User() {} // Create a new User object var me = new User();
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 // Also creates a new User object (from the // constructor reference of the first) var you = new me.constructor(); // We can see that the constructors are, in fact, the same alert( me.constructor == you.constructor ); Now that we know how to create simple objects, it’s time to add on what makes objects so useful: contextual methods and properties.
 
 Public Methods Public methods are completely accessible by the end user within the context of the object. To achieve these public methods, which are available on every instance of a particular object, you need to learn about a property called prototype, which simply contains an object that will act as a base reference for all new copies of its parent object. Essentially, any property of the prototype will be available on every instance of that object. This creation/reference process gives us a cheap version of inheritance, which I discuss in Chapter 3. Since an object prototype is just an object, you can attach new properties to them, just like any other object. Attaching new properties to a prototype will make them a part of every object instantiated from the original prototype, effectively making all the properties public (and accessible by all). Listing 2-22 shows an example of this. Listing 2-22. Example of an Object with Methods Attached Via the Prototype Object // Create a new User constructor function User( name, age ){ this.name = name; this.age = age; } // Add a new function to the object prototype User.prototype.getName = function(){ return this.name; }; // And add another function to the prototype // Notice that the context is going to be within // the instantiated object User.prototype.getAge = function(){ return this.age; }; // Instantiate a new User object var user = new User( "Bob", 44 );
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 // We can see that the two methods we attached are with the // object, with proper contexts alert( user.getName() == "Bob" ); alert( user.getAge() == 44 ); Simple constructors and simple manipulation of the prototype object is as far as most JavaScript developers get when building new applications. In the rest of this section I’m going to explain a couple other techniques that you can use to get the most out of your objectoriented code.
 
 Private Methods Private methods and variables are only accessible to other private methods, private variables, and privileged methods (discussed in the next section). This is a way to define code that will only be accessible within the object itself, and not outside of it. This technique is based on the work of Douglas Crockford, whose web site provides numerous documents detailing how object-oriented JavaScript works and how it should be used: • List of JavaScript articles: http://javascript.crockford.com/ • “Private Members in JavaScript” article: http://javascript.crockford.com/private.html Let’s now look at an example of how a private method could be used within an application, as shown in Listing 2-23. Listing 2-23. Example of a Private Method Only Usable by the Constructor Function // An Object constructor that represents a classroom function Classroom( students, teacher ) { // A private method used for displaying all the students in the class function disp() { alert( this.names.join(", ") ); } // Store the class data as public object properties this.students = students; this.teacher = teacher; // Call the private method to display the error disp(); } // Create a new classroom object var class = new Classroom( [ "John", "Bob" ], "Mr. Smith" ); // Fails, as disp is not a public property of the object class.disp();
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 While simple, private methods and variables are important for keeping your code free of collisions while allowing greater control over what your users are able to see and use. Next, we’re going to take a look at privileged methods, which are a combination of private and public methods that you can use in your objects.
 
 Privileged Methods Privileged methods is a term coined by Douglas Crockford to refer to methods that are able to view and manipulate private variables (within an object) while still being accessible to users as a public method. Listing 2-24 shows an example of using privileged methods. Listing 2-24. Example of Using Privileged Methods // Create a new User object constructor function User( name, age ) { // Attempt to figure out the year that the user was born var year = (new Date()).getFullYear() – age; // Create a new Privileged method that has access to // the year variable, but is still publically available this.getYearBorn = function(){ return year; }; } // Create a new instance of the user object var user = new User( "Bob", 44 ); // Verify that the year returned is correct alert( user.getYearBorn() == 1962 ); // And notice that we're not able to access the private year // property of the object alert( user.year == null ); In essence, privileged methods are dynamically generated methods, because they’re added to the object at runtime, rather than when the code is first compiled. While this technique is computationally more expensive than binding a simple method to the object prototype, it is also much more powerful and flexible. Listing 2-25 is an example of what can be accomplished using dynamically generated methods.
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 Listing 2-25. Example of Dynamically Generated Methods That Are Created When a New Object Is Instantiated // Create a new user object that accepts an object of properties function User( properties ) { // Iterate through the properties of the object, and make sure // that it's properly scoped (as discussed previously) for ( var i in properties ) { (function(){ // Create a new getter for the property this[ "get" + i ] = function() { return properties[i]; }; // Create a new setter for the property this[ "set" + i ] = function(val) { properties[i] = val; }; })(); } } // Create a new user object instance and pass in an object of // properties to seed it with var user = new User({ name: "Bob", age: 44 }); // Just note that the name property does not exist, as it's private // within the properties object alert( user.name == null ); // However, we're able to access its value using the new getname() // method, that was dynamically generated alert( user.getname() == "Bob" ); // Finally, we can see that it's possible to set and get the age using // the newly generated functions user.setage( 22 ); alert( user.getage() == 22 ); The power of dynamically generated code cannot be understated. Being able to build code based on live variables is incredibly useful; it’s what makes macros in other languages (such as Lisp) so powerful, but within the context of a modern programming language. Next we’ll look at a method type that is useful purely for its organizational benefits.
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 Static Methods The premise behind static methods is virtually identical to that of any other normal function. The primary difference, however, is that the functions exist as static properties of an object. As a property, they are not accessible within the context of an instance of that object; they are only available in the same context as the main object itself. For those familiar with traditional classlike inheritance, this is sort of like a static class method. In reality, the only advantage to writing code this way is to keep object namespaces clean, a concept that I discuss more in Chapter 3. Listing 2-26 shows an example of a static method attached to an object. Listing 2-26. A Simple Example of a Static Method // A static method attached to the User object User.cloneUser = function( user ) { // Create, and return, a new user return new User( // that is a clone of the other user object user.getName(), user.getAge() ); }; Static methods are the first methods that we’ve encountered whose purpose is purely organizationally related. This is an important segue to what we’ll be discussing in the next chapter. A fundamental aspect of developing professional quality JavaScript is its ability to quickly, and quietly, interface with other pieces of code, while still being understandably accessible. This is an important goal to strive for, and one that we will look to achieve in the next chapter.
 
 Summary The importance of understanding the concepts outlined in this chapter cannot be understated. The first half of the chapter, giving you a good understanding of how the JavaScript language behaves and how it can be best used, is the starting point for fully grasping how to use JavaScript professionally. Simply understanding how objects act, references are handled, and scope is decided can unquestionably change how you write JavaScript code. With the skill of knowledgeable JavaScript coding, the importance of writing clean object-oriented JavaScript code should become all the more apparent. In the second half of this chapter I covered how to go about writing a variety of object-oriented code to suit anyone coming from another programming language. It is this skill that much of modern JavaScript is based upon, giving you a substantial edge when developing new and innovative applications.
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 Creating Reusable Code W
 
 hen developing code with other programmers, which is standard for most corporate or team projects, it becomes fundamentally important to maintain good authoring practices in order to maintain your sanity. As JavaScript has begun to come into its own in recent years, the amount of JavaScript code developed by professional programmers has increased dramatically. This shift in the perception and use of JavaScript has resulted in important advances in the development practices surrounding it. In this chapter, we’re going to look at a number of ways in which you can clean up your code, organize it better, and improve the quality so that others can use it.
 
 Standardizing Object-Oriented Code The first and most important step in writing reusable code is to write the code in a way that is standard across your entire application, object-oriented code especially. When you saw how object-oriented JavaScript behaved in the previous chapter, you saw that the JavaScript language is rather flexible, allowing you to simulate a number of different programming styles. To start with, it is important to devise a system of writing object-oriented code and implementing object inheritance (cloning object properties into new objects) that best suits your needs. Seemingly, however, everyone who’s ever written some object-oriented JavaScript has built their own scheme of doing this, which can be rather confusing. In this section, we’re going to look at how inheritance works in JavaScript followed by a look at how a number of different, alternative helper methods work and how to use them in your application.
 
 Prototypal Inheritance JavaScript uses a unique form of object creation and inheritance called prototypal inheritance. The premise behind this method (as opposed to the classical class/object scheme that most programmers are familiar with) is that an object constructor can inherit methods from one other object, creating a prototype object from which all other new objects are built. This entire process is facilitated by the prototype property (which exists as a property of every function, and since any function can be a constructor, it’s a property of them, too). Prototypal inheritance is designed for single, not multiple, inheritance; however, there are ways that this can be worked around, which I’ll discuss in the next section. 39
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 The part that makes this form of inheritance especially tricky to grasp is that prototypes do not inherit their properties from other prototypes or other constructors; they inherit them from physical objects. Listing 3-1 shows some examples of how exactly the prototype property is used for simple inheritance. Listing 3-1. Examples of Prototypal Inheritance // Create the constructor for a Person object function Person( name ) { this.name = name; } // Add a new method to the Person object Person.prototype.getName = function() { return this.name; }; // Create a new User object constructor function User( name, password ) { // Notice that this does not support graceful overloading/inheritance // e.g. being able to call the super class constructor this.name = name; this.password = password; }; // The User object inherits all of the Person object's methods User.prototype = new Person(); // We add a method of our own to the User object User.prototype.getPassword = function() { return this.password; }; The most important line in the previous example is User.prototype = new Person();. Let’s look in depth at what exactly this means. User is a reference to the function constructor of the User object. new Person() creates a new Person object, using the Person constructor. You set the result of this as the value of the User constructor’s prototype. This means that anytime you do new User(), the new User object will have all the methods that the Person object had when you did new Person(). With this particular technique in mind, let’s look at a number of different wrappers that developers have written to make the process of inheritance in JavaScript simpler.
 
 Classical Inheritance Classical inheritance is the form that most developers are familiar with. You have classes with methods that can be instantiated into objects. It’s very typical for new object-oriented JavaScript programmers to attempt to emulate this style of program design, however few truly figure out how to do it correctly.
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 Thankfully, one of the masters of JavaScript, Douglas Crockford, set it as a goal of his to develop a simple set of methods that can be used to simulate classlike inheritance with JavaScript, as explained on his web site at http://javascript.crockford.com/ inheritance.html. Listing 3-2 shows three functions that he built to create a comprehensive form of classical JavaScript inheritance. Each of the functions implement a different aspect of inheritance: inheriting a single function, inheriting everything from a single parent, and inheriting individual methods from multiple parents. Listing 3-2. Douglas Crockford’s Three Functions for Simulating Classical-Style Inheritance Using JavaScript // A simple helper that allows you to bind new functions to the // prototype of an object Function.prototype.method = function(name, func) { this.prototype[name] = func; return this; }; // A (rather complex) function that allows you to gracefully inherit // functions from other objects and be able to still call the 'parent' // object's function Function.method('inherits', function(parent) { // Keep track of how many parent-levels deep we are var depth = 0; // Inherit the parent's methods var proto = this.prototype = new parent(); // Create a new 'priveledged' function called 'uber', that when called // executes any function that has been written over in the inheritance this.method('uber', function uber(name) { var func; // The function to be execute var ret; // The return value of the function var v = parent.prototype; // The parent's prototype // If we're already within another 'uber' function if (depth) { // Go the necessary depth to find the orignal prototype for ( var i = d; i > 0; i += 1 ) { v = v.constructor.prototype; } // and get the function from that prototype func = v[name];
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 // Otherwise, this is the first 'uber' call } else { // Get the function to execute from the prototype func = proto[name]; // If the function was a part of this prototype if ( func == this[name] ) { // Go to the parent's prototype instead func = v[name]; } } // Keep track of how 'deep' we are in the inheritance stack depth += 1; // Call the function to execute with all the arguments but the first // (which holds the name of the function that we're executing) ret = func.apply(this, Array.prototype.slice.apply(arguments, [1])); // Reset the stack depth depth -= 1; // Return the return value of the execute function return ret; }); return this; }); // A function for inheriting only a couple functions from a parent object, // not every function using new parent() Function.method('swiss', function(parent) { // Go through all of the methods to inherit for (var i = 1; i < arguments.length; i += 1) { // The name of the method to import var name = arguments[i]; // Import the method into this object's prototype this.prototype[name] = parent.prototype[name]; } return this; }); Let’s look at what exactly these three functions provide us with and why we should use them instead of attempting to write our own prototypal inheritance model. The premise for the three functions is simple:
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 Function.prototype.method: This serves as a simple way of attaching a function to the prototype of a constructor. This particular clause works because all constructors are functions, and thus gain the new “method” method. Function.prototyope.inherits: This function can be used to provide simple single-parent inheritance. The bulk of the code in this function centers around the ability to call this.uber('methodName') in any of your object methods, and have it execute the parent object’s method that it’s overwriting. This is one aspect that is not built into JavaScript’s inheritance model. Function.prototype.swiss: This is an advanced version of the .method() function which can be used to grab multiple methods from a single parent object. When used together with multiple parent objects, you can have a form of functional, multiple inheritance. Now that you have a fair idea of what it is that these functions provide us with, Listing 3-3 revisits the Person/User example that you saw in Listing 3-1, only with this new classical-style form of inheritance. Additionally, you can see what additional functionality this library can provide, along with any improved clarity. Listing 3-3. Examples of Douglas Crockford’s Classical Inheritance-Style JavaScript Functions // Create a new Person object constructor function Person( name ) { this.name = name; } // Add a new method to the Person object Person.method( 'getName', function(){ return name; }); // Create a new User object constructor function User( name, password ) { this.name = name; this.password = password; }, // Inherit all the methods from the Person object User.inherits( Person ); // Add a new method to the User object User.method( 'getPassword', function(){ return this.password; });
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 // Overwrite the method created by the Person object, // but call it again using the uber function User.method( 'getName', function(){ return "My name is: " + this.uber('getName'); }); Now that you’ve had a taste for what is possible with a solid inheritance-enhancing JavaScript library, you should take a look at some of the other popular methods that are commonly used.
 
 The Base Library A recent addition to the space of JavaScript object creation and inheritance is the Base library developed by Dean Edwards. This particular library offers a number of different ways to extend the functionality of objects. Additionally, it even provides an intuitive means of object inheritance. Dean originally developed Base for use with some of his side projects, including the IE7 project, which serves as a complete set of upgrades to Internet Explorer. The examples listed on Dean’s web site are rather comprehensive and really show the capabilities of the library quite well: http://dean.edwards.name/weblog/2006/03/base/. Additionally, you can find more examples in the Base source code directory: http://dean. edwards.name/base/. While Base is rather long and quite complex, it deserves some additional comments for clarification (which are included in the code provided in the Source Code/Download section of the Apress web site, http://www.apress.com). It is highly recommended that, in addition to reading through the commented code, you look through the examples that Dean provides on his web site, as they can be quite helpful for clarifying common confusions. As a starting point, however, I’m going to walk you through a couple important aspects of Base that can be very helpful to your development. Specifically, in Listing 3-4, there are examples of class creation, single-parent inheritance, and overriding parent functions. Listing 3-4. Examples of Dean Edwards’s Base Library for Simple Class Creation and Inheritance // Create a new Person class var Person = Base.extend({ // The constructor of the Person class constructor: function( name ) { this.name = name; }, A simple method of the Person class getName: function() { return this.name; } });
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 // Create a new User class that inherits from the Person class var User = Person.extend({ // Create the User class constructor constructor: function( name, password ) { // which, in turn calls the parent classes' constructor method this.base( name ); this.password = password; }, // Create another, simple, method for the User getPassword: function() { return this.password; } }); Let’s look at how it is that Base achieved the three goals outlined in Listing 3-4 to create a simple form of object creation and inheritance: Base.extend( … );: This expression is used to create a new base constructor object. This function takes one property, a simple object containing properties and values, all of which are added to the object and used as its prototypal methods. Person.extend( … );: This is an alternate version of the Base.extend() syntax. All constructors created using the .extend() method gain their own .extend() method, meaning that it’s possible to inherit directly from them. In Listing 3-4 you create the User constructor by inheriting directly from the original Person constructor. this.base();: Finally, the this.base() method is used to call a parent function that has been overridden. You’ll notice that this is rather different from the this.uber() function that Crockford’s classical library used, as you don’t need to provide the name of the parent function (which can help to really clean up and clarify your code). Of all the object-oriented JavaScript libraries, Base’s overridden parent method functionality is the best. Personally, I find that Dean’s Base library produces the most readable, functional, and understandable object-oriented JavaScript code. Ultimately, it is up to a developer to choose a library that best suits him. Next you’re going to see how object-oriented code is implemented in the popular Prototype library.
 
 The Prototype Library Prototype is a JavaScript library that was developed to work in conjunction with the popular Ruby on Rails web framework. The name of the library shouldn’t be confused with the prototype constructor property—it’s just an unfortunate naming situation. Naming aside, Prototype makes JavaScript look and behave a lot more like Ruby. To achieve this, Prototype’s developers took advantage of JavaScript’s object-oriented nature and attached a number of functions and properties to the core JavaScript objects. Unfortunately, the library itself isn’t documented at all by its creator; fortunately it’s written very
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 clearly, and a number of its users have stepped in to write their own versions of the documentation. You can feel free to look through the entire code base on the Prototype web site: http://prototype.conio.net/. You can get Prototype documentation from the article “Painless JavaScript Using Prototype” at http://www.sitepoint.com/article/ painless-javascript-prototype/. In this section, we’re going to only look at the specific functions and objects that Prototype uses to create its object-oriented structure and provide basic inheritance. Listing 3-5 has all the code that Prototype uses to achieve this goal. Listing 3-5. Two Functions Used by Prototype to Simulate Object-Oriented JavaScript Code // Create a global object named 'Class' var Class = { // it has a single function that creates a new object constructor create: function() { // Create an anonymous object constructor return function() { // This calls its own initialization method this.initialize.apply(this, arguments); } } } // Add a static method to the Object object which copies // properties from one object to another Object.extend = function(destination, source) { // Go through all of the properties to extend for (property in source) { // and add them to the destination object destination[property] = source[property]; } // return the modified object return destination; } Prototype really only uses two distinct functions to create and manipulate its whole object-oriented structure. You may notice, simply from looking at the code, that it is also decidedly less powerful than Base or Crockford’s classical method. The premises for the two functions are simple:
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 Class.create(): This function simply returns an anonymous function wrapper that can be used as a constructor. This simple constructor does one thing: it calls and executes the initialize property of the object. This means that there should be, at the very least, an initialize property containing a function on your object; otherwise, the code will throw an exception. Object.extend(): This simply copies all properties from one object into another. When you use the prototype property of constructors you can devise a simpler form of inheritance (simpler than the default prototypal inheritance that’s available in JavaScript). Now that you know how the underlying code works in Prototype, Listing 3-6 shows some examples of how it’s used in Prototype itself to extend native JavaScript objects with additional layers of functionality. Listing 3-6. Examples of How Prototype Uses Object-Oriented Functions to Extend the Default Operations of a String in JavaScript // Add additional methods to the String prototype Object.extend(String.prototype, { // A new Strip Tags function that removes all HTML tags from the string stripTags: function() { return this.replace(/]+>/gi, ''); }, // Converts a string to an array of characters toArray: function() { return this.split(''); }, // Converts "foo-bar" text to "fooBar" 'camel' text camelize: function() { // Break up the string on dashes var oStringList = this.split('-'); // Return early if there are no dashes if (oStringList.length == 1) return oStringList[0]; // Optionally camelize the start of the string var camelizedString = this.indexOf('-') == 0 ? oStringList[0].charAt(0).toUpperCase() + oStringList[0].substring(1) : oStringList[0]; // Capitalize each subsequent portion for (var i = 1, len = oStringList.length; i < len; i++) { var s = oStringList[i]; camelizedString += s.charAt(0).toUpperCase() + s.substring(1); }
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 // and return the modified string return camelizedString; } }); // An example of the stripTags() method // You can see that it removes all the HTML from the string // and leaves us with a clean text-only string "Hello, world!".stripTags() == "Hello, world!" // An example of toArray() method // We get the fourth character in the string "abcdefg".toArray()[3] == "d" // An example of the camelize() method // It converts the old string to the new format. "background-color".camelize() == "backgroundColor" Next let’s revisit the example that I’ve been using in this chapter of having a Person and User object with the User object inheriting from the Person object. This code, using Prototype’s object-oriented style, is shown in Listing 3-7. Listing 3-7. Prototype’s Helper Functions for Creating Classes and Implementing Simple Inheritance // Create a new Person object with dummy constructor var Person = Class.create(); // Copy the following functions into the Person prototype Object.extend( Person.prototype, { // The function called immediately by the Person constructor initialize: function( name ) { this.name = name; }, // A simple function for the Person object getName: function() { return this.name; } }); // Create a new User object with a dummy constructor var User = Class.create();
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 // The User object inherits all the functions of its parent class User.prototype = Object.extend( new Person(), { // Overwrite the old initialize function with the new one initialize: function( name, password ) { this.name = name; this.password = password; }, // and add a new function to the object getPassword: function() { return this.password; } }); While the object-oriented techniques proposed by the Prototype library aren’t revolutionary, they are powerful enough to help a developer create simpler, easier-to-write code. Ultimately, however, if you’re writing a significant amount of object-oriented code, you’ll most likely want to choose a library such as Base to help your writing efforts. Next we’re going to look at how you can take your object-oriented code and get it ready for other developers and libraries to use and interact with it.
 
 Packaging After (or during, if you’re smart) you finish writing your beautiful object-oriented, JavaScript code, it comes time to improve it such that it will play nicely with other JavaScript libraries. Additionally, it becomes important to realize that your code will need to be used by other developers and users whose requirements may be different than yours. Writing the cleanest code possible can help with this, but so can learning from what others have done. In this section you’re going to see a couple, large libraries that are used by thousands of developers daily. Each of these libraries provides unique ways of managing their structure that make it easy to use and learn. Additionally you’re going to look at some ways in which you can clean up your code, to provide the best possible experience for others.
 
 Namespacing An important but simple technique that you can use to clean up and simplify your code is the concept of namespacing. JavaScript currently does not support namespacing by default (unlike Java or Python, for example), so we have to make do with an adequate but similar technique. In reality, there is no such thing as proper namespacing in JavaScript. However, using the premise that in JavaScript, all objects can have properties, which can in turn contain other objects, you can create something that appears and works very similarly to the namespacing that you’re used to in other languages. Using this technique, you can create unique structures like those shown in Listing 3-8.
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 Listing 3-8. Namespacing in JavaScript and How It’s Implemented // Create a default, global, namespace var YAHOO = {}; // Setup some child namespaces, using objects YAHOO.util = {}; // Create the final namespace, which contains a property with a function YAHOO.util.Event = { addEventListener: function(){ … } }; // Call the function within that particular namespace YAHOO.util.Event.addEventListener( … ) Let’s look at some examples of namespacing used within some different, popular libraries and how that plays into a solid, expandable, plug-in architecture.
 
 Dojo Dojo is an incredibly popular framework that provides everything that a developer needs to build a full web application. This means that there are a lot of sublibraries that need to be included and evaluated individually, otherwise the whole library would simply be too large to handle gracefully. More information about Dojo can be found on its project site: http://dojotoolkit.org/. Dojo has an entire package system built around JavaScript namespacing. You can import new packages dynamically, upon which they’re automatically executed and ready for use. Listing 3-9 shows an example of the namespacing that is used within Dojo. Listing 3-9. Packaging and Namespacing in Dojo Accordion Widget Demo <script type="text/javascript"> // Two different packages are imported and used to create // an Accordian Container widget dojo.require("dojo.widget.AccordionContainer"); dojo.require("dojo.widget.ContentPane"); 
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 Pane 1 Nunc consequat nisi vitae quam. Suspendisse sed nunc. Proin…
 Pane 2 Nunc consequat nisi vitae quam. Suspendisse sed nunc. Proin…
 Pane 3 Nunc consequat nisi vitae quam. Suspendisse sed nunc. Proin…
 Dojo’s package architecture is very powerful and deserves a look if you’re interested in attempts at maintaining large code bases with JavaScript. Additionally, considering the sheer vastness of the library, you’re bound to find some functionality that can benefit you.
 
 YUI Another library that maintains a large namespaced package architecture is the JavaScript library Yahoo UI library (http://developer.yahoo.com/yui/). This library is designed to implement and provide solutions to a number of common web application idioms (such as dragging and dropping). All of these UI elements are broken up and distributed among the hierarchy. The documentation for the Yahoo UI library is quite good and deserves some attention for its completeness and detail. Much like Dojo, Yahoo UI uses the deep namespace hierarchy to organize its functions and features. However, unlike Dojo, any ”importing” of external code is done expressly by you, and not through an import statement. Listing 3-10 shows an example of how namespacing looks and operates within the Yahoo UI library. Listing 3-10. Packaging and Namespacing Within the Yahoo UI Library Yahoo! UI Demo <script type="text/javascript" src="event.js">
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 <script type="text/javascript">init(); In this sample you have the inline script as the last element in the DOM; it will be the last thing to be parsed and executed. The only thing that it’s executing is the init function, which should contain any DOM-related code that you want handled. The biggest problem that exists with this solution is that it’s messy: you’ve now added extraneous markup to your HTML only for the sake of determining whether the DOM is loaded. This technique is generally considered to be messy since you’re adding additional, unnecessary code to your web page just to check its load state.
 
 Figuring Out When the DOM Is Loaded The final technique, which can be used for watching the DOM load, is probably the most complex (from an implementation standpoint) but also the most effective. You get the simplicity of binding to the window load event combined with the speed of the inline script technique. This technique works by checking as fast as physically possible without blocking the browser to see if the HTML DOM document has the features that you need. There are a few things to test for to see if the HTML document is ready to be worked with:
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 1. document: You need to see whether the DOM document even exists yet. If you check it quickly enough, chances are good that it will simply be undefined. 2. document.getElementsByTagName and document.getElementById: Check to see whether the document has the frequently used getElementsByTagName and getElementById functions; these functions will exist when they’re ready to be used. 3. document.body: For good measure, check to see whether the element has been fully loaded. Theoretically the previous check should’ve caught it, but I’ve found instances where that check wasn’t good enough. Using these checks you’re able to get a good enough picture of when the DOM will be ready for use (good enough in that you might be off by a few milliseconds). This method is nearly flawless. Using the previous checks alone, the script should run relatively well in all modern browsers. Recently, however, with some recent caching improvements implemented by Firefox, the window load event is actually capable of firing before your script is able to determine whether the DOM is ready. To account for this advantage, I also attach the check to the window load event, hoping to gain some extra speed. Finally, the domReady function has been collecting references to all the functions that need to be run whenever the DOM is ready. Whenever the DOM is deemed to be ready, run through all of these references and execute them one by one. Listing 5-12 shows a function that can be used to watch for when the DOM has completely loaded. Listing 5-12. A Function for Watching the DOM Until It’s Ready function domReady( f ) { // If the DOM is already loaded, execute the function right away if ( domReady.done ) return f(); // If we've already added a function if ( domReady.timer ) { // Add it to the list of functions to execute domReady.ready.push( f ); } else { // Attach an event for when the page finishes loading, // just in case it finishes first. Uses addEvent. addEvent( window, "load", isDOMReady ); // Initialize the array of functions to execute domReady.ready = [ f ]; // Check to see if the DOM is ready as quickly as possible domReady.timer = setInterval( isDOMReady, 13 ); } }
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 // Checks to see if the DOM is ready for navigation function isDOMReady() { // If we already figured out that the page is ready, ignore if ( domReady.done ) return false; // Check to see if a number of functions and elements are // able to be accessed if ( document && document.getElementsByTagName && document.getElementById && document.body ) { // If they're ready, we can stop checking clearInterval( domReady.timer ); domReady.timer = null; // Execute all the functions that were waiting for ( var i = 0; i < domReady.ready.length; i++ ) domReady.ready[i](); // Remember that we're now done domReady.ready = null; domReady.done = true; } } We should now look at how this might look in an HTML document. The domReady function should be used just as if you were using the addEvent function (discussed in Chapter 6), binding your particular function to be fired when the document is ready for navigation and manipulation. For this sample I’ve placed the domReady function in an external JavaScript file named domready.js. Listing 5-13 shows how you can use your new domReady function to watch for when the DOM has loaded. Listing 5-13. Using the domReady Function to Determine When the DOM Is Ready to Navigate and Modify Testing DOM Loading <script type="text/javascript" src="domready.js"> <script type="text/javascript"> function tag(name, elem) { // If the context element is not provided, search the whole document return (elem || document).getElementsByTagName(name); }
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 domReady(function() { alert( "The DOM is loaded!" ); tag("h1")[0].style.border = "4px solid black"; }); Testing DOM Loading <script>document.documentElement.className = "js"; <script src="ajax.js">
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 <script> // Wait for the document to be fully loaded window.onload = function(){ // Then load the RSS feed using Ajax ajax({ // The URL of the RSS feed url: "rss.xml", // It's an XML document type: "xml", // This function will be executed whenever the request is complete onSuccess: function( rss ) { // We're going to be inserting all the item titles into the // that has an id of "feed" var feed = document.getElementById("feed"); // Grab all the titles out of the RSS XML document var titles = rss.getElementsByTagName("title"); // Go through each of the matched item titles for ( var i = 0; i < titles.length; i++ ) { // Create an 
	 element to house the item title var li = document.createElement("li"); // Set its contents to the title of the item li.innerHTML = titles[i].firstChild.nodeValue; // and add it into the DOM, in the element feed.appendChild( li ); } } }); }; Dynamic RSS Feed Widget Check out my RSS feed:
 <script src="ajax.js"> <script> // Wait for the document to be fully loaded window.onload = function(){ // Then load the RSS feed using Ajax ajax({ // The URL of the HTML sports scores url: "scores.html", // It's an HTML document type: "html", // This function will be executed whenever the request is complete onSuccess: function( html ) { // We're going to be inserting into the div // that has an id of 'scores' var scores = document.getElementById("scores"); // Inject the new HTML into the document scores.innerHTML = html; } }); }; HTML Sports Scores Loaded via Ajax <script src="ajax.js"> <script> // Load a remote Javascript file ajax({ // The URL of the JavaScript file url: "myscript.js", // Force it to execute as JavaScript type: "script" }); 
 
 Summary While deceptively simple, the concept of Ajax web applications is a powerful one. By dynamically loading extra pieces of information into a JavaScript-based application while it’s still running, you’re able to build a more responsive interface that your users can enjoy. In this chapter you learned how the fundamental concepts of Ajax work, including the specifics of the HTTP request and response, error handling, data formatting, and data parsing. The result is a generic function that you can reuse to easily make any web-based application more dynamic. You’ll be using this function in the next three chapters to build a number of dynamic Ajax-based interactions.
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 Enhancing Blogs with Ajax O
 
 ne thing that Ajax technology affords us is the ability to provide additional levels of interaction for users, within static web pages. This means that you can begin to change how a static web page actually operates while still providing a seamless user experience. One area that could stand to use some improvement is that of web logs (or blogs). From a pure data perspective, a web log is nothing more than a listing of entries consisting of the text entry, a title, and a link to the full entry. However, the means of browsing old entries and checking for new entries is rather crippled. In this chapter you’ll see two different ways that a typical web log can be improved by using some JavaScript code that uses Ajax techniques. One is a means to easily scroll down a large list of blog entries without ever leaving the current page, and the other is a way to watch for new blog entries without reloading the web page continually.
 
 Never-Ending Blog The first enhancement that you’re going to add to a blog is the ability to scroll back through the archives without having to ever click a navigational link. A common feature of a blog, or any other time-based content site, is the ability to navigate to older entries. Often there is a Next and/or a Previous link at the bottom of the page that lets the user navigate through the archives. You’re going to explore a way that this whole process can be circumvented using Ajax. In order to build up the utility that can do this, you need to make a few assumptions: • You have a web page with a series of chronologically ordered posts. • When a user gets near the bottom of the page, the user will want to read more previous posts. • You have a data source that you can pull posts from. In this case, you’re going to be using the WordPress blogging software (http://wordpress.org/) that supports this quite well. The premise for your script, then, is that whenever a user scrolls near the bottom of a page, additional posts will be automatically loaded in to allow the user to continue to scroll and navigate through the archives, creating the illusion of a never-ending web page. This script will be built to use the functionality of the WordPress blogging software. You will be able to easily drop it in to your own WordPress-powered blog, adding in additional functionality. 233
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 The Blog Template You’re going to start with a basic template that’s provided with a default WordPress installation. The template is commonly called Kubrik and is quite popular. Figure 11-1 shows an example of a basic Kubrik-themed page.
 
 Figure 11-1. An example of a default Kubrik theme in WordPress
 
 You can see that the page has a main column, a header, and a sidebar. The header is the most important area; it is where you will be looking at posts and adding new information. Let’s look at a simplified version of the HTML used to structure this blog, shown in Listing 11-1. Listing 11-1. Simplified Version of HTML Produced by the Kubrik Theme and WordPress Never-ending Wordpress <script> Test Post <small>October 24th, 2006 
 
 You’ll notice that all of the web log entries are contained within the that has an ID of “content.” Additionally, each of the posts has a specific format under which it is structured. With this in mind, you’ll need to build a simple set of DOM functions that you can execute to take some data and push it into this web log page. Listing 11-2 shows the DOM operations needed to complete the page. Listing 11-2. The DOM Operations for Adding the HTML Necessary to Complete the Page // We're loading the new posts into the that has an ID of "content" var content = document.getElementById("content"); // We're going to iterate through each of the posts in the RSS feed var items = rss.getElementsByTagName("item"); for ( var i = 0; i < items.length; i++ ) { // Let's extract the Link, Title, and Description data from each feed post var data = getData( items[i] );
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 // Creating a new wrapper to hold the post var div = document.createElement("div"); div.className = "post"; // Create the post header var h2 = document.createElement("h2"); // This holds the title of the feed and has a link that points back to the post. h2.innerHTML = "" + data.title + ""; // Add it in to the post wrapper div.appendChild( h2 ); // Now let's create a to hold the long post contents var entry = document.createElement("div"); entry.className = "entry"; // Add the contents to the inside of the entry.innerHTML = data.desc; div.appendChild( entry ); // Finally, let's add a footer that links back var meta = document.createElement("p"); meta.className = "postmetadata"; var a = document.createElement("a"); a.href = data.link + "#comments"; a.innerHTML = "Comment"; meta.appendChild( a ); div.appendChild( meta ); // Place the new entry into the document content.appendChild( div ); } However, all of these DOM operations don’t mean a whole lot if you don’t know what the data is you’re dealing with. In the next section you’re going to look at the data that is being passed to you from the server, and how you can inject it into the document using the DOM operations.
 
 The Data Source WordPress provides an easy means of accessing post data. All WordPress blogs include a default RSS feed that you can use to see the ten most recent posts. However, that alone is not sufficient enough; you need access to all posts, going back to the very beginning of the site. Luckily, there’s a hidden feature that you can use to achieve just that.
 
 CHAPTER 11 ■ ENHANCING BLOGS WITH AJAX
 
 In WordPress, the URL for the RSS feed typically looks something like this: /blog/ ?feed=rss; however, if you add an additional parameter, /blog/?feed=rss&paged=N, you can go farther back into the history of the blog (with an N of 1 showing the ten most recent posts, 2 showing the ten previous posts, etc.). Listing 11-3 shows an example of what the RSS feed looks like that contains the post data. Listing 11-3. The XML RSS Feed Returned by WordPress, Containing Ten Posts in a Nicely Formatted Structure Test Wordpress Web log http://someurl.com/test/ <description>Test Web log. Fri, 08 Oct 2006 02:50:23 +0000 http://wordpress.org/?v=2.0 en Test Post http://someurl.com/?p=9 Thu, 07 Sep 2006 09:58:07 +0000 John Resig Uncategorized <description> The element and the associated API have seen a great amount of traction lately; they’re used in both Apple’s Dashboard and Opera’s Widget area. This is one piece of “future” JavaScript that is, in all practicality, here right now, and you should seriously consider using it in your applications.
 
 Comet The final new concept that you’re going to look at is one that’s been recently refined and is in the process of becoming an emerging standard. While the concept of Ajax is fairly straightforward (having a single asynchronous connection), Ajax does not encapsulate any sort of streaming content. The concept of being able to have a stream of new updates coming into your web application is now frequently called Comet (as coined by Alex Russell of Dojo). Having the ability to stream updates into a web application gives you a whole new level of freedom, allowing you to build ultraresponsive applications (such as chat applications). Much as Ajax does not contain new technology, fundamentally, neither does Comet. However, many developers have taken to refining the general streaming concepts posed by web applications into a final standard called Cometd. More information about the upcoming Cometd standard and the concept of Comet itself, can be found here: • The original post, by Alex Russell, detailing the concepts behind Comet: http://alex.dojotoolkit.org/?p=545 • Defining a specification for Comet: http://cometd.com/
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 Comet improves current Ajax applications by having a long-lived connection that continually streams new information from a central server. It is this central server’s job to distribute communication evenly and to the appropriate channels. Figure 14-3 shows an example of how Comet behaves in comparison to a traditional Ajax application. The Dojo Foundation is responsible for much of the work that’s gone into standardizing Comet and making it readily usable by average web developers. Listing 14-9 shows an example of using the Dojo library to initiate a Comet connection to a server-side resource (which is run using a Cometd server). Listing 14-9. Using Dojo and Its Cometd Library to Connect to a Streaming Server and Listen to Different Broadcast Channels Cometd Client/Server Test Page <script type="text/javascript"> // We're going to be logging all interactions to a debug panel djConfig = { isDebug: true }; <script type="text/javascript" src="../dojo/dojo.js"> <script type="text/javascript"> dojo.require("dojo.io.cometd"); dojo.addOnLoad(function(){ // Set the base URL for all cometd interaction cometd.init({}, "/cometd"); // Subscribe to a single point of broadcast // This will watch for all streaming output coming // from this particular service and log it to the debug panel cometd.subscribe("/foo/bar/baz", false, dojo, "debugShallow"); // Broadcast two messages to two different services cometd.publish("/foo/bar/baz", { thud: "thonk!"}); cometd.publish("/foo/bar/baz/xyzzy", { foo: "A simple message" }); }); While the number of applications that use Comet (or Comet-like technology) is still rather small, that number is bound to increase as more people realize just how useful this particular piece of technology is for making high-performance web applications.
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 Figure 14-3. A comparison between the traditional Ajax model and the new Comet-style web application model
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 Summary The technology presented in this chapter comes in a wide range—everything from the complicated and far-off (such as destructuring in JavaScript 1.7) to the current and highly usable (such as the element). I hope that I’ve been able to give you a good feel for the direction in which browser-based web development is heading in the near future.
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 APPENDIX A ■■■
 
 DOM Reference T
 
 his appendix serves as a reference for the functionality provided by the Document Object Model discussed in Chapter 5.
 
 Resources DOM functionality has come in a variety of flavors, starting with the original prespecification DOM Level 0 on up to the well-defined DOM Levels 1 and 2. Since all modern browsers support the W3C’s DOM Levels 1 and 2 nearly completely, the W3C’s web sites serve as an excellent reference for learning how the DOM should work: • DOM Level 1: http://www.w3.org/TR/REC-DOM-Level-1/level-one-core.html • HTML DOM Level 1: http://www.w3.org/TR/REC-DOM-Level-1/level-one-html.html • DOM Level 2: http://www.w3.org/TR/DOM-Level-2-Core/ • HTML DOM Level 2: http://www.w3.org/TR/DOM-Level-2-HTML/ Additionally, there exists a number of excellent references for learning how DOM functionality works, but none is better than the resources that exist at Quirksmode.org, a site run by Peter-Paul Koch. He has comprehensively looked at every available DOM method and compared its results in all modern browsers (plus some). It’s an invaluable resource for figuring out what is, or is not, possible in the browsers that you’re developing for: • W3C DOM Core Levels 1 and 2 reference: http://www.quirksmode.org/dom/w3c_core. html • W3C DOM HTML Levels 1 and 2 reference: http://www.quirksmode.org/dom/w3c_html. html
 
 Terminology In Chapter 5 on the Document Object Model and in this appendix, I use common XML and DOM terminology to describe the different aspects of a DOM representation of an XML document. The following words and phrases are terminology that relate to the Document Object Model and XML documents in general. All of the terminology examples will relate to the sample HTML document shown in Listing A-1. 307
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 Listing A-1. A Reference Point for Discussing DOM and XML Terminology Introduction to the DOM Introduction to the DOM There are a number of reasons why the DOM is awesome, here are some:
 	It can be found everywhere.
	It's easy to use.
	It can help you to find what you want, really quickly.

 
 
 Ancestor Very similar to the genealogical term, ancestor refers to the parent of the current element, and that parent’s parent, and that parent’s parent, and so on. In Listing A-1 the ancestor elements of the 
 element are the element and the element.
 
 Attribute Attributes are properties of elements that contain additional information about them. In Listing A-1 the  element has the attribute class that contains the value test.
 
 Child Any element can contain any number of nodes (each of which are considered to be children of the parent element). In Listing A-1 the 

 contains seven child nodes; three of the child nodes are the 
	 elements, the other four are the endlines that exist in between each element (contained within text nodes).
 
 Document An XML document consists of one element (called the root node or document element) that contains all other aspects of the document. In Listing A-1 the is the document element containing the rest of the document.
 
 Descendant An element’s descendants include its child nodes, its children’s children, and their children, and so on. In Listing A-1 the element’s descendants include , , 

, all the 
	 elements, and all the text nodes contained inside all of them.
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 Element An element is a container that holds attributes and other nodes. The primary, and most noticeable, component of any HTML document is its elements. In Listing A-1 there are a ton of elements; the , , , , , , 

, and 
	 tags all represent elements.
 
 Node A node is the common unit within a DOM representation. Elements, attributes, comments, documents, and text nodes are all nodes and therefore have typical node properties (for example, nodeType, nodeName, and nodeValue exist in every node).
 
 Parent Parent is the term used to refer to the element that contains the current node. All nodes have a parent, except for the root node. In Listing A-1 the parent of the  element is the element.
 
 Sibling A sibling node is a child of the same parent node. Generally this term is used in the context of previousSibling and nextSibling, two attributes found on all DOM nodes. In Listing A-1 the siblings of the 
 element are the and 

 elements (along with a couple white space–filled text nodes).
 
 Text Node A text node is a special node that contains only text; this includes visible text and all forms of white space. So when you’re seeing text inside of an element (for example, hello world!), there is actually a separate text node inside of the element that contains the “hello world!” text. In Listing A-1, the text “It’s easy to use” inside of the second 
	 element is contained within a text node.
 
 Global Variables Global variables exist within the global scope of your code, but they exist to help you work with common DOM operations.
 
 document This variable contains the active HTML DOM document, which is viewed in the browser. However, just because this variable exists and has a value, doesn’t mean that its contents have been fully loaded and parsed. See Chapter 5 for more information on waiting for the DOM to load. Listing A-2 shows some examples of using the document variable that holds a representation of the HTML DOM to access document elements.
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 Listing A-2. Using the Document Variable to Access Document Elements // Locate the element with the ID of 'body' document.getElementById("body") // Locate all the elements with the tag name of document.getElementsByTagName("div")
 
 .
 
 HTMLElement This variable is the superclass object for all HTML DOM elements. Extending the prototype of this element extends all HTML DOM elements. This superclass is available by default in Mozilla-based browsers and Opera. It’s possible to add it to Internet Explorer and Safari using the methods described in Chapter 5. Listing A-3 shows an example of binding new functions to a global HTML element superclass. Attaching a hasClass function provides the ability to see whether an element has a specific class. Listing A-3. Binding New Functions to a Global HTML Element SuperClass // Add a new method to all HTML DOM Elements // that can be used to see if an Element has a specific class, or not. HTMLElement.prototype.hasClass = function( class ) { return new RegExp("(^|\\s)" + class + "(\\s|$)").test( this.className ); };
 
 DOM Navigation The following properties are a part of all DOM elements and can be used to traverse DOM documents.
 
 body This property of the global HTML DOM document (the document variable) points directly to the HTML element (of which there should only be the one). This particular property is one that has been carried over from the days of DOM 0 JavaScript. Listing A-4 shows some examples of accessing the element from the HTML DOM document. Listing A-4. Accessing the Element Inside of an HTML DOM Document // Change the margins of the document.body.style.margin = "0px"; // document.body is equivalent to: document.getElementsByTagName("body")[0]
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 childNodes This is a property of all DOM elements, containing an array of all child nodes (this includes elements, text nodes, comments, etc.). This property is read-only. Listing A-5 shows how you would use the childNodes property to add a style to all child elements of a parent element. Listing A-5. Adding a Red Border Around Child Elements of the Element Using the childNodes Property // Add a border to all child elements of var c = document.body.childNodes; for ( var i = 0; i < c.length; i++ ) { // Make sure that the Node is an Element if ( c[i].nodeType == 1 ) c[i].style.border = "1px solid red"; }
 
 documentElement This is a property of all DOM nodes acting as a reference to the root element of the document (in the case of HTML documents, this will always point to the element). Listing A-6 shows an example of using the documentElement to find a DOM element. Listing A-6. Example of Locating the Root Document Element From Any DOM Node // Find the documentElement, to find an Element by ID someRandomNode.documentElement.getElementById("body")
 
 firstChild This is a property of all DOM elements, pointing to the first child node of that element. If the element has no child nodes, firstChild will be equal to null. Listing A-7 shows an example of using the firstChild property to remove all child nodes from an element. Listing A-7. Removing All Child Nodes From an Element // Remove all child nodes from an element var e = document.getElementById("body"); while ( e.firstChild ) e.removeChild( e.firstChild );
 
 getElementById( elemID ) This is a powerful function that locates the one element in the document that has the specified ID. The function is only available on the document element. Additionally, the function may not work as intended in non-HTML DOM documents; generally with XML DOM documents you have to explicitly specify the ID attribute in a DTD (Document Type Definition) or schema.
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 This function takes a single argument: the name of the ID that you’re searching for, as demonstrated in Listing A-8. Listing A-8. Two Examples of Locating HTML Elements by Their ID Attributes // Find the Element with an ID of body document.getElementById("body") // Hide the Element with an ID of notice document.getElementById("notice").style.display = 'none';
 
 getElementsByTagName( tagName ) This property finds all descendant elements—beginning at the current element—that have the specified tag name. This function works identically in XML DOM and HTML DOM documents. In all modern browsers, you can specify * as the tag name and find all descendant elements, which is much faster than using a pure-JavaScript recursive function. This function takes a single argument: the tag name of the elements that you’re searching for. Listing A-9 shows examples of getElementsByTagName. The first block adds a highlight class to all elements in the document. The second block finds all the elements inside of the element with an ID of body, and hides any that have a class of highlight. Listing A-9. Two Code Blocks That Demonstrate How getElementsByTagName Is Used // Find all Elements in the current HTML document // and set their class to 'highlight' var d = document.getElementsByTagName("div"); for ( var i = 0; i < d.length; i++ ) { d[i].className = 'hilite'; } // Go through all descendant elements of the element with // an ID of body. Then find all elements that have one class // equal to 'hilite'. Then hide all those elements that match. var all = document.getElementById("body").getElementsByTagName("*"); for ( var i = 0; i < all.length; i++ ) { if ( all[i].className == 'hilite' ) all[i].style.display = 'none'; }
 
 lastChild This is a reference available on all DOM elements, pointing to the last child node of that element. If no child nodes exist, lastChild will be null. Listing A-10 shows an example of using the lastChild property to insert an element into a document.
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 Listing A-10. Creating a New Element and Inserting It Before the Last Element in the // Insert a new Element just before the last element in the var n = document.createElement("div"); n.innerHTML = "Thanks for visiting!"; document.body.insertBefore( n, document.body.lastChild );
 
 nextSibling This is a reference available on all DOM nodes, pointing to the next sibling node. If the node is the last sibling, nextSibling will be null. It’s important to remember that nextSibling may point to a DOM element, a comment, or even a text node; it does not serve as an exclusive way to navigate DOM elements. Listing A-11 is an example of using the nextSibling property to create an interactive definition list. Listing A-11. Making All Elements Expand Their Sibling Elements Once Clicked // Find all (Defintion Term) elements var dt = document.getElementsByTagName("dt"); for ( var i = 0; i < dt.length; i++ ) { // Watch for when the term is clicked dt[i].onclick = function() { // Since each Term has an adjacent (Definition) element // We can display it when it's clicked // NOTE: Only works when there's no whitespace between elements this.nextSibling.style.display = 'block'; }; }
 
 parentNode This is a property of all DOM nodes. Every DOM node’s parentNode points to the element that contains it, except for the document element, which points to null (since nothing contains the root element). Listing A-12 is an example of using the parentNode property to create a custom interaction. Clicking the Cancel button hides the parent element. Listing A-12. Using the parentNode Property to Create a Custom Interaction // Watch for when a link is clicked (e.g. a Cancel link) // and hide the parent element document.getElementById("cancel").onclick = function(){ this.parentNode.style.display = 'none'; };
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 previousSibling This is a reference available on all DOM nodes, pointing to the previous sibling node. If the node is the first sibling, the previousSibling will be null. It’s important to remember that previousSibling may point to a DOM element, a comment, or even a text node; it does not serve as an exclusive way to navigate DOM elements. Listing A-13 shows an example of using the previousSibling property to hide elements. Listing A-13. Hiding All Elements Before the Current Element // Find all elements before this one and hide them var cur = this.previousSibling; while ( cur != null ) { cur.style.display = 'none'; cur = this.previousSibling; }
 
 Node Information These properties exist on most DOM elements in order to give you easy access to common element information.
 
 innerText This is a property of all DOM elements (which only exists in non-Mozilla-based browsers, as it’s not part of a W3C standard). This property returns a string containing all the text inside of the current element. Since this property is not supported in Mozilla-based browsers, you can utilize a workaround similar to the one described in Chapter 5 (where you use a function to collect the values of descendant text nodes). Listing A-14 shows an example of using the innerText property and the text() function from Chapter 5. Listing A-14. Using the innerText Property to Extract Text Information From an Element // Let's assume that we have an 
	 element like this, stored in the variable 'li': // 
	Please visit my web site.

 // Using the innerText property li.innerText // or the text() function described in Chapter 5 text( li ) // The result of either the property or the function is: "Please visit my web site."
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 nodeName This is a property available on all DOM elements that contains an uppercase version of the element name. For example, if you have an 	 element and you access its nodeName property, it will return LI. Listing A-15 shows an example of using the nodeName property to modify the class names of parent elements. Listing A-15. Locating All Parent 
	 Elements and Setting Their Class to current // Find all the parents of this node, that are an 
	 element var cur = this.parentNode; while ( cur != null ) { // Once the element is found, and the name verified, add a class if ( cur.nodeName == 'LI' ) cur.className += " current"; cur = this.parentNode; }
 
 nodeType This is a common property of all DOM nodes, containing a number corresponding to the type of node that it is. The three most popular node types used in HTML documents are the following: • Element node (a value of 1 or document.ELEMENT_NODE) • Text node (a value of 3 or document.TEXT_NODE) • Document node (a value of 9 or document.DOCUMENT_NODE) Using the nodeType property is a reliable way of making sure that the node that you’re trying to access has all the properties that you think it does (e.g., a nodeName property is only useful on a DOM element; so you could use nodeType to make sure that it’s equal to 1 before accessing it). Listing A-16 shows an example of using the nodeType property to add a class to a number of elements. Listing A-16. Locating the First Element in the HTML and Applying a header Class to It // Find the first element in the var cur = document.body.firstChild; while ( cur != null ) { // If an element was found, add the header class to it if ( cur.nodeType == 1 ) { cur.className += " header"; cur = null;
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 // Otherwise, continue navigating through the child nodes } else { cur = cur.nextSibling; } }
 
 nodeValue This is a useful property of text nodes that can be used to access and manipulate the text that they contain. The best example of this in use is the text function presented in Chapter 5, which is used to retrieve all the text contents of an element. Listing A-17 shows an example of using the nodeValue property to build a simple text value function. Listing A-17. A Function That Accepts an Element and Returns the Text Contents of It and All Its Descendant Elements function text(e) { var t = ""; // If an element was passed, get its children, // otherwise assume it's an array e = e.childNodes || e; // Look through all child nodes for ( var j = 0; j < e.length; j++ ) { // If it's not an element, append its text value // Otherwise, recurse through all the element's children t += e[j].nodeType != 1 ? e[j].nodeValue : text(e[j].childNodes); } // Return the matched text return t; }
 
 Attributes Most attributes are available as properties of their containing element. For example, the attribute ID can be accessed using the simple element.id. This feature is residual from the DOM 0 days, but it’s very likely that it’s not going anywhere, due to its simplicity and popularity.
 
 className This property allows you to add and remove classes from a DOM element. This property exists on all DOM elements. The reason I’m mentioning this specifically is that its name, className, is very different from the expected name of class. The strange naming is due to the fact that
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 the word class is a reserved word in most object-oriented programming languages; so its use is avoided to limit difficulties in programming a web browser. Listing A-18 shows an example of using the className property to hide a number of elements. Listing A-18. Finding All Elements That Have a Class of special and Hiding Them // Find all the elements in the document var div = document.getElementsByTagName("div"); for ( var i = 0; i < div.length; i++ ) { // Find all the elements that have a single class of 'special' if ( div[i].className == "special" ) { // And hide them div[i].style.display = 'none'; } }
 
 getAttribute( attrName ) This is a function that serves as the proper way of accessing an attribute value contained within a DOM element. Attributes are initialized with the values that the user has provided in the straight HTML document. The function takes a single argument: the name of the attribute that you want to retrieve. Listing A-19 shows an example of using the getAttribute() function to find input elements of a specific type. Listing A-19. Finding the Element Named text and Copying Its Value Into an Element With an ID of preview // Find all the form input elements var input = document.getElementsByTagName("input"); for ( var i = 0; i < input.length; i++ ) { // Find the element that has a name of "text" if ( input[i].getAttribute("name") == "text" ) { // Copy the value into another element document.getElementById("preview").innerHTML = input[i].getAttribute("value"); } }
 
 removeAttribute( attrName ) This is a function that can be used to completely remove an attribute from an element. Typically, the result of using this function is comparable to doing a setAttribute with a value of “ ”
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 (an empty string) or null; in practice, however, you should be sure to always clean up extra attributes in order to avoid any unexpected consequences. This function takes a single argument: the name of the attribute that you wish to remove. Listing A-20 shows an example of unchecking some check boxes in a form. Listing A-20. Finding All Check Boxes in a Document and Unchecking Them // Find all the form input elements var input = document.getElementsByTagName("input"); for ( var i = 0; i < input.length; i++ ) { // Find all the checkboxes if ( input[i].getAttribute("type") == "checkbox" ) { // Uncheck the checkbox input[i].removeAttribute("checked"); } }
 
 setAttribute( attrName, attrValue ) This is a function that serves as a way of setting the value of an attribute contained within a DOM element. Additionally, it’s possible to add in custom attributes that can be accessed again later while leaving the appearance of the DOM elements unaffected. setAttribute tends to behave rather strangely in Internet Explorer, keeping you from setting particular attributes (such as class or maxlength). This is explained more in Chapter 5. The function takes two arguments. The first is the name of the attribute. The second is the value to set the attribute to. Listing A-21 shows an example of setting the value of an attribute on a DOM element. Listing A-21. Using the setAttribute Function to Create an Link to Google // Create a new element var a = document.createElement("a"). // Set the URL to visit to Google's web site a.setAttribute("href","http://google.com/"); // Add the inner text, giving the user something to click a.appendChild( document.createTextNode( "Visit Google!" ) ); // Add the link at the end of the document document.body.appendChild( a );
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 DOM Modification The following are all the properties and functions that are available to manipulate the DOM.
 
 appendChild( nodeToAppend ) This is a function that can be used to add a child node to a containing element. If the node that’s being appended already exists in the document, it is moved from its current location and appended to the current element. The appendChild function must be called on the element that you wish to append into. The function takes one argument: a reference to a DOM node (this could be one that you just created or a reference to a node that exists elsewhere in the document). Listing A-22 shows an example of creating a new 
 element and moving all 
	 elements into it from their original location in the DOM, then appending the new 
 to the document body. Listing A-22. Appending a Series of 
	 Elements to a Single 
 // Create a new 
 element var ul = document.createElement("ul"); // Find all the first 
	 elements var li = document.getElementsByTagName("li"); for ( var i = 0; i < li.length; i++ ) { // append each matched 
	 into ul.appendChild( li[i] );
 
 our new 
 element
 
 } // Append our new 
 element at the end of the body document.body.appendChild( ul );
 
 cloneNode( true|false ) This function is a way for developers to simplify their code by duplicating existing nodes, which can then be inserted into the DOM. Since doing a normal insertBefore or appendChild call will physically move a DOM node in the document, the cloneNode function can be used to duplicate it instead. The function takes one true or false argument. If the argument is true, the node and everything inside of it is cloned; if false, only the node itself is cloned. Listing A-23 shows an example of using this function to clone an element and append it to itself.
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 Listing A-23. Finding the First 
 Element in a Document, Making a Complete Copy of It, and Appending It to Itself // Find the first 
 element var ul = document.getElementsByTagName("ul")[0]; // Clone the node and append it after the old one ul.parentNode.appendChild( ul.cloneNode( true ) );
 
 createElement( tagName ) This is the primary function used for creating new elements within a DOM structure. The function exists as a property of the document within which you wish to create the element.
 
 ■Note If you’re using XHTML served with a content-type of application/xhtml+xml instead of regular HTML served with a content-type of text/html, you should use the createElementNS function instead of the createElement function.
 
 This function takes one argument: the tag name of the element to create. Listing A-24 shows an example of using this function to create an element and wrap it around some other elements. Listing A-24. Wrapping the Contents of a  Element in a <strong> Element // Create a new <strong> element var s = document.createElement("strong"); // Find the first paragraph var p = document.getElementsByTagName("p")[0]; // Wrap the contents of the 
 in the <strong> element while ( p.firstChild ) { s.appendChild( p.firstChild ); } // Put the <strong> element (containing the old 
 contents) // back into the 
 element p.appendChild( s );
 
 createElementNS( namespace, tagName ) This function is very similar to the createElement function, in that it creates a new element; however, it also provides the ability to specify a namespace for the element (for example, if you’re adding an item to an XML or XHTML document).
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 This function takes two arguments: the namespace of the element that you’re adding, and the tag name of the element. Listing A-25 shows an example of using this function to create a DOM element in a valid XHTML document. Listing A-25. Creating a New XHTML 
 Element, Filling It With Some Text, and Appending It to the Document Body // Create a new XHTML-compliant 
 var p = document.createElementNS("http://www.w3.org/1999/xhtml", "p"); // Add some text into the 
 element p.appendChild( document.createTextNode( "Welcome to my site." ) ); // Add the 
 element into the document document.body.insertBefore( p, document.body.firstChild );
 
 createTextNode( textString ) This is the proper way to create a new text string to be inserted into a DOM document. Since text nodes are just DOM-only wrappers for text, it is important to remember that they cannot be styled or appended to. The function only exists as a property of a DOM document. The function takes one argument: the string that will become the contents of the text node. Listing A-26 shows an example of using this function to create a new text node and appending it to the body of an HTML page. Listing A-26. Creating an Element and Appending a New Text Node // Create a new element var h = document.createElement("h1"); // Create the header text and add it to the element h.appendChild( document.createTextNode("Main Page") ); // Add the header to the start of the document.body.insertBefore( h, document.body.firstChild );
 
 innerHTML This is an HTML DOM–specific property for accessing and manipulating a string version of the HTML contents of a DOM element. If you’re only working with an HTML document (and not an XML one), this method can be incredibly useful, as the code it takes to generate a new DOM element can be cut down drastically (not to mention it is a faster alternative to traditional DOM methods). While this property is not part of any particular W3C standard, it still exists in every modern browser. Listing A-27 shows an example of using the innerHTML property to change the contents of an element whenever the contents of a are changed.
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 Listing A-27. Watching a for Changes and Updating a Live Preview With Its Value // Get the textarea to watch for updates var t = document.getElementsByTagName("textarea")[0]; // Grab the current value of a and update a live preview, // everytime that it's changed t.onkeypress = function() { document.getElementById("preview").innerHTML = this.value; };
 
 insertBefore( nodeToInsert, nodeToInsertBefore ) This function is used to insert a DOM node anywhere into a document. The function must be called on the parent element of the node that you wish to insert it before. This is done so that you can specify null for nodeToInsertBefore and have your node inserted as the last child node. The function takes two arguments. The first argument is the node that you wish to insert into the DOM; the second is the DOM node that you’re inserting before. This should be a reference to a valid node. Listing A-28 shows an example of using this function to insert the favicon (the icon that you see next to a URL in the address bar of a browser) of a site next to a set of URLs on a page. Listing A-28. Going Through All Elements and Adding an Icon Consisting of the Site’s Favicon // Find all the links within the document var a = document.getElementsByTagName("a"); for ( var i = 0; i < a.length; i++ ) { // Create an image of the linked-to site's favicon var img = document.createElement("img"); img.src = a[i].href.split('/').splice(0,3).join('/') + '/favicon.ico'; // Insert the image before the link a[i].parentNode.insertBefore( img, a[i] ); }
 
 removeChild( nodeToRemove ) This function is used to remove a node from a DOM document. The removeChild function must be called on the parent element of the node that you wish to remove. The function takes one argument: a reference to the DOM node to remove from the document. Listing A-29 shows an example of running through all the elements in the document, removing any that have a single class of warning.
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 Listing A-29. Removing All Elements That Have a Particular Class Name // Find all elements var div = document.getElementsByTagName("div"); for ( var i = 0; i < div.length; i++ ) { // If the has one class of 'warning' if ( div[i].className == "warning" ) { // Remove the from the document div[i].parentNode.removeChild( div[i] ); } }
 
 replaceChild( nodeToInsert, nodeToReplace ) This function serves as an alternative to the process of removing a node and inserting another node in its place. This function must be called by the parent element of the node that you are replacing. This function takes two arguments: the node that you wish to insert into the DOM, and the node that you are going to replace. Listing A-30 shows an example of replacing all elements with a <strong> element containing the URL originally being linked to. Listing A-30. Converting a Set of Links Into Plain URLs // Convert all links to visible URLs (good for printing // Find all links in the document var a = document.getElementsByTagName("a"); while ( a.length ) { // Create a <strong> element var s = document.createElement("strong"); // Make the contents equal to the link URL s.appendChild( document.createTextNode( a[i].href ) ); // Replace the original with the new <strong> element a[i].replaceChild( s, a[i] ); }
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 Events Reference T
 
 his appendix serves as a reference for Chapter 6 on events. It provides comprehensive coverage of all possible DOM events, to complement the general theory presented in Chapter 6. Here you will find resources for more information, definitions of common eventrelated terminology, and explanations of all common event objects and interactions.
 
 Resources If there is one resource you should access to find more information about events, it is Quirksmode.org. This site provides a side-by-side comparison for every event in all the modern browsers. I highly recommend that you visit it to get a feel for the events each browser supports (http://www.quirksmode.org/js/events_compinfo.html). Additionally, the two most popular specifications currently used are the W3C’s DOM events and Internet Explorer’s HTML events. Each site has a comprehensive listing of all the possible events and each aspect of how they behave: • W3C DOM Level 2 events: http://www.w3.org/TR/DOM-Level-2-Events/events.html • Internet Explorer HTML events: http://msdn.microsoft.com/workshop/author/dhtml/ reference/events.asp
 
 Terminology This section defines a number of new terms introduced in the topic of JavaScript event handling that may be unfamiliar to those who have not dealt with JavaScript events or asynchronous event handling.
 
 Asynchronous Asynchronous events have a general callback structure, in contrast to a threaded application structure. This means that a single piece of code (a callback) is registered with an event handler. When that event occurs, the callback is executed.
 
 Attach / Bind / Register a Callback Attaching (sometimes called binding), a callback to an event handler is how code is registered in an asynchronous event model. Once an event occurs, the event handler is called, 325
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 which contains a reference to the registered callback. A callback is a piece of code in the form of a function reference that is called once an event is completed.
 
 Bubbling The bubbling phase of an event occurs after the capturing phase of an event. The bubbling phase begins at the source of the event (such as the link that a user clicks) and traverses up the DOM tree to the root of the document.
 
 Capturing The capturing phase of an event (which occurs only in the W3C event model) is the first event phase to occur and consists of an event moving down the DOM tree to the location of the element that instantiated the event.
 
 Default Action The default action is a browser-based action that occurs regardless of whether a user has an event handler bound or not. An example of a default action provided by the browser is when a user clicks a link and is taken to another web page.
 
 Event An event is an action that is fired (initiated) within a web page. Generally, events are initiated by the user (such as moving a mouse, pressing a key, etc.), but can also occur without interaction (such as the page loading, or an error occurring).
 
 Event Handler An event handler (such as a function reference) is the code that is called whenever an event is fired. If a callback hasn’t been registered with the event handler, nothing will occur (beyond the default action).
 
 Threaded In a threaded application, there typically exists a number of disparate process flows that are performing a continual task (such as checking to see if a resource is available). JavaScript does not handle threads in any respect and exists only as an asynchronous language.
 
 Event Object The event object is an object that’s provided, or is available, inside of every event handler function. How it’s handled in Internet Explorer and other browsers varies. W3C-compatible browsers provide a single argument to the event handler function, which contains a reference to the event object. Internet Explorer’s event object is always available at the window.event property, which should only be accessed while within an event handler.
 
 APPENDIX B ■ EVENTS REFERENCE
 
 General Properties A number of properties exist on the event object for every type of event being captured. All of these event object properties relate directly to the event itself and nothing is event-type specific. What follows is a list of all the event object properties with explanations and example code.
 
 type This property contains the name of the event currently being fired (such as click, mouseover, etc.). This can be used to provide a generic event handler function, which then deterministically executes related functions (such as the addEvent/removeEvent functions discussed in Chapter 6). Listing B-1 shows an example of using this property to make a handler have a different effect, based upon its event type. Listing B-1. Using the type Property to Provide Hoverlike Functionality for an Element // Locate the that we want to hover over var div = document.getElementsByTagName('div')[0]; // Bind a single function to both the mouseover and mouseout events div.onmouseover = div.onmouseout = function(e){ // Normalize the Event object e = e || window.event; // Toggle the background color of the , depending on the // type of mouse event that occurred this.style.background = (e.type == 'mouseover') ? '#EEE' : '#FFF'; };
 
 target / srcElement This property contains a reference to the element that fired to the event. For example, binding a click handler to an element would have a target property equal to the element itself. The srcElement property is equivalent to target, but works in Internet Explorer. Listing B-2 shows an example of using this property to handle a global event handler. Listing B-2. Double-Clicking Any Node in the HTML DOM and Having It Removed // Bind a Double-Click listener to the document document.ondblclick = function(e) { // Neutralize the Event object e = e || window.event; // Find thet correct target node var t = e.target || e.srcElement;
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 // remove the node from the DOM t.parentNode.removeChild( t ); };
 
 stopPropagation() / cancelBubble The stopPropagation() method stops the event bubbling (or capturing) process, making the current element the last one to receive the particular event. The event phases are explained fully in Chapter 6. The cancelBubble property is available in Internet Explorer; setting it to true is equivalent to calling the stopPropagation() method in a W3C-compatible browser. Listing B-3 shows an example of using this technique to stop the propagation of an event. Listing B-3. Dynamic Highlighting of All the 

	 Elements Within a Document // Find all the 
	 elements in the document var li = document.getElementsByTagName('li'); for ( var i = 0; i < li.length; i++ ) { // Watch for the user to move his mouse over an 
	 li[i].onmouseover = function(e){ // If this is a W3C-compatible browser if ( e ) // Use stopPropogation to stop the event bubbling e.stopPropagation(); // Otherwise, it's Internet Explorer else // So set cancelBubble to true to stop the event bubbling e.cancelBubble = true; // finally, highlight the background of the 
	 this.style.background = '#EEE'; }; // When the mouse if moved back out of the 
	 li[i].onmouseout = function(){ // Reset the backgound color back to white this.style.background = '#FFF'; }; }
 
 preventDefault() / returnValue = false Calling the preventDefault() method stops the browser’s default action from occurring in all modern W3C-compliant browsers. Internet Explorer requires that you set the returnValue property of the event object to false in order to stop the default browser action.
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 An explanation of the default action process can be found in Chapter 6. The code in Listing B-4 makes it so that anytime a link is clicked on a page, instead of visiting the page (like it normally would), it sets the title of the document to be the URL of the link. Listing B-4. Preventing the Default Browser Action // Locate all elements on the page var a = document.getElementsByTagName('a'); for ( var i = 0; i < a.length; i++ ) { // Bind a click handler to the a[i].onclick = function(e) { // Set the title of the page to the URL of this link, instead of visiting it document.title = this.href; // Prevent the browser from ever visiting the web site pointed to from // the (which is the default action) if ( e ) { e.preventDefault(); // Prevent the default action in IE } else { window.event.returnValue = false; } }; }
 
 Mouse Properties Mouse properties only exist within the event object when a mouse-related event is initiated (such as click, mousedown, mouseup, mouseover, mousemove, and mouseout). At any other time, you can assume that the values being returned do not exist, or are not reliably present. This section lists all the properties that exist on the event object during a mouse event.
 
 clientX / clientY These properties contain the x and y coordinates of the mouse cursor relative to the browser window. For an example of these properties, see the code shown in Listing B-5. Listing B-5. Finding the Current Position of the Mouse Cursor Within the Web Page // Find the horizontal position of the cursor function getX(e) { // Check for the non-IE position, then the IE position, and finally return 0 return e.pageX || (e.clientX + (document.documentElement.scrollLeft || document.body.scrollLeft)); }
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 // Find the vertical position of the cursor function getY(e) { // Check for the non-IE position, then the IE position, and finally return 0 return e.pageY || (e.clientY + (document.documentElement.scrollTop || document.body.scrollTop));
 
 pageX / pageY These properties contain the x and y coordinates of the mouse cursor relative to the rendered document (for example, if you’ve scrolled a ways down a document, the number would no longer match what is contained within the clientX/clientY properties). They do not work in Internet Explorer. To get the position of the cursor in IE, you should use the clientX/clientY properties and add the current scroll offset to them.
 
 layerX / layerY and offsetX / offsetY These properties contain the x and y coordinates of the mouse cursor relative to the event’s target element. The layerX/layerY properties are only available in Mozilla-based browsers and Safari, while offsetX/offsetY are available in Opera and Internet Explorer. (You can see an example of them in use in Listing B-17.)
 
 button This property is a number representing the mouse button that’s currently being clicked (only available on the click, mousedown, and mouseup events). Unfortunately, there is also some confusion over what number to use to represent which mouse button is pressed. Fortunately, 2 is used to represent a right-click in all browsers; so you can feel safe testing for that, at the very least. Table B-1 shows all the possible values of the button property in both Internet Explorer and W3C-compatible browsers. Table B-1. Possible Values for the button Property of the event Object
 
 Click
 
 Internet Explorer
 
 W3C
 
 Left
 
 1
 
 0
 
 Right
 
 2
 
 2
 
 Middle
 
 4
 
 1
 
 Listing B-6 shows a code snippet that prevents the user from right-clicking (and bringing up a menu) anywhere on a web page. Listing B-6. Using the button Property of the event Object // Bind a click handler to the entire document document.onclick = function(e) { // Normalize the Event objct e = e || window.event;
 
 APPENDIX B ■ EVENTS REFERENCE
 
 // If a right-click was performed if ( e.button == 2 ) { // Prevent the default action from occurring e.preventDefault(); return false; } };
 
 relatedTarget This event property contains a reference to the element that the mouse has just left. More often than not, this is used in situations where you need to use mouseover/mouseout, but you need to know where the mouse just was, or is going to. Listing B-7 shows a variation on a tree menu ( elements containing other elements) in which the subtrees only display the first time the user moves the mouse over the 
	 subelement. Listing B-7. Using the relatedTarget Property to Create a Navigable Tree // Find all the 
	 elements in the document var li = document.getElementsByTagName('li'); for ( var i = 0; i < li.length; i++ ) { // and attach mouseover handlers to them li[i].onmouseover = function(e){ // If the mouse is entering for the first time (from the parent) if ( e.relatedTarget == this.parentNode ) { // display the last child element (which happens to be another ) this.lastChild.style.display = 'block'; } }; } // Sample HTML: 
	Hello 
	Another
	Item
	Test 
	More
	Items
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 Keyboard Properties Keyboard properties generally only exist within the event object when a keyboard-related event is initiated (such as keydown, keyup, and keypress). The exception to this rule is for the ctrlKey and shiftKey properties, which are available during mouse events (allowing you to Ctrl+Click an element). At any other time, you can assume that the values contained within a property do not exist, or are not reliably present.
 
 ctrlKey This property returns a Boolean value representing whether the keyboard Ctrl key is being held down. This property is available for both keyboard and mouse events. The code in Listing B-8 watches for a user clicking a mouse button and holding down the control key; when this occurs, the clicked item is removed from the document. Listing B-8. Using the ctrlKey Property to Create a Type of Mouse-Click Interaction // Bind a click handler onto the entire document document.onclick = function(e){ // Neutralize the Event object e = e || window.event; var t = e.target || e.srcElement; // If the control key was held down while the click was made if ( e.ctrlKey ) // Remove the clicked node t.parentNode.removeChild( t ); };
 
 keyCode This property contains a number corresponding to the different keys on a keyboard. The availability of certain keys (such as Page Up and Home) can fluctuate, but generally speaking, all other keys work reliably. Table B-2 is a reference for all of the commonly used keyboard keys and their associated key codes. Table B-2. Commonly Used Key Codes
 
 Key Backspace
 
 Key Code 8
 
 Tab
 
 9
 
 Enter
 
 13
 
 Space
 
 32
 
 Left arrow
 
 37
 
 Up arrow
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 Key
 
 Key Code
 
 Right arrow Down arrow
 
 39 40
 
 0–9
 
 48–57
 
 A–Z
 
 65–90
 
 Listing B-9 shows the code necessary to run a simple slideshow. This code assumes that there are a number of 	 elements inside of a single or 
 element. Each 
	 can contain anything (such as an image). When the left and right arrow keys are pressed, the previous or next 
	 is revealed to the user. Listing B-9. Using the keyCode Property to Create a Simple Slideshow // Locate the first 
	 element on the page var cur = document.getElementsByTagName('li')[0]; // and make sure that it's visible cur.style.display = 'block'; // Watch for any keypresses on the page document.onkeyup = function(e){ // Normalize the Event object e = e || window.event; // If the left or right arrow keys were pressed if ( e.keyCode == 37 || e.keyCode == 39 ) { // hide the currently displayed 
	 element cur.style.display = 'none'; // If the left arrow was pressed, find the previous 
	 element // (or loop back around and go to the last one) if ( e.keyCode == 37 ) cur = cur.previousSibling || cur.parentNode.lastChild; // If the right arrow key was pressed, find the next 
	 element // or if we're at the end, go back to the first 
	 element else if ( e.keyCode == 39 ) cur = cur.nextSibling || cur.parentNode.firstChild; // show the next 
	 in the sequence cur.style.display = 'block'; } };
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 shiftKey This property returns a Boolean value representing whether the keyboard Shift key is being held down. This property is available for both keyboard and mouse events. Listing B-10 shows code that watches for a user clicking a mouse button and holding down the Shift key; when this occurs, a contextual menu is displayed. Listing B-10. Using the shiftKey Property to Display a Special Menu // Bind a click handler onto the entire document document.onclick = function(e){ // Neutralize the Event object e = e || window.event; // If the shift key was held down while the click was made if ( e.shiftKey ) // Display the menu document.getElementById('menu').style.display = 'block'; };
 
 Page Events All page events deal specifically with the function and status of the entire page. The majority of the event types handle the loading and unloading of a page (whenever a user visits the page and then leaves again).
 
 load The load event is fired once the page has completely finished loading; this event includes all images, external JavaScript files, and external CSS files. This can be used as a way to launch your DOM-related code; however, if you need a faster response time, you should look into the domReady() function explained in Chapter 6. Listing B-11 shows code that waits for the page to load, upon which it binds a click handler to the element with an ID of cancel. Once the click handler is fired, it will hide the element that has the ID of main. Listing B-11. Using the load Event to Wait for the Entire Page to Finish Loading // Wait for the page to finish loading window.onload = function(){ // Locate the element with an ID of 'cancel' and bind a click handler document.getElementById('cancel').onclick = function(){
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 // That when clicked, hides the 'main' element document.getElementById('main').style.display = 'none'; }; };
 
 beforeunload This event is something of an oddity, as it’s completely nonstandard but widely supported. It behaves very similarly to the unload event, with an important difference. Within your event handler for the beforeunload event, if you return a string, that string will be shown in a confirmation message asking users if they wish to leave the current page. If they decline, the user will be able to stay on the current page. Dynamic web applications, such as Gmail, use this to prevent users from potentially losing any unsaved data. Listing B-12 attaches a simple event handler (that only returns a string) explaining why the user should not leave the current page that he or she is on. The browser will display a confirmation box with a full explanation, including your custom message. Listing B-12. Using the beforeunload Event to Stop People from Leaving a Page // Attach to the beforeunload handler window.onbeforeunload = function(){ // Return an explanation for why the user should not leave the page. return 'Your data will not be saved.'; };
 
 error The error event is fired every time an error occurs within your JavaScript code. This can serve as a way to capture error messages and display or handle them gracefully. This event handler behaves differently than others, in that instead of passing in an event object, it includes a message explaining the specific error that occurred. Listing B-13 shows a custom way for handling and displaying error messages in a bulleted list, as opposed to the traditional error console. Listing B-13. Using the error Event to Keep a Viewable Error Log // Attach an error event handler window.onerror = function( message ){ // Create an 
	 element to store our error message var li = document.createElement('li'); li.innerHTML = message;
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 // Find our error list (which has an ID of 'errors') var errors = document.getElementById('errors'); // and add our error message to the top of the list errors.insertBefore( li, errors.firstChild ); };
 
 resize The resize event occurs every time the user resizes the browser window. When the user adjusts the size of the browser window, the resize event will only fire once the resize is complete, not at every step of the way. Listing B-14 shows code that watches for instances where the user resizes the browser window too small, applying an alternate class to the document element (to provide better document styling for the smaller window). Listing B-14. Using the resize Event to Dynamically Resize an Element // Watch for the user resizing the browser window window.onresize = function() { // Locate the document element (to be used to find the window width) var de = document.documentElement; // Figure out the width of the browser // (unfortunately, every browser likes to do this differently) var w = window.innerWidth || (de && de.clientWidth) || document.body.clientWidth; // If the window is too small, add a class to document element de.className = w < 990 ? 'small' : ''; };
 
 scroll The scroll event occurs when the user moves the position of the document within the browser window. This can occur from keyboard presses (such as using the arrow keys, Page Up/Down, or the spacebar) or by using the scrollbar.
 
 unload This event fires whenever the user leaves the current page (this could be the user clicking a link, hitting the Back button, or even closing the browser window). Preventing the default action does not work for this event (the next best thing is the beforeunload event). Listing B-15 shows code that binds an event handler to the unload event, displaying a message to the user when he leaves the current page.
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 Listing B-15. The unload Event // Watch for the user leaving the web site window.onunload = function(){ // Display a message to the user, thanking them for visiting alert( 'Thanks for visiting!' ); };
 
 UI Events User interface events deal with how the user is interacting with the browser or page elements themselves. The UI events can help you determine what elements on the page the user is currently interacting with and provide them with more context (such as highlighting or help menus).
 
 focus The focus event is a way of determining where the page cursor is currently located. By default, it is within the entire document; however, whenever a link or a form input element is clicked or tabbed into using the keyboard, the focus moves to that instead. (An example of this event is shown in Listing B-18.)
 
 blur The blur event occurs when the user shifts his focus from one element to another (within the context of links, input elements, or the page itself ). (An example of this event is shown in Listing B-18.)
 
 Mouse Events Mouse events occur either when the user moves the mouse pointer or when the user clicks one of the mouse buttons.
 
 click A click event occurs when a user presses the left mouse button down on an element (see the mousedown event) and releases the mouse button (see the mouseup event) on the same element. Listing B-16 shows an example of using the click event to prevent the user from visiting links that link to the current page.
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 Listing B-16. Disabling All Click Attempts on Links That Point to the Current Page // Find all elements within the document var a = document.getElementsByTagName('a'); for ( var i = 0; i < a.length; i++ ) { // If the link points to the same page that we're currently on if ( a[i].href == window.location.href ) { // Make it such that the link no longer 'works' when clicked a[i].onclick = function(e){ return false; }; } }
 
 dblclick The dblclick event occurs after the user has completed two click events in rapid succession. The rate of the double click depends upon the settings of the operating system.
 
 mousedown The mousedown event occurs when the user presses down a mouse button. Unlike the keydown event, this event will only fire once while the mouse is down. For an example of this event, see the code shown in Listing B-17.
 
 mouseup The mouseup event occurs when the user releases the pressed mouse button. If the button is released on the same element that the button is pressed on, a click event also occurs. For an example of this event, see the code shown in Listing B-17.
 
 mousemove A mousemove event occurs whenever the user moves the mouse pointer at least one pixel on the page. How many mousemove events are fired (for a full movement of the mouse) depends on how fast the user is moving the mouse and how fast the browser is at keeping up with the updates. Listing B-17 shows an example of a simple drag-and-drop implementation. Listing B-17. Elements with a Class Name of draggable Will Be Able to Be Dragged By the User // Initialize all the variables that we're going to use var curDrag, origX, origY;
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 // Watch for any time that the user clicks down on an element document.onmousedown = function(e){ // Normalize the Event object e = fixEvent( e ); // Only drag elements that have a class of 'draggable' if ( e.target.className == 'draggable' ) { // The element that we're currently dragging curDrag = e.target; // Remember where the cursor position started, and where the // element was located origX = getX( e ) + (parseInt( curDrag.style.left ) || 0); origY = getY( e ) + (parseInt( curDrag.style.top ) || 0); // Watch for the mouse to move, or lift document.onmousemove = dragMove; document.onmouseup = dragStop; } }; // Watch for the mouse to move function dragMove(e) { // Normalize the Event object e = fixEvent( e ); // Make sure that we're watching the right element if ( !curDrag || e.target == curDrag ) return; // Set the new cursor position curDrag.style.left = (getX(e)) + 'px'; curDrag.style.top = (getY(e)) + 'px'; } // Look for the drag to end function dragStop(e) { // Normalize the Event object e = fixEvent( e ); // Reset all of our watcher methods curDrag = document.mousemove = document.mouseup = null; }
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 // Adjust the event object, to make it sane function fixEvent(e) { // Make all the IE-centric parameters be W3C-like if (!e) { e = window.event; e.target = e.srcElement; e.layerX = e.offsetX; e.layerY = e.offsetY; } return e; }
 
 mouseover The mouseover event occurs whenever the user moves the mouse into an element from another. If you wish to know which element the user has come from, use the relatedTarget property. For an example of this event, see the code shown in Listing B-18.
 
 mouseout The mouseout event occurs whenever the user moves the mouse outside of an element. This includes moving the mouse from a parent element to a child element (which may seem unintuitive at first). If you wish to know which element the user is going to, use the relatedTarget property. Listing B-18 shows an example of attaching pairs of events to elements to allow for keyboard-accessible (and mouse-accessible) web page use. Whenever the user moves his mouse over a link, or whenever he uses the keyboard to navigate to it, the link will receive some additional color highlighting. Listing B-18. Creating a Hover Effect by Using the mouseover and mouseout Events // Find all the elements, to attach the event handlers to them var a = document.getElementsByTagName('a'); for ( var i = 0; i < a.length; i++ ) { // Attach a mouseover and focus event handler to the element, // which changes the s background to blue when the user either // mouses over the link, or focuses on it (using the keyboard) a[i].onmouseover = a[i].onfocus = function() { this.style.backgroundColor = 'blue'; };
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 // Attach a mouseout and blur event handler to the element // which changes the 
	s background back to its default white // when the user moves away from the link a[i].onmouseout = a[i].onblur = function() { this.style.backgroundColor = 'white'; }; }
 
 Keyboard Events Keyboard events handle all instances of a user pressing keys on the keyboard, whether it is inside or outside of a text input area.
 
 keydown / keypress The keydown event is the first keyboard event to occur when a key is pressed. If the user continues to hold down the key, the keydown event will continue to fire. The keypress event is a common synonym for the keydown event; they behave virtually identically, with one exception: if you wish to prevent the default action of a key being pressed, you must do it on the keypress event. Listing B-19 shows an example of using the keypress handler to prevent particular keys from being pressed within an element. Listing B-19. Stopping the Enter Key From Inadvertantly Submitting a Form From an Element // Find all elements in the document var input = document.getElementsByTagName('input'); for ( var i = 0; i < input.length; i++ ) { // Bind a keypress handler to the element input[i].onkeypress = function(e) { // Prevent the default action, if the user presses the enter key return e.keyCode != 13; }; }
 
 keyup The keyup event is the last keyboard event to occur (after the keydown event). Unlike with the keydown event, this event will only fire once when released (since you can’t release a key for a long period of time).
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 Form Events Form events deal primarily with , , <select>, , and elements, the staples of HTML forms.
 
 select The select event fires every time a user selects a different block of text within an input area, using the mouse. With this event, you can redefine how a user interacts with a form. Listing B-20 shows an example of using the select event to prevent text selection within a form field. Listing B-20. Preventing a User From Selecting Text Within a // Locate the first on the page var textarea = document.getElementsByTagName('textarea')[0]; // Bind a select event listener textarea.onselect = function(){ // When a new selection is made, prevent the action return false; };
 
 change The change event occurs when the value of an input element (this includes <select> and elements) is modified by a user. The event only fires after the user has already left the element, letting it lose focus. The code shown in Listing B-21 is capable of watching an element with an ID of entryArea (which should be a ) for changes and updating an associated live preview with its contents. Listing B-21. Watching the change Event to Update an Associated Element // Watch the 'entryArea' (which is a ) for any changes document.getElementById('entryArea').onchange = function(){ // When the area has been changed, update the live preview document.getElementById('preview').innerHTML = this.value; };
 
 submit The submit event occurs only in forms and only when a user clicks a Submit button (located within the form) or hits Enter/Return within one of the input elements. By binding a submit handler to the form, and not a click handler to the Submit button, you’ll be sure to capture all attempts to submit the form by the user.
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 Listing B-22 shows the code that watches for the first form on a page, intercepts the submission, and displays a message to the user, instead of sending the results to a server. Listing B-22. Using submit to Perform an Alternative Action // Bind a submit handler the the first form in the document document.getElementsByTagName('form')[0].onsubmit = function(e) { // Get the name that the user entered var name = document.getElementById('name').value; // Set the element to contain Hello Name! (where name is the name // that the user entered into the form) document.getElementsByTagName('h1')[0].innerHTML = 'Hello ' + name + '!'; // Make sure that the form is not submitted to the server return false; };
 
 reset The reset event only occurs when a user clicks a Reset button inside of a form (as opposed to the Submit button, which can be duplicated by hitting the Enter key). Listing B-23 shows an example of watching a form’s reset event to provide an alternative action. Listing B-23. A Quick and Dirty Way to Handle Resetting a Form // Find the first form on the page var form = document.getElementsByTagName('form')[0]; // Watch for when the reset button is hit form.onreset = function(){ // Find all the elements inside of the form var input = form.getElementsByTagName('input'); // and reset their values to an empty string for ( var i = 0; i < input.length; i++ ) input[i].value = ''; };
 
 343
 
 APPENDIX
 
 C
 
 ■■■
 
 The Browsers J
 
 avaScript programming has always been driven by development of web browsers. Since the use of JavaScript in nonbrowser settings (e.g., server-side JavaScript) is still rather experimental, the feature set of JavaScript is still very browser-centric. Thus, the features available in JavaScript are very closely tied to how browsers evolve and which features they (or their users) deem as the most important.
 
 Modern Browsers Of all the possible browsers available on the Internet, there are only a few that keep up to date with the latest technologies, and even fewer that push the boundaries of what’s possible with a browser. In the end, the browsers you choose to support will most likely depend on who your audience is and how much time you’re willing to put into making your applications work right for everyone. With that said, it is now much easier than it used to be to develop successful JavaScript applications. With the standardization of many practices (DOM, XMLHttpRequest, etc.), it is only a matter of time before there will be no additional effort required to support all modern browsers. However, that day is not today. So for now, here are the most popular modern browsers and what they support.
 
 Internet Explorer Created by Microsoft and packaged with its operating system (beginning with Windows 95), Internet Explorer is by far the most popular web browser. Development on the browser has slowed over the years, as Microsoft has enjoyed its dominant position in the browser market. Recently, the browser team has started work again, because of the release of Windows Vista, the new Microsoft operating system (which features Internet Explorer 7).
 
 Versions 5.5 and 6.0 Version 5.5 is the updated version of IE in Windows 98, and version 6.0 is the default browser for Windows XP. While both have some level of bugs and inconsistencies in their CSS and DOM implementations, they are very functional browsers that should be supported by any web application.
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 Version 7 The latest version of the Internet Explorer browser is available for Windows XP and for Windows Vista. While adoption rates are still limited, expect it to really take off when Vista adoption picks up. While very little has changed within the JavaScript engine, the rendering engine has had a ton of CSS-related bugs fixed. One JavaScript item to note is that instead of having to use the ActiveXObject for XMLHttpRequests, you can now just use XMLHttpRequest directly (which is provided by default).
 
 Mozilla Born from the remnants of Netscape, Mozilla represents the open source effort to develop a popular browser; and with the recent release of Firefox and its rise to popularity, Mozilla has taken a front seat in modern browser development.
 
 Firefox 1.0, Netscape 8, and Mozilla 1.7 These three browsers are all based upon the 1.7 version of the Gecko rendering engine. This engine has full compliance with all modern scripting techniques. These are all solid, stable, usable browsers.
 
 Firefox 1.5 and 2.0 The latest version of the Gecko rendering engine (1.8), which is used in the latest Firefox browsers, supports a number of new advantages that will play a larger part in upcoming years, including partial SVG 1.1 support, element support, and support for JavaScript 1.6. I discuss these different features in Chapter 14.
 
 Safari Safari is Apple’s foray into making a better browser for OS X (when compared to the unsightly Internet Explorer 5). When it began (at 1.0), its rendering engine was rather rough, making developers wary of fully supporting it. However, as new releases have come out, the engine has steadily improved. The most common versions of Safari (1.3 for OS X 10.3, 2.0 for OS X 10.4) contain a substantial number of bug fixes and new features. It is not uncommon to find that your applications will work quite well when loaded in Safari. Additionally, these browsers introduced support for the new element, which allows developers to physically draw on a web page, an important feature for highly dynamic applications.
 
 Opera A veteran of the browser wars with Netscape and Microsoft, Opera’s popularity soared after the Norwegian browser became completely free (previously it was ad-supported or licensable). Along with Mozilla, Opera has been highly active in developing and planning the new HTML 5 specification and implementing portions of the spec into its browser.
 
 APPENDIX C ■ THE BROWSERS
 
 Version 8.5 Version 8.5 was the first completely free version of the Opera browser, therefore its use is much more widespread than other versions. It has solid support for all modern features, although developers will occasionally find its CSS implementation differing from other browsers; its JavaScript implementation is more than sufficient.
 
 Version 9.0 The most recent update of the Opera browser includes a number of bug fixes to its JavaScript engine, along with support for the new element.
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