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 Preface to the First Edition Language shapes the way we think, and determines what we can think about. – B.L.Whorf
 
 C++ is a general purpose programming language designed to make programming more enjoyable for the serious programmer. Except for minor details, C++ is a superset of the C programming language. In addition to the facilities provided by C, C++ provides flexible and efficient facilities for defining new types. A programmer can partition an application into manageable pieces by defining new types that closely match the concepts of the application. This technique for program construction is often called data abstraction. Objects of some user-defined types contain type information. Such objects can be used conveniently and safely in contexts in which their type cannot be determined at compile time. Programs using objects of such types are often called object based. When used well, these techniques result in shorter, easier to understand, and easier to maintain programs. The key concept in C++ is class. A class is a user-defined type. Classes provide data hiding, guaranteed initialization of data, implicit type conversion for user-defined types, dynamic typing, user-controlled memory management, and mechanisms for overloading operators. C++ provides much better facilities for type checking and for expressing modularity than C does. It also contains improvements that are not directly related to classes, including symbolic constants, inline substitution of functions, default function arguments, overloaded function names, free store management operators, and a reference type. C++ retains C’s ability to deal efficiently with the fundamental objects of the hardware (bits, bytes, words, addresses, etc.). This allows the user-defined types to be implemented with a pleasing degree of efficiency. C++ and its standard libraries are designed for portability. The current implementation will run on most systems that support C. C libraries can be used from a C++ program, and most tools that support programming in C can be used with C++. This book is primarily intended to help serious programmers learn the language and use it for nontrivial projects. It provides a complete description of C++, many complete examples, and many more program fragments.
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 Preface to the Second Edition The road goes ever on and on. – Bilbo Baggins
 
 As promised in the first edition of this book, C++ has been evolving to meet the needs of its users. This evolution has been guided by the experience of users of widely varying backgrounds working in a great range of application areas. The C++ user-community has grown a hundredfold during the six years since the first edition of this book; many lessons have been learned, and many techniques have been discovered and/or validated by experience. Some of these experiences are reflected here. The primary aim of the language extensions made in the last six years has been to enhance C++ as a language for data abstraction and object-oriented programming in general and to enhance it as a tool for writing high-quality libraries of user-defined types in particular. A ‘‘high-quality library,’’ is a library that provides a concept to a user in the form of one or more classes that are convenient, safe, and efficient to use. In this context, safe means that a class provides a specific type-safe interface between the users of the library and its providers; efficient means that use of the class does not impose significant overheads in run-time or space on the user compared with handwritten C code. This book presents the complete C++ language. Chapters 1 through 10 give a tutorial introduction; Chapters 11 through 13 provide a discussion of design and software development issues; and, finally, the complete C++ reference manual is included. Naturally, the features added and resolutions made since the original edition are integral parts of the presentation. They include refined overloading resolution, memory management facilities, and access control mechanisms, type-safe linkage, ccoonnsstt and ssttaattiicc member functions, abstract classes, multiple inheritance, templates, and exception handling. C++ is a general-purpose programming language; its core application domain is systems programming in the broadest sense. In addition, C++ is successfully used in many application areas that are not covered by this label. Implementations of C++ exist from some of the most modest microcomputers to the largest supercomputers and for almost all operating systems. Consequently, this book describes the C++ language itself without trying to explain a particular implementation, programming environment, or library. This book presents many examples of classes that, though useful, should be classified as ‘‘toys.’’ This style of exposition allows general principles and useful techniques to stand out more
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 Preface to the Second Edition
 
 clearly than they would in a fully elaborated program, where they would be buried in details. Most of the useful classes presented here, such as linked lists, arrays, character strings, matrices, graphics classes, associative arrays, etc., are available in ‘‘bulletproof’’ and/or ‘‘goldplated’’ versions from a wide variety of commercial and non-commercial sources. Many of these ‘‘industrial strength’’ classes and libraries are actually direct and indirect descendants of the toy versions found here. This edition provides a greater emphasis on tutorial aspects than did the first edition of this book. However, the presentation is still aimed squarely at experienced programmers and endeavors not to insult their intelligence or experience. The discussion of design issues has been greatly expanded to reflect the demand for information beyond the description of language features and their immediate use. Technical detail and precision have also been increased. The reference manual, in particular, represents many years of work in this direction. The intent has been to provide a book with a depth sufficient to make more than one reading rewarding to most programmers. In other words, this book presents the C++ language, its fundamental principles, and the key techniques needed to apply it. Enjoy! Acknowledgments In addition to the people mentioned in the acknowledgements section in the preface to the first edition, I would like to thank Al Aho, Steve Buroff, Jim Coplien, Ted Goldstein, Tony Hansen, Lorraine Juhl, Peter Juhl, Brian Kernighan, Andrew Koenig, Bill Leggett, Warren Montgomery, Mike Mowbray, Rob Murray, Jonathan Shopiro, Mike Vilot, and Peter Weinberger for commenting on draft chapters of this second edition. Many people influenced the development of C++ from 1985 to 1991. I can mention only a few: Andrew Koenig, Brian Kernighan, Doug McIlroy, and Jonathan Shopiro. Also thanks to the many participants of the ‘‘external reviews’’ of the reference manual drafts and to the people who suffered through the first year of X3J16. Murray Hill, New Jersey
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 Preface Programming is understanding. – Kristen Nygaard
 
 I find using C++ more enjoyable than ever. C++’s support for design and programming has improved dramatically over the years, and lots of new helpful techniques have been developed for its use. However, C++ is not just fun. Ordinary practical programmers have achieved significant improvements in productivity, maintainability, flexibility, and quality in projects of just about any kind and scale. By now, C++ has fulfilled most of the hopes I originally had for it, and also succeeded at tasks I hadn’t even dreamt of. This book introduces standard C++† and the key programming and design techniques supported by C++. Standard C++ is a far more powerful and polished language than the version of C++ introduced by the first edition of this book. New language features such as namespaces, exceptions, templates, and run-time type identification allow many techniques to be applied more directly than was possible before, and the standard library allows the programmer to start from a much higher level than the bare language. About a third of the information in the second edition of this book came from the first. This third edition is the result of a rewrite of even larger magnitude. It offers something to even the most experienced C++ programmer; at the same time, this book is easier for the novice to approach than its predecessors were. The explosion of C++ use and the massive amount of experience accumulated as a result makes this possible. The definition of an extensive standard library makes a difference to the way C++ concepts can be presented. As before, this book presents C++ independently of any particular implementation, and as before, the tutorial chapters present language constructs and concepts in a ‘‘bottom up’’ order so that a construct is used only after it has been defined. However, it is much easier to use a well-designed library than it is to understand the details of its implementation. Therefore, the standard library can be used to provide realistic and interesting examples well before a reader can be assumed to understand its inner workings. The standard library itself is also a fertile source of programming examples and design techniques. __________________ † ISO/IEC 14882, Standard for the C++ Programming Language.
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 Preface
 
 This book presents every major C++ language feature and the standard library. It is organized around language and library facilities. However, features are presented in the context of their use. That is, the focus is on the language as the tool for design and programming rather than on the language in itself. This book demonstrates key techniques that make C++ effective and teaches the fundamental concepts necessary for mastery. Except where illustrating technicalities, examples are taken from the domain of systems software. A companion, The Annotated C++ Language Standard, presents the complete language definition together with annotations to make it more comprehensible. The primary aim of this book is to help the reader understand how the facilities offered by C++ support key programming techniques. The aim is to take the reader far beyond the point where he or she gets code running primarily by copying examples and emulating programming styles from other languages. Only a good understanding of the ideas behind the language facilities leads to mastery. Supplemented by implementation documentation, the information provided is sufficient for completing significant real-world projects. The hope is that this book will help the reader gain new insights and become a better programmer and designer. Acknowledgments In addition to the people mentioned in the acknowledgement sections of the first and second editions, I would like to thank Matt Austern, Hans Boehm, Don Caldwell, Lawrence Crowl, Alan Feuer, Andrew Forrest, David Gay, Tim Griffin, Peter Juhl, Brian Kernighan, Andrew Koenig, Mike Mowbray, Rob Murray, Lee Nackman, Joseph Newcomer, Alex Stepanov, David Vandevoorde, Peter Weinberger, and Chris Van Wyk for commenting on draft chapters of this third edition. Without their help and suggestions, this book would have been harder to understand, contained more errors, been slightly less complete, and probably been a little bit shorter. I would also like to thank the volunteers on the C++ standards committees who did an immense amount of constructive work to make C++ what it is today. It is slightly unfair to single out individuals, but it would be even more unfair not to mention anyone, so I’d like to especially mention .. Mike Ball, Dag Bruck, Sean Corfield, Ted Goldstein, Kim Knuttila, Andrew Koenig, Josée Lajoie, Dmitry Lenkov, Nathan Myers, Martin O’Riordan, Tom Plum, Jonathan Shopiro, John Spicer, Jerry Schwarz, Alex Stepanov, and Mike Vilot, as people who each directly cooperated with me over some part of C++ and its standard library. Murray Hill, New Jersey
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 Introduction
 
 This introduction gives an overview of the major concepts and features of the C++ programming language and its standard library. It also provides an overview of this book and explains the approach taken to the description of the language facilities and their use. In addition, the introductory chapters present some background information about C++, the design of C++, and the use of C++.
 
 Chapters 1 Notes to the Reader 2 A Tour of C++ 3 A Tour of the Standard Library
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 Introduction
 
 Introduction
 
 ‘‘... and you, Marcus, you have given me many things; now I shall give you this good advice. Be many people. Give up the game of being always Marcus Cocoza. You have worried too much about Marcus Cocoza, so that you have been really his slave and prisoner. You have not done anything without first considering how it would affect Marcus Cocoza’s happiness and prestige. You were always much afraid that Marcus might do a stupid thing, or be bored. What would it really have mattered? All over the world people are doing stupid things ... I should like you to be easy, your little heart to be light again. You must from now, be more than one, many people, as many as you can think of ...’’ – Karen Blixen (‘‘The Dreamers’’ from ‘‘Seven Gothic Tales’’ written under the pseudonym Isak Dinesen, Random House, Inc. Copyright, Isac Dinesen, 1934 renewed 1961)
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 ________________________________________ ________________________________________________________________________________________________________________________________________________________________
 
 1 ________________________________________ ________________________________________________________________________________________________________________________________________________________________
 
 Notes to the Reader "The time has come," the Walrus said, "to talk of many things." – L.Carroll
 
 Structure of this book — how to learn C++ — the design of C++ — efficiency and structure — philosophical note — historical note — what C++ is used for — C and C++ — suggestions for C programmers — suggestions for C++ programmers — thoughts about programming in C++ — advice — references.
 
 1.1 The Structure of This Book [notes.intro] This book consists of six parts: Introduction: Chapters 1 through 3 give an overview of the C++ language, the key programming styles it supports, and the C++ standard library. Part I: Chapters 4 through 9 provide a tutorial introduction to C++’s built-in types and the basic facilities for constructing programs out of them. Part II: Chapters 10 through 15 are a tutorial introduction to object-oriented and generic programming using C++. Part III: Chapters 16 through 22 present the C++ standard library. Part IV: Chapters 23 through 25 discuss design and software development issues. Appendices: Appendices A through C provide language-technical details. Chapter 1 provides an overview of this book, some hints about how to use it, and some background information about C++ and its use. You are encouraged to skim through it, read what appears interesting, and return to it after reading other parts of the book. Chapters 2 and 3 provide an overview of the major concepts and features of the C++ programming language and its standard library. Their purpose is to motivate you to spend time on fundamental concepts and basic language features by showing what can be expressed using the complete
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 Notes to the Reader
 
 Chapter 1
 
 C++ language. If nothing else, these chapters should convince you that C++ isn’t (just) C and that C++ has come a long way since the first and second editions of this book. Chapter 2 gives a highlevel acquaintance with C++. The discussion focuses on the language features supporting data abstraction, object-oriented programming, and generic programming. Chapter 3 introduces the basic principles and major facilities of the standard library. This allows me to use standard library facilities in the following chapters. It also allows you to use library facilities in exercises rather than relying directly on lower-level, built-in features. The introductory chapters provide an example of a general technique that is applied throughout this book: to enable a more direct and realistic discussion of some technique or feature, I occasionally present a concept briefly at first and then discuss it in depth later. This approach allows me to present concrete examples before a more general treatment of a topic. Thus, the organization of this book reflects the observation that we usually learn best by progressing from the concrete to the abstract – even where the abstract seems simple and obvious in retrospect. Part I describes the subset of C++ that supports the styles of programming traditionally done in C or Pascal. It covers fundamental types, expressions, and control structures for C++ programs. Modularity – as supported by namespaces, source files, and exception handling – is also discussed. I assume that you are familiar with the fundamental programming concepts used in Part I. For example, I explain C++’s facilities for expressing recursion and iteration, but I do not spend much time explaining how these concepts are useful. Part II describes C++’s facilities for defining and using new types. Concrete and abstract classes (interfaces) are presented here (Chapter 10, Chapter 12), together with operator overloading (Chapter 11), polymorphism, and the use of class hierarchies (Chapter 12, Chapter 15). Chapter 13 presents templates, that is, C++’s facilities for defining families of types and functions. It demonstrates the basic techniques used to provide containers, such as lists, and to support generic programming. Chapter 14 presents exception handling, discusses techniques for error handling, and presents strategies for fault tolerance. I assume that you either aren’t well acquainted with objectoriented programming and generic programming or could benefit from an explanation of how the main abstraction techniques are supported by C++. Thus, I don’t just present the language features supporting the abstraction techniques; I also explain the techniques themselves. Part IV goes further in this direction. Part III presents the C++ standard library. The aim is to provide an understanding of how to use the library, to demonstrate general design and programming techniques, and to show how to extend the library. The library provides containers (such as lliisstt, vveeccttoorr, and m maapp; Chapter 16, Chapter 17), standard algorithms (such as ssoorrtt, ffiinndd, and m meerrggee; Chapter 18, Chapter 19), strings (Chapter 20), Input/Output (Chapter 21), and support for numerical computation (Chapter 22). Part IV discusses issues that arise when C++ is used in the design and implementation of large software systems. Chapter 23 concentrates on design and management issues. Chapter 24 discusses the relation between the C++ programming language and design issues. Chapter 25 presents some ways of using classes in design. Appendix A is C++’s grammar, with a few annotations. Appendix B discusses the relation between C and C++ and between Standard C++ (also called ISO C++ and ANSI C++) and the versions of C++ that preceded it. Appendix C presents some language-technical examples.
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 1.1.1 Examples and References [notes.examples] This book emphasizes program organization rather than the writing of algorithms. Consequently, I avoid clever or harder-to-understand algorithms. A trivial algorithm is typically better suited to illustrate an aspect of the language definition or a point about program structure. For example, I use a Shell sort where, in real code, a quicksort would be better. Often, reimplementation with a more suitable algorithm is an exercise. In real code, a call of a library function is typically more appropriate than the code used here for illustration of language features. Textbook examples necessarily give a warped view of software development. By clarifying and simplifying the examples, the complexities that arise from scale disappear. I see no substitute for writing realistically-sized programs for getting an impression of what programming and a programming language are really like. This book concentrates on the language features, the basic techniques from which every program is composed, and the rules for composition. The selection of examples reflects my background in compilers, foundation libraries, and simulations. Examples are simplified versions of what is found in real code. The simplification is necessary to keep programming language and design points from getting lost in details. There are no ‘‘cute’’ examples without counterparts in real code. Wherever possible, I relegated to Appendix C language-technical examples of the sort that use variables named x and yy, types called A and B B, and functions called ff() and gg(). In code examples, a proportional-width font is used for identifiers. For example: #iinncclluuddee iinntt m maaiinn() { ssttdd::ccoouutt =
 
 // equal // not equal // less than // greater than // less than or equal // greater than or equal
 
 In assignments and in arithmetic operations, C++ performs all meaningful conversions between the basic types so that they can be mixed freely: vvooiidd ssoom mee__ffuunnccttiioonn() { ddoouubbllee d = 22.22; iinntt i = 77; d = dd+ii; i = dd*ii; }
 
 // function that doesn’t return a value // initialize floating-point number // initialize integer // assign sum to d // assign product to i
 
 As in C, = is the assignment operator and == tests equality. 2.3.2 Tests and Loops [tour.loop] C++ provides a conventional set of statements for expressing selection and looping. For example, here is a simple function that prompts the user and returns a Boolean indicating the response: bbooooll aacccceepptt() { ccoouutt > aannssw weerr;
 
 // write question // read answer
 
 iiff (aannssw weerr == ´yy´) rreettuurrnn ttrruuee; rreettuurrnn ffaallssee; }
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 The > operator (‘‘get from’’) is used as an input operator; cciinn is the standard input stream. The type of the right-hand operand of >> determines what input is accepted and is the target of the input operation. The \\nn character at the end of the output string represents a newline. The example could be slightly improved by taking an ‘n’ answer into account: bbooooll aacccceepptt22() { ccoouutt > aannssw weerr;
 
 // write question // read answer
 
 ssw wiittcchh (aannssw weerr) { ccaassee ´yy´: rreettuurrnn ttrruuee; ccaassee ´nn´: rreettuurrnn ffaallssee; ddeeffaauulltt: ccoouutt aannssw weerr;
 
 // write question // read answer
 
 ssw wiittcchh (aannssw weerr) { ccaassee ´yy´: rreettuurrnn ttrruuee; ccaassee ´nn´: rreettuurrnn ffaallssee; ddeeffaauulltt: ccoouutt ssllii;
 
 // stack of characters // stack of complex numbers // stack of list of integers
 
 vvooiidd ff() { sscc.ppuusshh(´cc´); iiff (sscc.ppoopp() != ´cc´) tthhrroow w B Baadd__ppoopp(); ssccppllxx.ppuusshh(ccoom mpplleexx(11,22)); iiff (ssccppllxx.ppoopp() != ccoom mpplleexx(11,22)) tthhrroow w B Baadd__ppoopp(); }
 
 Similarly, we can define lists, vectors, maps (that is, associative arrays), etc., as templates. A class holding a collection of elements of some type is commonly called a container class, or simply a container. Templates are a compile-time mechanism so that their use incurs no run-time overhead compared to ‘‘hand-written code.’’ 2.7.2 Generic Algorithms [tour.algorithms] The C++ standard library provides a variety of containers, and users can write their own (Chapter 3, Chapter 17, Chapter 18). Thus, we find that we can apply the generic programming paradigm once more to parameterize algorithms by containers. For example, we want to sort, copy, and search vveeccttoorrs, lliisstts, and arrays without having to write ssoorrtt(), ccooppyy(), and sseeaarrcchh() functions for each container. We also don’t want to convert to a specific data structure accepted by a single sort function. Therefore, we must find a generalized way of defining our containers that allows us to manipulate one without knowing exactly which kind of container it is. One approach, the approach taken for the containers and non-numerical algorithms in the C++ standard library (§3.8, Chapter 18) is to focus on the notion of a sequence and manipulate sequences through iterators. Here is a graphical representation of the notion of a sequence: begin elements:
 
 end ...
 
 ..... . . . . . . .....
 
 A sequence has a beginning and an end. An iterator refers to an element, and provides an operation that makes the iterator refer to the next element of the sequence. The end of a sequence is an
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 A Tour of C++
 
 Chapter 2
 
 iterator that refers one beyond the last element of the sequence. The physical representation of ‘‘the end’’ may be a sentinel element, but it doesn’t have to be. In fact, the point is that this notion of sequences covers a wide variety of representations, including lists and arrays. We need some standard notation for operations such as ‘‘access an element through an iterator’’ and ‘‘make the iterator refer to the next element.’’ The obvious choices (once you get the idea) are to use the dereference operator * to mean ‘‘access an element through an iterator’’ and the increment operator ++ to mean ‘‘make the iterator refer to the next element.’’ Given that, we can write code like this: tteem mppllaattee vvooiidd ccooppyy(IInn ffrroom m, IInn ttoooo__ffaarr, O Ouutt ttoo) { w whhiillee (ffrroom m != ttoooo__ffaarr) { *ttoo = *ffrroom m; // copy element pointed to ++ttoo; // next input ++ffrroom m; // next output } }
 
 This copies any container for which we can define iterators with the right syntax and semantics. C++’s built-in, low-level array and pointer types have the right operations for that, so we can write cchhaarr vvcc11[220000]; // array of 200 characters cchhaarr vvcc22[550000]; // array of 500 characters vvooiidd ff() { ccooppyy(&vvcc11[00],&vvcc11[220000],&vvcc22[00]); }
 
 This copies vvcc11 from its first element until its last into vvcc22 starting at vvcc22’s first element. All standard library containers (§16.3, Chapter 17) support this notion of iterators and sequences. Two template parameters IInn and O Ouutt are used to indicate the types of the source and the target instead of a single argument. This was done because we often want to copy from one kind of container into another. For example: ccoom mpplleexx aacc[220000]; vvooiidd gg(vveeccttoorr& vvcc, lliisstt& llcc) { ccooppyy(&aacc[00],&aacc[220000],llcc.bbeeggiinn()); ccooppyy(llcc.bbeeggiinn(),llcc.eenndd(),vvcc.bbeeggiinn()); }
 
 This copies the array to the lliisstt and the lliisstt to the vveeccttoorr. For a standard container, bbeeggiinn() is an iterator pointing to the first element.
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 2.8 Postscript [tour.post] No programming language is perfect. Fortunately, a programming language does not have to be perfect to be a good tool for building great systems. In fact, a general-purpose programming language cannot be perfect for all of the many tasks to which it is put. What is perfect for one task is often seriously flawed for another because perfection in one area implies specialization. Thus, C++ was designed to be a good tool for building a wide variety of systems and to allow a wide variety of ideas to be expressed directly. Not everything can be expressed directly using the built-in features of a language. In fact, that isn’t even the ideal. Language features exist to support a variety of programming styles and techniques. Consequently, the task of learning a language should focus on mastering the native and natural styles for that language – not on the understanding of every little detail of all the language features. In practical programming, there is little advantage in knowing the most obscure language features or for using the largest number of features. A single language feature in isolation is of little interest. Only in the context provided by techniques and by other features does the feature acquire meaning and interest. Thus, when reading the following chapters, please remember that the real purpose of examining the details of C++ is to be able to use them in concert to support good programming style in the context of sound designs.
 
 2.9 Advice [tour.advice] [1] Don’t panic! All will become clear in time; §2.1. [2] You don’t have to know every detail of C++ to write good programs; §1.7. [3] Focus on programming techniques, not on language features; §2.1.
 
 .
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 A Tour of the Standard Library Why waste time learning when ignorance is instantaneous? – Hobbes
 
 Standard libraries — output — strings — input — vectors — range checking — lists — maps — container overview — algorithms — iterators — I/O iterators — traversals and predicates — algorithms using member functions — algorithm overview — complex numbers — vector arithmetic— standard library overview — advice.
 
 3.1 Introduction [tour2.lib] No significant program is written in just a bare programming language. First, a set of supporting libraries are developed. These then form the basis for further work. Continuing Chapter 2, this chapter gives a quick tour of key library facilities to give you an idea what can be done using C++ and its standard library. Useful library types, such as ssttrriinngg, vveeccttoorr, lliisstt, and m maapp, are presented as well as the most common ways of using them. Doing this allows me to give better examples and to set better exercises in the following chapters. As in Chapter 2, you are strongly encouraged not to be distracted or discouraged by an incomplete understanding of details. The purpose of this chapter is to give you a taste of what is to come and to convey an understanding of the simplest uses of the most useful library facilities. A more detailed introduction to the standard library is given in §16.1.2. The standard library facilities described in this book are part of every complete C++ implementation. In addition to the standard C++ library, most implementations offer ‘‘graphical user interface’’ systems, often referred to as GUIs or window systems, for interaction between a user and a program. Similarly, most application development environments provide ‘‘foundation libraries’’ that support corporate or industrial ‘‘standard’’ development and/or execution environments. I do not describe such systems and libraries. The intent is to provide a self-contained description of C++
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 as defined by the standard and to keep the examples portable, except where specifically noted. Naturally, a programmer is encouraged to explore the more extensive facilities available on most systems, but that is left to exercises.
 
 3.2 Hello, world! [tour2.hello] The minimal C++ program is iinntt m maaiinn() { }
 
 It defines a function called m maaiinn, which takes no arguments and does nothing. Every C++ program must have a function named m maaiinn(). The program starts by executing that function. The iinntt value returned by m maaiinn(), if any, is the program’s return value to ‘‘the system.’’ If no value is returned, the system will receive a value indicating successful completion. A nonzero value from m maaiinn() indicates failure. Typically, a program produces some output. Here is a program that writes out H Heelllloo, w woorrlldd!: #iinncclluuddee iinntt m maaiinn() { ssttdd::ccoouutt uussiinngg nnaam meessppaaccee ssttdd;
 
 // make the standard string facilities accessible // make std names available without std:: prefix
 
 ssttrriinngg s = "IIggnnoorraannccee iiss bblliissss!";
 
 // ok: string is std::string
 
 It is generally in poor taste to dump every name from a namespace into the global namespace. However, to keep short the program fragments used to illustrate language and library features, I omit repetitive #iinncclluuddees and ssttdd:: qualifications. In this book, I use the standard library almost exclusively, so if a name from the standard library is used, it either is a use of what the standard offers or part of an explanation of how the standard facility might be defined.
 
 3.4 Output [tour2.ostream] The iostream library defines output for every built-in type. Further, it is easy to define output of a user-defined type. By default, values output to ccoouutt are converted to a sequence of characters. For example, vvooiidd ff() { ccoouutt eeooss;
 
 // input stream (c_str(); see §3.5) // input iterator for stream // input sentinel
 
 vveeccttoorr<ssttrriinngg> bb(iiii,eeooss); ssoorrtt(bb.bbeeggiinn(),bb.eenndd());
 
 // b is a vector initialized from input // sort the buffer
 
 ooffssttrreeaam m ooss(ttoo.cc__ssttrr()); oossttrreeaam m__iitteerraattoorr<ssttrriinngg> oooo(ooss,"\\nn");
 
 // output stream // output iterator for stream
 
 uunniiqquuee__ccooppyy(bb.bbeeggiinn(),bb.eenndd(),oooo);
 
 // copy buffer to output, // discard replicated values
 
 rreettuurrnn !iiss.eeooff() && !ooss;
 
 // return error state (§3.2, §21.3.3)
 
 }
 
 An iiffssttrreeaam m is an iissttrreeaam m that can be attached to a file, and an ooffssttrreeaam m is an oossttrreeaam m that can be attached to a file. The oossttrreeaam m__iitteerraattoorr’s second argument is used to delimit output values. 3.8.4 Traversals and Predicates [tour2.traverse] Iterators allow us to write loops to iterate through a sequence. However, writing loops can be tedious, so the standard library provides ways for a function to be called for each element of a sequence. Consider writing a program that reads words from input and records the frequency of their occurrence. The obvious representation of the strings and their associated frequencies is a m maapp: m maapp<ssttrriinngg,iinntt> hhiissttooggrraam m;
 
 The obvious action to be taken for each string to record its frequency is:
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 vvooiidd rreeccoorrdd(ccoonnsstt ssttrriinngg& ss) { hhiissttooggrraam m[ss]++; // record frequency of ‘‘s’’ }
 
 Once the input has been read, we would like to output the data we have gathered. The m maapp consists of a sequence of (string,int) pairs. Consequently, we would like to call vvooiidd pprriinntt(ccoonnsstt ppaaiirr& rr) { ccoouutt & m m) { ttyyppeeddeeff m maapp<ssttrriinngg,iinntt>::ccoonnsstt__iitteerraattoorr M MII; M MII i = ffiinndd__iiff(m m.bbeeggiinn(),m m.eenndd(),ggtt__4422); // ... }
 
 Alternatively, we could count the number of words with a frequency higher than 42:
 
 The C++ Programming Language, Third Edition by Bjarne Stroustrup. Copyright ©1997 by AT&T. Published by Addison Wesley Longman, Inc. ISBN 0-201-88954-4. All rights reserved.
 
 Section 3.8.4
 
 Traversals and Predicates
 
 63
 
 vvooiidd gg(ccoonnsstt m maapp<ssttrriinngg,iinntt>& m m) { iinntt cc4422 = ccoouunntt__iiff(m m.bbeeggiinn(),m m.eenndd(),ggtt__4422); // ... }
 
 A function, such as ggtt__4422(), that is used to control the algorithm is called a predicate. A predicate is called for each element and returns a Boolean value, which the algorithm uses to perform its intended action. For example, ffiinndd__iiff() searches until its predicate returns ttrruuee to indicate that an element of interest has been found. Similarly, ccoouunntt__iiff() counts the number of times its predicate is ttrruuee. The standard library provides a few useful predicates and some templates that are useful for creating more (§18.4.2). 3.8.5 Algorithms Using Member Functions [tour2.memp] Many algorithms apply a function to elements of a sequence. For example, in §3.8.4 ffoorr__eeaacchh(iiii,eeooss,rreeccoorrdd);
 
 calls rreeccoorrdd() to read strings from input. Often, we deal with containers of pointers and we really would like to call a member function of the object pointed to, rather than a global function on the pointer. For example, we might want to call the member function SShhaappee::ddrraaw w() for each element of a lliisstt<SShhaappee*>. To handle this specific example, we simply write a nonmember function that invokes the member function. For example: vvooiidd ddrraaw w(SShhaappee* pp) { pp->ddrraaw w(); } vvooiidd ff(lliisstt<SShhaappee*>& sshh) { ffoorr__eeaacchh(sshh.bbeeggiinn(),sshh.eenndd(),ddrraaw w); }
 
 By generalizing this technique, we can write the example like this: vvooiidd gg(lliisstt<SShhaappee*>& sshh) { ffoorr__eeaacchh(sshh.bbeeggiinn(),sshh.eenndd(),m meem m__ffuunn(&SShhaappee::ddrraaw w)); }
 
 The standard library m meem m__ffuunn() template (§18.4.4.2) takes a pointer to a member function (§15.5) as its argument and produces something that can be called for a pointer to the member’s class. The result of m meem m__ffuunn(&SShhaappee::ddrraaw w) takes a SShhaappee* argument and returns whatever SShhaappee::ddrraaw w() returns. The m meem m__ffuunn() mechanism is important because it allows the standard algorithms to be used for containers of polymorphic objects.
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 3.8.6 Standard Library Algorithms [tour2.algolist] What is an algorithm? A general definition of an algorithm is ‘‘a finite set of rules which gives a sequence of operations for solving a specific set of problems [and] has five important features: Finiteness ... Definiteness ... Input ... Output ... Effectiveness’’ [Knuth,1968,§1.1]. In the context of the C++ standard library, an algorithm is a set of templates operating on sequences of elements. The standard library provides dozens of algorithms. The algorithms are defined in namespace ssttdd and presented in the header. Here are a few I have found particularly useful: ______________________________________________________________________  Selected Standard Algorithms _______________________________________________________________________ _____________________________________________________________________ Invoke function for each element (§18.5.1)  ffoorr__eeaacchh(())  Find first occurrence of arguments (§18.5.2)  ffiinndd(())   ffiinndd__iiff(())  Find first match of predicate (§18.5.2)  ccoouunntt(())  Count occurrences of element (§18.5.3)  ccoouunntt__iiff(())  Count matches of predicate (§18.5.3)   Replace element with new value (§18.6.4)  rreeppllaaccee(())  Replace element that matches predicate with new value (§18.6.4)   rreeppllaaccee__iiff(())  ccooppyy(())  Copy elements (§18.6.1)  uunniiqquuee__ccooppyy(())  Copy elements that are not duplicates (§18.6.1)  ssoorrtt(())  Sort elements (§18.7.1)   Find all elements with equivalent values (§18.7.2)  eeqquuaall__rraannggee(())  m meerrggee(()) Merge sorted sequences (§18.7.3) ______________________________________________________________________  These algorithms, and many more (see Chapter 18), can be applied to elements of containers, ssttrriinnggs, and built-in arrays.
 
 3.9 Math [tour2.math] Like C, C++ wasn’t designed primarily with numerical computation in mind. However, a lot of numerical work is done in C++, and the standard library reflects that. 3.9.1 Complex Numbers [tour2.complex] The standard library supports a family of complex number types along the lines of the ccoom mpplleexx class described in §2.5.2. To support complex numbers where the scalars are single-precision, floating-point numbers (ffllooaatts), double precision numbers (ddoouubbllees), etc., the standard library ccoom m-pplleexx is a template: tteem mppllaattee ccllaassss ccoom mpplleexx { ppuubblliicc: ccoom mpplleexx(ssccaallaarr rree, ssccaallaarr iim m); // ... };
 
 The usual arithmetic operations and the most common mathematical functions are supported for complex numbers. For example:
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 // standard exponentiation function from : tteem mppllaattee ccoom mpplleexx ppoow w(ccoonnsstt ccoom mpplleexx&, iinntt); vvooiidd ff(ccoom mpplleexx ffll, ccoom mpplleexx ddbb) { ccoom mpplleexx lldd = ffll+ssqqrrtt(ddbb); ddbb += ffll*33; ffll = ppoow w(11/ffll,22); // ... }
 
 For more details, see §22.5. 3.9.2 Vector Arithmetic [tour2.valarray] The vveeccttoorr described in §3.7.1 was designed to be a general mechanism for holding values, to be flexible, and to fit into the architecture of containers, iterators, and algorithms. However, it does not support mathematical vector operations. Adding such operations to vveeccttoorr would be easy, but its generality and flexibility precludes optimizations that are often considered essential for serious numerical work. Consequently, the standard library provides a vector, called vvaallaarrrraayy, that is less general and more amenable to optimization for numerical computation: tteem mppllaattee ccllaassss vvaallaarrrraayy { // ... T T& ooppeerraattoorr[](ssiizzee__tt); // ... };
 
 The type ssiizzee__tt is the unsigned integer type that the implementation uses for array indices. The usual arithmetic operations and the most common mathematical functions are supported for vvaallaarrrraayys. For example: // standard absolute value function from : tteem mppllaattee vvaallaarrrraayy aabbss(ccoonnsstt vvaallaarrrraayy&); vvooiidd ff(vvaallaarrrraayy& aa11, vvaallaarrrraayy& aa22) { vvaallaarrrraayy a = aa11*33.1144+aa22/aa11; aa22 += aa11*33.1144; a = aabbss(aa); ddoouubbllee d = aa22[77]; // ... }
 
 For more details, see §22.4. 3.9.3 Basic Numeric Support [tour2.basicnum] Naturally, the standard library contains the most common mathematical functions – such as lloogg(), ppoow w(), and ccooss() – for floating-point types; see §22.3. In addition, classes that describe the properties of built-in types – such as the maximum exponent of a ffllooaatt – are provided; see §22.2.
 
 The C++ Programming Language, Third Edition by Bjarne Stroustrup. Copyright ©1997 by AT&T. Published by Addison Wesley Longman, Inc. ISBN 0-201-88954-4. All rights reserved.
 
 66
 
 A Tour of the Standard Library
 
 Chapter 3
 
 3.10 Standard Library Facilities [tour2.post] The facilities provided by the standard library can be classified like this: [1] Basic run-time language support (e.g., for allocation and run-time type information); see §16.1.3. [2] The C standard library (with very minor modifications to minimize violations of the type system); see §16.1.2. [3] Strings and I/O streams (with support for international character sets and localization); see Chapter 20 and Chapter 21. [4] A framework of containers (such as vveeccttoorr, lliisstt, and m maapp) and algorithms using containers (such as general traversals, sorts, and merges); see Chapter 16, Chapter 17, Chapter 18, and Chapter 19. [5] Support for numerical computation (complex numbers plus vectors with arithmetic operations, BLAS-like and generalized slices, and semantics designed to ease optimization); see Chapter 22. The main criterion for including a class in the library was that it would somehow be used by almost every C++ programmer (both novices and experts), that it could be provided in a general form that did not add significant overhead compared to a simpler version of the same facility, and that simple uses should be easy to learn. Essentially, the C++ standard library provides the most common fundamental data structures together with the fundamental algorithms used on them. Every algorithm works with every container without the use of conversions. This framework, conventionally called the STL [Stepanov,1994], is extensible in the sense that users can easily provide containers and algorithms in addition to the ones provided as part of the standard and have these work directly with the standard containers and algorithms.
 
 3.11 Advice [tour2.advice] [1] Don’t reinvent the wheel; use libraries. [2] Don’t believe in magic; understand what your libraries do, how they do it, and at what cost they do it. [3] When you have a choice, prefer the standard library to other libraries. [4] Do not think that the standard library is ideal for everything. [5] Remember to #iinncclluuddee the headers for the facilities you use; §3.3. [6] Remember that standard library facilities are defined in namespace ssttdd; §3.3. [7] Use ssttrriinngg rather than cchhaarr*; §3.5, §3.6. [8] If in doubt use a range-checked vector (such as V Veecc); §3.7.2. [9] Prefer vveeccttoorr, lliisstt, and m maapp to T T[]; §3.7.1, §3.7.3, §3.7.4. [10] When adding elements to a container, use ppuusshh__bbaacckk() or bbaacckk__iinnsseerrtteerr(); §3.7.3, §3.8. [11] Use ppuusshh__bbaacckk() on a vveeccttoorr rather than rreeaalllloocc() on an array; §3.8. [12] Catch common exceptions in m maaiinn(); §3.7.2.
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 Types and Declarations Accept nothing short of perfection! – anon Perfection is achieved only on the point of collapse. – C. N. Parkinson
 
 Types — fundamental types — Booleans — characters — character literals — integers — integer literals — floating-point types — floating-point literals — sizes — vvooiidd — enumerations — declarations — names — scope — initialization — objects — ttyyppeeddeeffs — advice — exercises.
 
 4.1 Types [dcl.type] Consider x = yy+ff(22);
 
 For this to make sense in a C++ program, the names xx, yy, and f must be suitably declared. That is, the programmer must specify that entities named xx, yy, and f exist and that they are of types for which = (assignment), + (addition), and () (function call), respectively, are meaningful. Every name (identifier) in a C++ program has a type associated with it. This type determines what operations can be applied to the name (that is, to the entity referred to by the name) and how such operations are interpreted. For example, the declarations ffllooaatt xx; iinntt y = 77; ffllooaatt ff(iinntt);
 
 // x is a floating-point variable // y is an integer variable with the initial value 7 // f is a function taking an argument of type int and returning a floating-point number
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 would make the example meaningful. Because y is declared to be an iinntt, it can be assigned to, used in arithmetic expressions, etc. On the other hand, f is declared to be a function that takes an iinntt as its argument, so it can be called given a suitable argument. This chapter presents fundamental types (§4.1.1) and declarations (§4.9). Its examples just demonstrate language features; they are not intended to do anything useful. More extensive and realistic examples are saved for later chapters after more of C++ has been described. This chapter simply provides the most basic elements from which C++ programs are constructed. You must know these elements, plus the terminology and simple syntax that goes with them, in order to complete a real project in C++ and especially to read code written by others. However, a thorough understanding of every detail mentioned in this chapter is not a requirement for understanding the following chapters. Consequently, you may prefer to skim through this chapter, observing the major concepts, and return later as the need for understanding of more details arises. 4.1.1 Fundamental Types [dcl.fundamental] C++ has a set of fundamental types corresponding to the most common basic storage units of a computer and the most common ways of using them to hold data: §4.2 A Boolean type (bbooooll) §4.3 Character types (such as cchhaarr) §4.4 Integer types (such as iinntt) §4.5 Floating-point types (such as ddoouubbllee) In addition, a user can define §4.8 Enumeration types for representing specific sets of values (eennuum m) There also is §4.7 A type, vvooiidd, used to signify the absence of information From these types, we can construct other types: §5.1 Pointer types (such as iinntt*) §5.2 Array types (such as cchhaarr[]) §5.5 Reference types (such as ddoouubbllee&) §5.7 Data structures and classes (Chapter 10) The Boolean, character, and integer types are collectively called integral types. The integral and floating-point types are collectively called arithmetic types. Enumerations and classes (Chapter 10) are called user-defined types because they must be defined by users rather than being available for use without previous declaration, the way fundamental types are. In contrast, other types are called built-in types. The integral and floating-point types are provided in a variety of sizes to give the programmer a choice of the amount of storage consumed, the precision, and the range available for computations (§4.6). The assumption is that a computer provides bytes for holding characters, words for holding and computing integer values, some entity most suitable for floating-point computation, and addresses for referring to those entities. The C++ fundamental types together with pointers and arrays present these machine-level notions to the programmer in a reasonably implementationindependent manner. For most applications, one could simply use bbooooll for logical values, cchhaarr for characters, iinntt for integer values, and ddoouubbllee for floating-point values. The remaining fundamental types are
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 variations for optimizations and special needs that are best ignored until such needs arise. They must be known, however, to read old C and C++ code.
 
 4.2 Booleans [dcl.bool] A Boolean, bbooooll, can have one of the two values ttrruuee or ffaallssee. A Boolean is used to express the results of logical operations. For example: vvooiidd ff(iinntt aa, iinntt bb) { bbooooll bb11 = aa==bb; // ... }
 
 // = is assignment, == is equality
 
 If a and b have the same value, bb11 becomes ttrruuee; otherwise, bb11 becomes ffaallssee. A common use of bbooooll is as the type of the result of a function that tests some condition (a predicate). For example: bbooooll iiss__ooppeenn(F Fiillee*); bbooooll ggrreeaatteerr(iinntt aa, iinntt bb) { rreettuurrnn aa>bb; }
 
 By definition, ttrruuee has the value 1 when converted to an integer and ffaallssee has the value 00. Conversely, integers can be implicitly converted to bbooooll values: nonzero integers convert to ttrruuee and 0 converts to ffaallssee. For example: bbooooll b = 77; iinntt i = ttrruuee;
 
 // bool(7) is true, so b becomes true // int(true) is 1, so i becomes 1
 
 In arithmetic and logical expressions, bboooolls are converted to iinntts; integer arithmetic and logical operations are performed on the converted values. If the result is converted back to bbooooll, a 0 is converted to ffaallssee and a nonzero value is converted to ttrruuee. vvooiidd gg() { bbooooll a = ttrruuee; bbooooll b = ttrruuee; bbooooll x = aa+bb; // a+b is 2, so x becomes true bbooooll y = aa|bb; // ab is 1, so y becomes true }
 
 A pointer can be implicitly converted to a bbooooll (§C.6.2.5). A nonzero pointer converts to ttrruuee; zero-valued pointers convert to ffaallssee.
 
 4.3 Character Types [dcl.char] A variable of type cchhaarr can hold a character of the implementation’s character set. For example: cchhaarr cchh = ´aa´;
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 Almost universally, a cchhaarr has 8 bits so that it can hold one of 256 different values. Typically, the character set is a variant of ISO-646, for example ASCII, thus providing the characters appearing on your keyboard. Many problems arise from the fact that this set of characters is only partially standardized (§C.3). Serious variations occur between character sets supporting different natural languages and also between different character sets supporting the same natural language in different ways. However, here we are interested only in how such differences affect the rules of C++. The larger and more interesting issue of how to program in a multi-lingual, multi-character-set environment is beyond the scope of this book, although it is alluded to in several places (§20.2, §21.7, §C.3.3). It is safe to assume that the implementation character set includes the decimal digits, the 26 alphabetic characters of English, and some of the basic punctuation characters. It is not safe to assume that there are no more than 127 characters in an 8-bit character set (e.g., some sets provide 255 characters), that there are no more alphabetic characters than English provides (most European languages provide more), that the alphabetic characters are contiguous (EBCDIC leaves a gap between ´ii´ and ´jj´), or that every character used to write C++ is available (e.g., some national character sets do not provide { } [ ] | \\; §C.3.1). Whenever possible, we should avoid making assumptions about the representation of objects. This general rule applies even to characters. Each character constant has an integer value. For example, the value of ´bb´ is 9988 in the ASCII character set. Here is a small program that will tell you the integer value of any character you care to input: #iinncclluuddee iinntt m maaiinn() { cchhaarr cc; ssttdd::cciinn >> cc; ssttdd::ccoouutt					    
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